### THE EXPERT’ S VOICE® IN JAVA
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**Introduction**

This book is a comprehensive guide to prepare for the OCPJP 8 exam. This book covers all the exam objectives for *Oracle Certified Professional*, *Java SE 8 Programmer* certification (1Z0-809 exam).

The book covers all of the exam topics for *Java SE 8 Programmer II* (1Z0-809) exam. The chapters and sections in this book map one-to-one to the exam objectives and subtopics. This one-to-one mapping between chapters and the exam objectives ensures that we cover only the topics to the required breadth and depth—no more, no less.

This book follows an example-driven approach to improve your reading and study experience.

Additionally, in each chapter we use visual cues (such as notes, caution signs, and exam tips) to help you prepare for the OCPJP 8 exam.

# Prerequisites

Since the OCAJP 8 (a.k.a. *Java SE 8 Programmer* I/1Z0-808) exam is a prerequisite for the more comprehensive OCPJP 8 exam (1Z0-809), we assume that you are already familiar with the fundamentals

of the language. We focus only on the OCPJP 8 exam objectives, assuming that you have working knowledge in Java.

# Target Audience

This book is for you:

* If you are a student or a programmer aspiring to crack the OCPJP 8 exam.
* If you want to learn new features added in Java 8 (especially on functional programming).
* If you’re a trainer for OCPJP 8 exam. You can use this book as training material for OCPJP 8 exam preparation.
* If you just want to refresh your knowledge of Java programming or gain a better understanding of various Java APIs.

Please note, however, that this book is neither a tutorial for learning Java nor a comprehensive reference book for Java.
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# Roadmap for Reading This Book

To get the most out of reading this book, we recommend you follow these steps:

**Step 0:** Make sure you have JDK 8 installed on your machine and you’re able to compile and run Java programs.

**Step 1:** First read the FAQs in Chapter [1](http://dx.doi.org/10.1007/978-1-4842-1836-5_1) and become familiar with the exam (you may want to skip irrelevant questions or questions for which you already know the answers).

**Step 2:** Check the exam topics given in the beginning of each chapter and mark the topics you’re not familiar or comfortable with. Read the chapters or sections corresponding to the topics you’ve marked for preparation.

**Step 3:** Try out as many sample programs as possible when you read the chapters.

**Step 4:** Once you feel you are ready to take the exam, take the mock exam (Chapter [14](http://dx.doi.org/10.1007/978-1-4842-1836-5_14)). If you don’t pass it, go back to the chapters in which you are weak, read them, and try out more programs relating to those topics. If you’ve prepared well, you should be able to pass the actual OCPJP 8 exam.

**Step 5:** Register for the exam and take the exam based on your performance in the mock tests. The day before taking the exam, read the summary sections given at the end of each chapter.

# On Coding Examples in This Book

All the programs in this book are self-contained programs (with necessary import statements). We’ve tested the coding examples in this book using Oracle’s Java compiler in JDK 8. It is important that you use a Java compiler and a JVM that supports Java 8 for trying out the programs in this book.

Java is a platform-independent language, but there are certain features that are better explained with a specific platform. Since Windows is the most widely used OS today, some of the programming examples

(especially the ones in the NIO.2 chapter) are written with the Windows OS in mind. You may require minor modifications to those programs to get them working under other OSs (Linux, MAC OS, etc.).

# Contact Us

In case of any queries, suggestions, or corrections, please feel free to contact us at [sgganesh@gmail.com](http://sgganesh@gmail.com/), [gharikir@gmail.com](http://gharikir@gmail.com/), and [tusharsharma@ieee.org](http://tusharsharma@ieee.org/).
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**Chapter 1**

**The OCPJP 8 Exam: FAQ**

The acronym OCPJP 8 exam stands for Java SE 8 Programmer II exam (exam number 1Z0-809). In this first chapter, we address the frequently asked questions (FAQs) that may come up when you are preparing for the OCPJP 8 exam.

# Overview

### FAQ 1. Can you provide details of the Java associate and professional exams for Java 8?

The OCAJP 8 exam (Oracle Certified Associate Java Programmer certification, exam number 1Z0-808) is mainly meant for entry-level Java developers. When you pass this exam, it demonstrates that you have a strong foundation in Java.

The OCPJP 8 exam (Oracle Certified Professional Java Programmer certification, exam number IZ0-809) is meant for professional Java developers. When you pass this exam, it demonstrates that you can use a wide range of core Java features (especially the ones added in Java 8) in your regular work.
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### FAQ 2. Can you compare the specifications of the exams targeting OCAJP 8 and OCPJP 8 certifications?

Yes, see Table 1-1.

***Table 1-1.*** *Comparison of the Oracle Exams Leading to OCAJP8 and OCPJP8Certifications*

###### Exam Number 1Z0-808 1Z0-809 1Z0-810 1Z0-813

Expertise Level

Beginner Intermediate Intermediate Intermediate

Exam Name Java SE 8

Programmer I

Java SE 8 Programmer II

Upgrade Java SE 7 to Java SE 8 OCP Programmer

Upgrade to Java SE 8 OCP (Java SE 6 and all prior versions)

Associated Certification (abbreviation)

Oracle Certified Associate, Java SE 8 Programmer (OCAJP 8)

Oracle Certified Professional, Java SE 8 Programmer (OCPJP 8)

Oracle Certified Professional, Java SE 8 Programmer

(upgrade)(OCPJP 8)

Oracle Certified Professional, Java SE 8 Programmer

(OCPJP 8)

Prerequisite Certification

None Java SE 8 Programmer I (OCAJP8)

Java SE 7 Programmer II (OCPJP 7)

Oracle Certified Professional Java SE 6 Programmer and all prior versions (OCPJP 6 and earlier versions)

Exam Duration

2 hrs 30 minutes

(150 mins)

2 hrs 30 minutes

(150 mins)

2 hrs 30 minutes

(150 mins)

2 hrs 10 minutes

(130 mins)

Number of Questions

Pass Percentage

77Questions 85 Questions 81 Questions 60 Questions

65% 65% 65% 63%

Cost ~ USD 245 ~USD 245 ~USD 245 ~USD 245

Exam Topics Java Basics

Working With Java Data Types

Using Operators and Decision Constructs Creating and Using Arrays

Using Loop Constructs Working with Methods and Encapsulation Working with Inheritance

Handling Exceptions Working with Selected classes from the Java API

Java Class Design Advanced Java Class Design

Generics and Collections Lambda Built-in

Functional Interfaces Java Stream API Exceptions and Assertions

Use Java SE 8 Date/ Time API

Java I/O Fundamentals Java File I/O (NIO.2) Java Concurrency Building Database Applications with JDBC Localization

Lambda Expressions Using Built-in Lambda Types

Filtering Collections with Lambdas Collection Operations with Lambda

Parallel Streams Lambda Cookbook Method Enhancements Use Java SE 8 Date/ Time API

Language Enhancements Concurrency Localization Java File I/O (NIO.2)

Lambda

Java Collections Java Streams
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***Notes***

* In the Cost row, the given USD cost of the exams is approximate as actual cost varies with currency of the country in which you take the exam: $245 in US, £155 in UK, Rs. 9604 in India, etc.
* The Exam Topics row lists only the top-level topics. For sub-topics, please check the Oracle’s web pages for these exams.
* The details provided here are as on November 1, 2015. Please check the Oracle website for any updates on the exam details.

# Details About the Exam

### FAQ 3. OCAJP 8 certification is a prerequisite for OCPJP 8 certification. Does that mean that I have to take the OCAJP8 exam before I can take the OCPJP8 exam?

No, requirements for certification may be met in any order. You may take the OCPJP 8 exam before you take the OCAJP 8 exam, but you will not be granted OCPJP 8 certification until you have passed both 1Z0-808and 1Z0-809 exams.

### FAQ 4. How does the OCPJP 8 exam differ from the older OCPJP 7 exam?

When compared to the exam topics in OCPJP 7 exam, the OCPJP 8 exam is updated with topics added in the Java SE 8 release: lambda functions, Java built-in functional interfaces, stream API (including parallel streams), and date and time API, and other changes to the Java library.

### FAQ 5.Should I take the OCPJP8 exam or earlier versions such as the OCPJP 7 exam?

Although you can still take exams for older certifications such as OCPJP 7, OCPJP 8 is the best professional credential to have because it is validated against the latest Java SE 8 release.

### FAQ 6. What kinds of questions are asked in the OCPJP 8exam?

Some questions on the OCPJP 8 exam test your conceptual knowledge without reference to a specific program or code segment. But most of the questions are programming questions of the following types:

* Given a program or code segment, what is the output or expected behavior?
* Which option(s) would compile without errors or give the desired output?
* Which option(s) constitute the correct usage of a given API (in particular, newly introduced ones such as stream and date/time APIs)?

All questions are multiple choice. Most of them present four or five options, but some have six or seven options. Many questions are designed to have a set of multiple correct answers. Such questions clearly mention the number of options you need to select.
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Exam questions are not constrained to be exclusively from the topics on the exam syllabus. You might, for example, get questions on Java fundamentals (from OCAJP syllabus) concerning the basics of exception handling and using wrapper types. You might also get questions on topics related to those on the exam

syllabus but not specified in it. For example, in the exam, you may get a question on java.util.function. BinaryOperator interface though the “Java Built-in Functional Interfaces” exam topic does not explicitly

mention this interface.

A given question is not constrained to test only one topic. Some questions are designed to test multiple topics with a single question. For instance, you may find a question on parallel streams that makes use of built-in functional interfaces and lambda expressions.

### FAQ 7. What does the OCPJP 8 exam test for?

The OCPJP 8 exam tests your understanding of the Java language features and APIs that are essential for developing real-world programs. The exam focuses on the following areas:

* *Language concepts that are useful for problem solving*: The exam tests not only your knowledge of how language features work, but also covers your grasp of the nitty- gritty and corner cases of language features. For example, you need to understand not only the generics feature in Java but also problems associated with type-erasure, mixing legacy containers with generic containers, and so on.
* *Java APIs*: The exam tests your familiarity with using the Java class library, as well as unusual aspects or corner cases, such as the following:
  + What is the binary equivalent for java.util.function.Supplier? (Answer: Since a Supplier does not take any arguments, there is no binary equivalent for the Supplier interface).
  + What will happen if you try to use a stream more than once? (Answer: Once a terminal operation is called on a stream, it is considered used or closed; any attempt at reusing the stream will result in throwing an

IllegalStateException.)

* *Underlying concepts*: For example, the exam might test your understanding of how serialization works, the differences between overloading and overriding, how autoboxing and unboxing work in relation to generics, different kinds of liveness problems with threads, how parallel streams internally use the fork/join framework, etc.

Although the exam does not test memory skills, some questions presume rote knowledge of key elements, such as the following:

* The name of the abstract methods provided in the key functional interfaces in java.util.function package ("test" method for Predicate, "accept" method for Consumer, "apply" method for Function, and "get" method for Supplier interface).
* In the java.util.stream.Stream interface and its primitive type versions, you need to remember the name of the commonly used intermediate operations and terminal

operations.
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### FAQ 8. I’ve been a Java programmer for the last five years. Do I have to prepare for the OCPJP 8 exam?

*Short answer:* It’s good that you have work experience, but you still need to prepare for the OCPJP 8 exam.

*Long answer:* No matter how much real-world programming experience you might have, there are two reasons you should prepare for this exam to improve your chances of passing it:

* + *You may not have been exposed to certain topics on the exam*. Java is vast, and you might not have had occasion to work on every topic covered in the exam. For example, you may not be familiar with localization if you have never dealt with the locale aspects of the applications you were engaged with. Or your work might not have required you to use JDBC. Or you’ve always worked on single-threaded

programs, so multithreaded programming might be new to you. Moreover, OCPJP8 emphasizes Java 8, and you might not have been exposed yet to such Java 8 topics as lambda expressions, sequential and parallel streams, date and time API, and built-in functional interfaces.

* + *You may not remember the unusual aspects or corner cases.* No matter how experienced you are, there is always an element of surprise involved when you program. The OCPJP8 exam tests not just your knowledge and skills in respect of regular features, but also your understanding of unusual aspects or corner cases, such as the behavior of multithreaded code and the use of generics when both overloading and overriding are involved. So you have to bone up on pathological cases that you rarely encounter in your work.

### FAQ 9. How do I prepare for the OCPJP 8 exam?

Study this book. In addition,

* + *Code, code, code!* Write lots and lots of small programs, experiment with them, and learn from your mistakes.
  + *Read, read, read!* Read this book and the tutorial and reference resources on Oracle’s site, especially
    - *Oracle’s free online Java tutorials*: Access the Java tutorial at

<http://docs.oracle.com/javase/tutorial/>.

* + - Oracle’s Java 8 central: You can download the latest Java SDK, gets links to access the Java SE community, read free technical articles on Java 8 from

this page:

[http://www.oracle.com/technetwork/java/javase/overview/](http://www.oracle.com/technetwork/java/javase/overview/java8-2100321.html) [java8-2100321.html](http://www.oracle.com/technetwork/java/javase/overview/java8-2100321.html)

* + - *Java documentation*: The Java API documentation is a mine of information. This documentation is available online (see [http://docs.oracle.com/javase/8/ docs/api/](http://docs.oracle.com/javase/8/docs/api/)) and is shipped as part of the Java SDK. If you don’t have immediate Internet access, you may find javac's-Xprint option handy. For example, to print the textual representation of String class, type the fully qualified name, as in

javac -Xprint java.lang.String
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This will print the list of members in String class on the console.

* *Read, code, read, code!* Cycle back and forth between your reading and coding so that your book knowledge and its practical application are mutually reinforcing.

This way, you’ll not just know a concept, but you’ll also *understand* it.

* *Focus most on the topics you’re least comfortable with.* Grade yourself on each of the topics in OCPJP 8 exam on an ascending scale from 1 to 10. Do remedial preparation in all the topics for which you rate yourself 8 or less.

### FAQ 10. How do I know when I’m ready to take the OCPJP 8 exam?

Take the mock exam given in Chapter [14](http://dx.doi.org/10.1007/978-1-4842-1836-5_14) under actual exam conditions: stick to the 2.5-hour time limit; don’t take any breaks and don’t refer any books or websites. If you score 65% or above (which is the passing score for 1Z0-809 exam), you are likely to pass the actual exam.

# Taking the Exam

### FAQ 11. What are my options to register for the exam?

You have three registration options for the OCPJP 8 exam:

* Register and pay at the Pearson VUE website.
* Buy an exam voucher from Oracle and then register yourself in Pearson VUE website.
* Register and pay at the Oracle Testing Center (OTC), if you have one in your region.

### FAQ 12. How do I register for the exam, schedule a day and time for taking the exam, and appear for the exam?

***Option 1: Register and pay on the Pearson VUE website using the following steps:***

**Step 1.** Go to [www.pearsonvue.com/oracle/](http://www.pearsonvue.com/oracle/) (you will be directed here if you click the first option from Oracle Certification page). Click on “Schedule online”

in “Schedule an exam” section.

**Step 2.** Select “Sign In.” Click on “proctored” in the “what type of exam you are planning to take” section. Select this exam as "Information Technology (IT)"

➤ "Oracle" ➤ "Proctored". Then you'll be asked to sign in.

**Step 3.** Log in to your web account on the Pearson site. If you don’t have one, create one; you will get the user name and password by the e-mail you provide.

When you log in first time, you need to change your password and set security questions and their answers. When you are done with this, you’re ready to schedule your exam.

**Step 4.** Once logged in, you'll get the list of Oracle exams to select from. Select the following exam:

* + 1Z0-809, Java SE 8Programmer II(aka OCPJP 8 exam)

These exams are in English (You can choose another language if you wish and if it is available in the list). This page will also show you the cost of the

exam. Click Next.
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**Step 5.** Now you need to select your test location. Choose Country ➤ City ➤

State/Province, and you'll be shown test locations close to you. Each center

will have an icon for information: click it for the address and directions. Select up to four centers near your location and click Next.

**Step 6.** Select a test center and select a date and time for appointments. The page will indicate the available dates and time slots; choose the one most convenient for you. If you have an exam voucher or Oracle University coupon or Oracle promotion code, enter it here.

**Step 7.** Select from the available payment options (the usual way is to pay using your credit card) and pay your exam fees. Make sure that you have selected the right exam, appropriate test center, and date/time before paying the fees.

**Step 8.** Done! You will get an appointment confirmation payment receipt by e-mail.

***Option 2: Buy an exam voucher from Oracle and register on the Pearson VUE website.***

You can buy a generic exam voucher from Oracle and use it at the Pearson site. It costs US$245 if you are living in the United States and is denominated in an appropriate currency if you live elsewhere. To buy the voucher from Oracle, select “OU Java, Solaris, and other Sun Technology Exam eVoucher.” You will be asked to create an Oracle account if you do not have one. Once the account is created, confirm customer type, customer contact information, and pay. Once you pay the fees, you can use the eVoucher at the Pearson VUE site.

***Option 3: Register and pay online to take the exam in person at an Oracle Testing Center (OTC).***

You can choose this option if a physical exam session is scheduled in your vicinity. It costs US$245 or the local equivalent.

### FAQ 13. What are the key things I need to remember before taking the exam and on the day of exam?

Before the exam day:

* You'll get e-mail from Pearson confirming your appointment and payment. Check the details on what you should bring when you go to the exam center. Note that you’ll need at least two photo IDs.
* Before the exam, you’ll get a call from the Pearson exam center where you've booked your appointment.

On the exam day:

* Go to the exam center at least 30 minutes before the exam starts. Your exam center will have lockers for storing your belongings.
* Show your exam schedule information and IDs and then complete the exam formalities, such as signing the documents.
* You'll be taken to a computer in the exam room and will log into the exam-taking software.
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Taking the exam:

* You will see the following on the exam-taking software screen:
  + A timer ticking in one corner showing the time left
  + The current question number you are attempting
  + A check box to select if you want to review the question later
  + The button (labeled “Review”) for going to a review screen where you can revisit the questions before completing the exam.
* Once you start, you'll get questions displayed one by one. You can choose the answers by selecting them in the check box. If you are unsure of an answer, select the Mark button so that you can revisit it at any point during the exam. You can also right-click on an option to strike-through that option (useful for eliminating incorrect options).
* You may not consult any person or print or electronic materials or programs during the exam.

After the exam:

* Once you're done with the exam, you will not be immediately shown the results. You have to log in to Oracle’s CertView website ([https://education.oracle.com/ certview.html](https://education.oracle.com/certview.html)) to see the exam results.
* Irrespective of passing or failing the exam, *topics* from questions you've answered incorrectly will be supplied with your score.
* If you’ve passed the OCPJP 8 exam *and* you've also satisfied the applicable prerequisites for certification (e.g., OCAJP 8 certification as the prerequisite of OCPJP 8 certification via the 1Z0-809 exam), a printable certificate will be e-mailed to you.
* If you failed the exam, you may register and pay again to retake it after a 14-day waiting period.
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**Java Class Design**

**Certification Objectives**

Implement encapsulation

**Implement inheritance including visibility modifiers and composition Implement polymorphism**

**Override hashCode, equals, and toString methods from Object class Create and use singleton classes and immutable classes**

**Develop code that uses static keyword on initialize blocks, variables, methods, and classes**

Object-Orientation (OO) is the core of the most mainstream programming languages today. To create high-quality designs and software, it is important to get a good grasp of object oriented concepts. This chapter on class design and the next chapter on advanced class design provides you a firm foundation for creating quality designs in Java.

Since OCAJP 8 is a pre-requisite for the OCPJP 8 exam, we assume that you are familiar with basic concepts such as methods, fields, and how to define a constructor. Hence, in this chapter, we start directly discussing OCPJP 8 exam topics. In the first section, we discuss how to enforce encapsulation using access specifiers, and how to implement inheritance and polymorphism. In the next section, we delve into details

on overriding methods in the Object class, define singleton and immutable classes, and analyze different ways of using the static keyword.

# Encapsulation

###### Certification Objective

Implement encapsulation

Structured programming *decomposes* the program’s functionality into various procedures *(functions)*, without much concern about the data each procedure can work with. Functions are free to operate and modify the (usually global and unprotected) data.

In Object Oriented Programming (OOP), data and associated behavior forms a single unit, which is referred to as a *class*. The term *encapsulation* refers to combining data and associated functions as a single

unit. For example, in a Circle class, radius and center are defined as *private fields*. Now you can add methods such as draw() and fillColor() along with fields radius and center, since the fields and methods

are closely related to each other. All the data (fields) required for the methods in the class are available inside

the class itself. In other words, the class *encapsulates* its fields and methods together.
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Access Modifiers

###### Certification Objective

Implement inheritance including visibility modifiers and composition

Access modifiers determine the level of visibility for a Java entity (a class, method, or field). *Access modifiers enable you to enforce effective encapsulation.* If all member variables of a class can be accessed from anywhere, then there is no point putting these variables in a class and no purpose in encapsulating data and behavior together in a class.

The OCPJP 8 exam includes both direct questions on access modifiers and indirect questions that require an underlying knowledge of access modifiers. Hence it is important to understand the various access modifiers supported in Java.

Java supports four types of access modifiers:

* Public
* Private
* Protected
* Default (no access modifier specified)

To illustrate the four types of access modifiers, let’s assume that you have the following classes in a drawing application: Shape, Circle, Circles, and Canvas classes. The Canvas class is in appcanvas package and the other three classes are in graphicshape package (see Listing 2-1).

***Listing 2-1.*** Shape.java, Circle.java, Circles.java, and Canvas.java

// Shape.java

package graphicshape;

class Shape {

protected int color;

}

// Circle.java package graphicshape;

import graphicshape.Shape;

public class Circle extends Shape {

private int radius; // private field public void area() { // public method

// access to private field radius inside the class: System.out.println("area: " + 3.14 \* radius \* radius);

}

// The fillColor method has default access void fillColor() {

//access to protected field, in subclass: System.out.println("color: " + color);

}

}
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// Circles.java package graphicshape;

class Circles {

void getArea() {

Circle circle = new Circle();

// call to public method area() within package: circle.area();

// calling fillColor() with default access within package: circle.fillColor();

}

}

// Canvas.java package appcanvas;

import graphicshape.Circle;

class Canvas {

void getArea() {

Circle circle = new Circle();

circle.area(); // call to public method area(), outside package

}

}

Public Access Modifier

The public access modifier is the most liberal one. If a class or its members are declared as *public*, they can be accessed from any other class regardless of the package boundary. It is comparable to a public place in

the real world, such as a company cafeteria that all employees can use irrespective of their department. As shown in Listing 2-1, the public method area() in Circle class is accessible within the same package, as well as outside of the package (in the Canvas class).

a *public method* in a class is accessible to the outside world only if the class is declared as public. if the class does not specify any access modifier (i.e., it has default access), then the public method is accessible only

within the containing package.

Private Access Modifier

The private access modifier is the most stringent access modifier. A private class member cannot be accessed from outside the class; only members of the same class can access these private members.

It’s comparable to a safe deposit box room in a bank, which can only be accessed by a set of authorized personnel and safe deposit box owners. In Listing 2-1, the private field radius of the Circle class is accessible only inside the Circle class and not in any other class regardless of the enclosing package.
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##### Protected and Default Access Modifiers

Protected and default access modifiers are quite similar to each other. If a member method or field is declared as protected or default, then the method or field can be accessed within the package. Note that there is no explicit keyword to provide default access; in fact, when no access modifier is specified, the member has default access. Also, note that default access is also known as package-protected access.

Protected and default accesses are comparable to the situation in an office where a conference room is accessible only to one department.

What is the difference between protected and default access? One significant difference between these two access modifiers arises when we talk about a subclass belonging to another package than its superclass. In this case, protected members are accessible in the subclass, whereas default members are not.

a class (or interface) cannot be declared as private or protected. Furthermore, member methods or fields of an interface cannot be declared as private or protected.

In Listing 2-1, the protected field color is accessed in the class Circle and the default method

fillColor() is called from the class Circles.

The visibility offered by various access modifiers is summarized in Table 2-1.

***Table 2-1.*** *Access Modifiers and Their Visibility*

**Access modifiers/ Within the**

**Subclass inside**

**Subclass outside Other class inside**

**Other class outside**

**accessibility**

**same class**

**the package**

**the package**

**the package**

**the package**

Public Yes Yes Yes Yes Yes Private Yes No No No No Protected Yes Yes Yes Yes No Default Yes Yes No Yes No

# Inheritance

*Inheritance* is a reusability mechanism in object-oriented programming. With inheritance, the common properties of various objects are exploited to form relationships with each other. The abstract and common properties are provided in the *superclass*, which is available to the more specialized *subclasses*. For example, a color printer and a black-and-white printer are kinds of a printer (*single inheritance*); an all-in-one printer is a printer, scanner, and photocopier (*multiple inheritance).*

Why is inheritance a powerful feature? Because it supports modeling classes in a hierarchy, and such hierarchical models are easy to understand. For example, you can logically categorize vehicles as two- wheelers, three-wheelers, four-wheelers, and so on. In the four-wheelers category, there are cars, vans, buses, and trucks. In the cars category, there are hatchbacks, sedans, and SUVs. When you categorize hierarchically, it becomes easy to understand, model, and write programs.

Consider a simple example used in earlier sections: class Shape is a base class and Circle is a derived class. In other words, a Circle is a Shape; similarly, a Square is a Shape. Therefore, an inheritance

relationship can be referred to as an *IS-A relationship*.

In the Java library, you can see extensive use of inheritance. Figure 2-1 shows a partial inheritance hierarchy from java.lang library. The Number class abstracts various numerical (reference) types such as Byte, Integer, Float, Double, Short, and BigDecimal.
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***Figure 2-1.*** *A partial inheritance hierarchy in java.lang package*
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The class Number has many common methods that are inherited by the derived classes. The derived classes do not have to implement the common methods implemented by the Number class. Also, you can supply a derived type where the base type is expected. For instance, a Byte is a Number, which means you can provide an object of Byte where an object of Number is expected. You can write general-purpose methods

(or algorithms) when you write methods for the base type. Listing 2-2 shows a simple example.

***Listing 2-2.*** TestNumber.java

// Illustrates how abstracting different kinds of numbers in a Number hierarchy

// becomes useful in practice public class TestNumber {

// take an array of numbers and sum them up public static double sum(Number []nums) {

double sum = 0.0; for(Number num : nums) {

sum += num.doubleValue();

}

return sum;

}

public static void main(String []s) {

// create a Number array Number []nums = new Number[4];

// assign derived class objects nums[0] = new Byte((byte)10); nums[1] = new Integer(10); nums[2] = new Float(10.0f); nums[3] = new Double(10.0f);

// pass the Number array to sum and print the result System.out.println("The sum of numbers is: " + sum(nums));

}

}
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This program prints

The sum of numbers is: 40.0

In the main() method, you declare nums as a Number[]. A Number reference can hold any of its derived type objects. You are creating objects of type Byte, Integer, Float, and Double with initial value 10; the nums array holds these elements. (Note that you needed an explicit cast in new Byte((byte) 10) instead of plain Byte(10) because Byte takes a byte argument and 10 is an int.)

The sum method takes a Number[] and returns the sum of the Number elements. The double type can hold the largest range of values, so you use double as the return type of the sum method. Number has a doubleValue method and this method returns the value held by the Number as a double value. The for loop traverses the array, adds the double values, and then returns the sum once you’re done.

As you can see, the sum() method is a general method that can handle any Number[]. A similar example can be given from the Java standard library where java.util.Arrays class has a static method binarySearch():

static int binarySearch(Object[] a, Object key, Comparator c)

This method searches a given key (an Object type) in the given array of Objects. Comparator is an interface declaring the equals and compare methods. You can use binarySearch for objects of any class type that implements this Comparator interface. As you can see, inheritance is a powerful and useful feature for

writing general-purpose methods.

# Polymorphism

###### Certification Objective

Implement polymorphism

The Greek roots of the term *polymorphism* refer to the “several forms” of an entity. In the real world, every message you communicate has a context. Depending on the context, the meaning of the message may change and so may the response to the message. Similarly in OOP, a message can be interpreted in multiple ways (polymorphism), depending on the object.

Polymorphism can be of two forms: *dynamic* and *static*.

* When different forms of a single entity are resolved during runtime (*late binding*), such polymorphism is called *dynamic polymorphism*. In the previous section

on inheritance, we discussed overriding. Overriding is an example of *runtime polymorphism*.

* When different forms of a single entity are resolved at compile time (*early binding*), such polymorphism is called *static polymorphism. Function overloading* is an example of static polymorphism, and let us explore it now.

Please note that abstract methods use runtime polymorphism. We discuss abstract methods in interfaces and abstract classes in the next chapter (Chapter [3](http://dx.doi.org/10.1007/978-1-4842-1836-5_3) – Advanced Class Design).
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You just learned that a base class reference can refer to a derived class object. You can invoke methods from the base class reference; however, the actual method invocation depends on the dynamic type of the object pointed to by the base class reference. The type of the base class reference is known as the *static type* of the object and the actual object pointed by the reference at runtime is known as the *dynamic type* of the object.

When the compiler sees the invocation of a method from a base class reference and if the method is an overridable method (a nonstatic and nonfinal method), the compiler defers determining the exact

method to be called to runtime (late binding). At runtime, based on the actual dynamic type of the object, an appropriate method is invoked. This mechanism is known as *dynamic method resolution* or *dynamic method invocation*.

Runtime Polymorphism: An Example

Consider that you have the area() method in Shape class. Depending on the derived class—Circle or

Square, for example—the area() method will be implemented differently, as shown in Listing 2-3.

***Listing 2-3.*** TestShape.java

class Shape {

public double area() { return 0; } // default implementation

// other members

}

class Circle extends Shape { private int radius;

public Circle(int r) { radius = r; }

// other constructors

public double area() {return Math.PI \* radius \* radius; }

// other declarations

}

class Square extends Shape { private int side;

public Square(int a) { side = a; }

public double area() { return side \* side; }

// other declarations

}

public class TestShape {

public static void main(String []args) { Shape shape1 = new Circle(10); System.out.println(shape1.area()); Shape shape2 = new Square(10); System.out.println(shape2.area());

}

}

This program prints

314.1592653589793

100.0
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This program illustrates how the area() method is called based on the dynamic type of the Shape.

In this code, the statement shape1.area(); calls the Circle's area() method while the statement

shape2.area(); calls Square's area() method and hence the result.

Now, let’s ask a more fundamental question: Why do you need to override methods? In OOP, the

fundamental idea in inheritance is to provide a default or common functionality in the base class; the derived classes are expected to provide more specific functionality. In this Shape base class and the Circle and Square derived classes, the Shape provided the default implementation of the area() method. The derived classes of Circle and Square defined their version of the area() method that overrides the base

class area() method. So, depending on the type of the derived object you create, from base class reference, calls to area() method will be resolved to the correct method. Overriding (i.e., runtime polymorphism) is a

simple yet powerful idea for extending functionality.

Let us now discuss compile-time polymorphism (overloading). After that, we will immediately return back to this topic of runtime polymorphism to discuss more topics such as how to deal with visibility modifiers when overriding and choosing between composition and inheritance.

### Method Overloading

In a class, how many methods can you define with the same name? Many! In Java, you can define multiple methods with the same name, provided the argument lists differ from each other. In other words, if you provide different types of arguments, different numbers of arguments, or both, then you can define multiple methods with the same name. This feature is called *method overloading*. The compiler will resolve the call to a correct method depending on the actual number and/or types of the passed parameters.

Let’s implement a method in the Circle class called fillColor() that fills a circle object with different

colors. When you specify a color, you need use a coloring scheme, and let us consider two schemes - RGB

scheme and HSB scheme.

1. When you represent a color by combining Red, Green, and Blue color components, it is known as RGB scheme. By convention, each of the color values is typically given in the range 0 to 255.
2. When you represent a color by combining Hue, Saturation, and Brightness values, it is known as HSB scheme. By convention, each of the values is typically given in the range 0.0 to 1.0.

Since RGB values are integer values and HSB values are floating point values, how about supporting both these schemes for calling fillColor() method?

class Circle {

// other members

public void fillColor (int red, int green, int blue) {

/\* color the circle using RGB color values – actual code elided \*/

}

public void fillColor (float hue, float saturation, float brightness) {

/\* color the circle using HSB values – actual code elided \*/

}

}
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As you can see, both fillColor() methods have exactly the same name and both take three arguments; however, the argument types are different. Based on the type of arguments used while calling fillColor() method on Circle, the compiler will decide exactly which method to call. For instance, consider following

method calls:

Circle c1 = new Circle(10, 20, 10); c1.fillColor(0, 255, 255);

Circle c2 = new Circle(50, 100, 5); c2.fillColor(0.5f, 0.5f, 1.0f);

In this code, for the c1 object, the call to fillColor() has integer arguments 0, 255, and 255. Hence, the compiler resolves this call to the method fillColor(int red, int green, int blue). For the c2 object, the call to fillColor() has arguments 0.5f, 0.5f, and 1.0f; hence it resolves the call to fillColor(float hue, float saturation, float brightness).

In the above example, method fillColor() is an overloaded method. The method has same name and

the same number of arguments, but the types of the arguments differ. It is also possible to overload methods

with different numbers of arguments.

Such overloaded methods are useful for avoiding repeating the same code in different functions. Let’s look at a simple example in Listing 2-4.

***Listing 2-4.*** HappyBirthday.java

class HappyBirthday {

// overloaded wish method with String as an argument public static void wish(String name) {

System.out.println("Happy birthday " + name + "!");

}

// overloaded wish method with no arguments;

// this method in turn invokes wish(String) method public static void wish() {

wish("to you");

}

public static void main(String []args) { wish();

wish("dear James Gosling");

}

}

It prints:

Happy birthday to you!

Happy birthday dear James Gosling!

Here, the method wish(String name) is meant for wishing “Happy Birthday” when the name of the person is known. The default method wish() is for wishing “Happy Birthday” to anyone. As you can see, you don’t have to write System.out.println again in the wish() method; you can just reuse the wish(String) method definition by passing the default value “to you” as argument to wish(). Such reuse is effective for

large and related method definitions since it saves time writing and testing the same code.
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### Constructor Overloading

A default constructor is useful for creating objects with a default initialization value. When you want to initialize the objects with different values in different instantiations, you can pass them as the arguments to constructors. And yes, you can have multiple constructors in a class, which is *constructor overloading*. In a class, the default constructor can initialize the object with default initial values, while another constructor can accept arguments that need to be used for object instantiation.

Here is an example of Circle class that has overloaded constructors (see Listing 2-5).

***Listing 2-5.*** Circle.java

public class Circle {

private int xPos; private int yPos; private int radius;

// three overloaded constructors for Circle public Circle(int x, int y, int r) {

xPos = x; yPos = y; radius = r;

}

public Circle(int x, int y) { xPos = x;

yPos = y;

radius = 10; // default radius

}

public Circle() {

xPos = 20; // assume some default values for xPos and yPos yPos = 20;

radius = 10; // default radius

}

public String toString() {

return "center = (" + xPos + "," + yPos + ") and radius = " + radius;

}

public static void main(String[]s) { System.out.println(new Circle()); System.out.println(new Circle(50, 100));

System.out.println(new Circle(25, 50, 5));

}

}

This program prints

center = (20,20) and radius = 10 center = (50,100) and radius = 10 center = (25,50) and radius = 5
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As you can see, the compiler has resolved the constructor calls depending on the number of arguments. The default constructor takes no argument and in this case we have assumed some default values for xPos, yPos, and radius (with values 20, 20, and 10 respectively). The Circle constructor with two arguments

(int x and int y) sets the position of xPos and yPos based on the values of the passed arguments and assumes default value of 10 for the radius member. The Circle constructor that takes all the three arguments sets the corresponding fields in the Circle class.

Did you notice that you are duplicating the code inside these three constructors? To avoid that code

duplication—and reduce your typing effort—you can invoke one constructor from another constructor. Of the three constructors, the constructor taking x-position, y-position, and radius is the most general constructor. The other two constructors can be rewritten in terms of calling the three argument constructors, like so:

public Circle(int x, int y, int r) { xPos = x;

yPos = y; radius = r;

}

public Circle(int x, int y) {

this(x, y, 10); // passing default radius 10

}

public Circle() {

this(20, 20, 10);

// assume some default values for xPos, yPos and radius

}

The output is exactly the same as for the previous program, but this program is shorter. In this case, you used the this keyword (which refers to the current object) to call one constructor from another constructor of the same class.

### Overload Resolution

When you define overloaded methods, how does the compiler know which method to call? Can you guess the output of the code in Listing 2-6?

***Listing 2-6.*** Overloaded.java

class Overloaded {

public static void aMethod (int val) { System.out.println ("int"); } public static void aMethod (short val) { System.out.println ("short"); } public static void aMethod (Object val) { System.out.println ("object"); } public static void aMethod (String val) { System.out.println ("String"); }

public static void main(String[] args) { byte b = 9;

aMethod(b); // first call aMethod(9); // second call Integer i = 9;

aMethod(i); // third call aMethod("9"); // fourth call

}

}
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It prints

short int object String

Here is how the compiler resolved these calls:

1. In the first method call, the statement is aMethod(b) where the variable b is of type byte. There is no aMethod definition that takes byte as an argument. The closest type (in size) is short type and not int, so the compiler resolves the call aMethod(b) to aMethod(short val) definition.
2. In the second method call, the statement is aMethod(9). The constant value 9 is of type int. The closest match is aMethod(int), so the compiler resolves the call aMethod(9) to aMethod(int val) definition.
3. The third method call is aMethod(i), where the variable i is of type Integer. There is no aMethod definition that takes Integer as an argument. The closest match is aMethod(Object val), so it is called. Why not aMethod(int val)? For

finding the closest match, the compiler allows implicit upcasts, not downcasts, so

aMethod(int val) is not considered.

1. The last method call is aMethod("9"). The argument is a String type. Since there is an exact match, aMethod(String val) is called.

This process of the compiler trying to *resolve* the method call from given overloaded method definitions is called *overload resolution*. For resolving a method call, it first looks for the *exact* match—the method definition with exactly same number of parameters and types of parameters. If it can’t find an exact match, it looks for the *closest match* by using upcasts. If the compiler can’t find any match, then you’ll get a compiler error, as in Listing 2-7.

***Listing 2-7.*** OverloadingError.java

class OverloadingError {

public static void aMethod (byte val ) { System.out.println ("byte"); } public static void aMethod (short val ) { System.out.println ("short"); }

public static void main(String[] args) { aMethod(9);

}

}

Here is the compiler error:

OverloadingError.java:6: error: no suitable method found for aMethod(int) aMethod(9);

^

method OverloadingError.aMethod(byte) is not applicable

(argument mismatch; possible lossy conversion from int to byte) method OverloadingError.aMethod(short) is not applicable

(argument mismatch; possible lossy conversion from int to short)

1 error

20

Chapter 2  Java Class Design

The type of constant 9 is int, so there is no matching definition for aMethod for the call aMethod(9). As you saw earlier with respect to the overload resolution, the compiler can do upcasts (e.g., byte to int) for the closest match, but it does not consider downcasts (e.g., int to byte or int to short, as in this case). Hence,

the compiler does not find any matches and throws you an error.

What if the compiler finds two matches? It will also become an error! Listing 2-8 shows an example.

***Listing 2-8.*** AmbiguousOverload.java

class AmbiguousOverload {

public static void aMethod (long val1, int val2) { System.out.println ("long, int");

}

public static void aMethod (int val1, long val2) { System.out.println ("int, long");

}

public static void main(String[] args) { aMethod(9, 10);

}

}

Here is the compiler error:

AmbiguousOverload.java:11: error: reference to aMethod is ambiguous aMethod(9, 10);

^

both method aMethod(long,int) in AmbiguousOverload and method aMethod(int,long) in AmbiguousOverload match

1 error

Why did this call become an “ambiguous” call? The constants 9 and 10 are ints. There are two aMethod definitions: one is aMethod(long, int) and another is aMethod(int, long). So there is no exact match for the call aMethod(int, int). An integer can be implicitly upcasted to both long as well as Integer. Which

one will the compiler choose? Since there are two matches, the compiler complains with an error that the

call is ambiguous.

 Overload resolution fails (with a compiler error) if there are no matches or ambiguous matches.

Points to Remember

Here are some interesting rules regarding method overloading that will help you in the OCPJP 8 exam:

* Overload resolution takes place entirely at compile time (not at runtime).
* You cannot overload methods with the methods differing in return types alone.
* You cannot overload methods with the methods differing in exception specifications alone.
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* For overload resolution to succeed, you need to define methods such that the compiler finds one exact match. If the compiler finds no matches for your call or

if the matching is ambiguous, the overload resolution fails and the compiler issues an error.

the *signature* of a method is made up of the method name, number of arguments, and types of arguments. You can overload methods with same name but with different signatures. since return type and exception specification are not part of the signature, you cannot overload methods based on return type or

exception specification alone.

Overriding Methods in Object Class

**Certification Objective**

Override hashCode, equals, and toString methods from Object class

Let us now discuss overriding some of the methods in Object class. You can override clone(), equals(), hashCode(), toString(), and finalize() methods in your classes. Since getClass(), notify(), notifyAll(), and the overloaded versions of wait() method are declared final, you cannot override these

methods.

Why should we override methods in the Object class? To answer this question, let’s discuss what happens when we don’t override the toString() method (Listing 2-9).

***Listing 2-9.*** Point.java

class Point {

private int xPos, yPos;

public Point(int x, int y) { xPos = x;

yPos = y;

}

public static void main(String []args) {

// Passing a Point object to println

// automatically invokes the toString method System.out.println(new Point(10, 20));

}

}

It prints

Point@19821f (Actual address might differ on your machine, but a similar string will show up)
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The toString() method is defined in the Object class, which is inherited by all the classes in Java. Here is the overview of the toString() method as defined in the Object class:

public String toString()

The toString() method takes no arguments and returns the String representation of the object.

The default implementation of this method returns ClassName@hex version of the object’s hashcode. That

is why you get this unreadable output. Note that this hexadecimal value will be different for each instance,

so if you try this program, you’ll get a different hexadecimal value as output. For example, when we ran this program again, we got this output: Point@affc70. Hence, we need to override the toString method in this Point class.

### Overriding toString() Method

When you create new classes, you are expected to override this method to return the desired textual representation of your class. Listing 2-10 shows an improved version of the Point class with the overridden version of the toString() method.

***Listing 2-10.*** Point.java

// improved version of the Point class with overridden toString method class Point {

private int xPos, yPos;

public Point(int x, int y) { xPos = x;

yPos = y;

}

// this toString method overrides the default toString method implementation

// provided in the Object base class public String toString() {

return "x = " + xPos + ", y = " + yPos;

}

public static void main(String []args) { System.out.println(new Point(10, 20));

}

}

This program now prints

x = 10, y = 20

This is much cleaner, as you would expect. To make it clear, here is a slightly different version of the

main() method in this Point class implementation:

public static void main(String []args) { Object obj = new Point(10, 20); System.out.println(obj);

}
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It prints

x = 10, y = 20

Here, the static type of the obj variable is Object class, and the dynamic type of the object is Point.

The println statement invokes the toString() method of the obj variable. Here, the method toString() of the derived class—the Point’s toString() method—is invoked due to runtime polymorphism.

### Overriding Issues

While overriding, you need to be careful about the access levels, the name of the method, and its signature. Here is the toString() method in the Point class just discussed:

public String toString() {

return "x = " + xPos + ", y = " + yPos;

}

How about using the protected access specifier instead of public in this method definition? Will it work?

protected String toString() {

return "x = " + xPos + ", y = " + yPos;

}

No, it doesn’t. For this change, the compiler complains

Point.java:12: error: toString() in Point cannot override toString() in Object protected String toString() {

^

attempting to assign weaker access privileges; was public

1 error

While overriding, you can provide stronger access privilege, not weaker access; otherwise it will become a compiler error.

Here is another slightly modified version of toString() method. Will it work?

public Object toString() {

return "x = " + xPos + ", y = " + yPos;

}

You get the following compiler error:

Point.java:12: error: toString() in Point cannot override toString() in Object public Object toString() {

^

return type Object is not compatible with String

1 error

In this case, you got a compiler error for mismatch because the return type in the overriding method should be exactly the same as the base class method.
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Here is another example:

public String ToString() {

return "x = " + xPos + ", y = " + yPos;

}

Now the compiler doesn’t complain. But this is a new method named ToString and it has nothing to do

with the toString method in Object. Hence, this ToString method *does not* override the toString method.

Keep the following points in mind for correct overriding. The overriding method

* Should have the same argument list types (or compatible types) as the base version.
* Should have the same return type.
  + But from Java 5 onwards, the return type can be a subclass–covariant return types (which you’ll learn shortly).
* Should *not* have a more restrictive access modifier than the base version.
  + But it may have a less restrictive access modifier.
* Should *not* throw new or broader checked exceptions.
  + But it may throw fewer or narrower checked exceptions, or any unchecked exception.
* And, oh yes, the names should exactly match!

Remember that you cannot override a method if you do not inherit it. Private methods cannot be overridden because they are not inherited.

the signatures of the base method and overriding method should be compatible for overriding to take place. incorrect overriding is a common source of bugs in Java programs. in questions related to overriding, look out for mistakes or problems in overriding when answering the questions.

**COVarIaNt retUrN tYpeS**

You know that the return types of the methods should exactly match when overriding methods. however, with the covariant return types feature introduced in Java 5, you can provide the derived class of the return type in the overriding method. Well, that’s great, but why do you need this feature? Check out these overridden methods with the same return type:

abstract class Shape {

// other methods elided public abstract Shape copy();

}

class Circle extends Shape {

// other methods elided

public Circle(int x, int y, int radius) { /\* initialize fields here \*/ } public Shape copy() { /\* return a copy of this object \*/ }

}
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class Test {

public static void main(String []args) { Circle c1 = new Circle(10, 20, 30); Circle c2 = c1.copy();

}

}

this code will give a compiler error of "incompatible types: Shape cannot be converted to Circle". this is because of the lack of an explicit downcast from Shape to Circle in the assignment "Circle c2 = c1.copy();".

since you know clearly that you are going to assign a Circle object returned from Circle’s copy method, you can give an explicit cast to fix the compiler error:

Circle c2 = (Circle) c1.copy();

since it is tedious to provide such downcasts (which are more or less meaningless), Java provides covariant return types where you can give the derived class of the return type in the overriding method.

in other words, you can change the definition of copy method in Circle class as follows:

public Circle copy() { /\* return a copy of this object \*/ }

now the assignment in the main method Circle c2 = c1.copy(); is valid and no explicit downcast is needed (which is good).

Overriding equals() Method

Let’s now override equals method in the Point class. Before that, here is the signature of the equals()

method in the Object class:

public boolean equals(Object obj)

The equals() method in the Object class is an overridable method that takes the Object type as an argument. It checks if the contents of the current object and the passed obj argument are equal. If so, the equals() returns true; otherwise it returns false.

Now, let us enhance to code in Listing 2-10 and override override the equals() method in a class named Point (see Listing 2-11). Is this a correct implementation?

***Listing 2-11.*** Point.java

public class Point {

private int xPos, yPos;

public Point(int x, int y) { xPos = x;

yPos = y;

}
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// override the equals method to perform

// "deep" comparison of two Point objects public boolean equals(Point other){

if(other == null)

return false;

// two points are equal only if their x and y positions are equal if( (xPos == other.xPos) && (yPos == other.yPos) )

return true;

else

}

return false;

public static void main(String []args) { Point p1 = new Point(10, 20); Point p2 = new Point(50, 100); Point p3 = new Point(10, 20);

System.out.println("p1 equals p2 is " + p1.equals(p2)); System.out.println("p1 equals p3 is " + p1.equals(p3));

}

}

This prints

p1 equals p2 is false p1 equals p3 is true

The output is as expected, so is this equals() implementation correct? No! Let’s make the following slight modification in the main() method (modifications in this code is highlighted using underline like this):

public static void main(String []args) { Object p1 = new Point(10, 20); Object p2 = new Point(50, 100); Object p3 = new Point(10, 20);

System.out.println("p1 equals p2 is " + p1.equals(p2)); System.out.println("p1 equals p3 is " + p1.equals(p3));

}

Now it prints

p1 equals p2 is false p1 equals p3 is false

Why? Both main() methods are equivalent. However, this newer main() method uses the Object

type for declaring p1, p2, and p3. The dynamic type of these three variables is Point, so it should call the overridden equals() method. However, the overriding is wrong: The equals() method should have Object as the argument instead of the Point argument! The current implementation of the equals() method in the Point class *hides* (*not* overrides) the equals() method of the Object class. Hence, the main() method calls the base version, which is the default implementation of Point in Object class!
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if the name or signature of the base class method and the overriding method don’t match, you willcause subtle bugs. so ensure that they are exactly the same.

In order to overcome the subtle problems of overloading, you can use @Override annotation, which was introduced in Java 5. This annotation explicitly expresses to the Java compiler the intention of the

programmer to use method overriding. In case the compiler is not satisfied with your overridden method, it will issue a complaint, which is a useful alarm for you. Also, the annotation makes the program more

understandable, since the @Override annotation just before a method definition helps you understand that

you are overriding a method.

Here is the code with @Override annotation for the equals method:

@Override

public boolean equals(Point other) { if(other == null)

return false;

// two points are equal only if their x and y positions are equal if((xPos == other.xPos) && (yPos == other.yPos))

return true;

else

}

return false;

You’ll get a compiler error now for this code:

Point.java:11: error: method does not override or implement a method from a supertype @Override

^

1 error

How can you fix it? You need to pass the Object type to the argument of the equals method. Listing 2-12 shows the program with the fixed equals method.

***Listing 2-12.*** Point.java

public class Point {

private int xPos, yPos;

public Point(int x, int y) { xPos = x;

yPos = y;

}

// override the equals method to perform "deep" comparison of two Point objects @Override

public boolean equals(Object other) { if(other == null)

return false;

28

Chapter 2  Java Class Design

// check if the dynamic type of 'other' is Point

// if 'other' is of any other type than 'Point', the two objects cannot be

// equal if 'other' is of type Point (or one of its derived classes), then

// downcast the object to Point type and then compare members for equality if(other instanceof Point) {

Point anotherPoint = (Point) other;

// two points are equal only if their x and y positions are equal if((xPos == anotherPoint.xPos) && (yPos == anotherPoint.yPos))

return true;

}

return false;

}

public static void main(String []args) { Object p1 = new Point(10, 20); Object p2 = new Point(50, 100); Object p3 = new Point(10, 20);

System.out.println("p1 equals p2 is " + p1.equals(p2)); System.out.println("p1 equals p3 is " + p1.equals(p3));

}

}

Now this program prints

p1 equals p2 is false p1 equals p3 is true

This is the expected output and with the correct implementation of the equals method implementation.

### Invoking Superclass Methods

It is often useful to call the base class method inside the overridden method. To do that, you can use the super keyword. In derived class constructors, you can call the base class constructor using the super keyword. Such a call should be the *first statement* in a constructor if it is used. You can use the super

keyword for referring to the base class members also. In those cases, it need not be the first statement in the

method body. Let’s look at an example.

You implemented a Point class that is a 2D-point: it had x and y positions. You can also implement a 3D-point class with x, y, and z positions. For that you do not need to start implementing it from scratch:

you can extend the 2D-point and add the z position in the 3D-point class. First, you’ll rename the simple implementation of Point class to Point2D. Then you’ll create the Point3D class by extending this Point2D (see Listings 2-13 and 2-14).

***Listing 2-13.*** Point2D.java

class Point2D {

private int xPos, yPos;

public Point2D(int x, int y) { xPos = x;

yPos = y;

}
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public String toString() {

return "x = " + xPos + ", y = " + yPos;

}

public static void main(String []args) { System.out.println(new Point2D(10, 20));

}

}

***Listing 2-14.*** Point3D.java

// Here is how we can create Point3D class by extending Point2D class public class Point3D extends Point2D {

private int zPos;

// provide a public constructors that takes three arguments (x, y, and z values) public Point3D(int x, int y, int z) {

// call the superclass constructor with two arguments

// i.e., call Point2D(int, int) from Point2D(int, int, int) constructor) super(x, y); // note that super is the first statement in the method

zPos = z;

}

// override toString method as well public String toString() {

return super.toString() + ", z = " + zPos;

}

// to test if we extended correctly, call the toString method of a Point3D object public static void main(String []args) {

System.out.println(new Point3D(10, 20, 30));

}

}

This program prints

x = 10, y = 20, z = 30

In the class Point2D, the class members xPos and yPos are private, so you cannot access them directly to initialize them in the Point3D constructor. However, you can call the superclass constructor using super keyword and pass the arguments. Here, super(x, y); calls the base class constructor Point2D(int, int). This call to the superclass constructor should be the first statement; if you call it after zPos = z;, you’ll get a

compiler error:

public Point3D(int x, int y, int z) { zPos = z;

super(x, y);

}

Point3D.java:19:call to super must be first statement in constructor super(x, y);
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Similarly, you can invoke the toString() method of the base class Point2D in the toString()

implementation of the derived class Point3D using the super keyword.

**Overriding the hashCode( ) Method**

Overriding the equals and hashCode methods correctly is important for using with classes such as HashMap and HashSet, which we will discuss further in Chapter [4](http://dx.doi.org/10.1007/978-1-4842-1836-5_4). Listing 2-15 is a simple Circle class example so you can understand what can go wrong when using collections such as HashSets.

***Listing 2-15.*** TestCircle.java

// This program shows the importance of overriding equals() and hashCode() methods import java.util.\*;

class Circle {

private int xPos, yPos, radius; public Circle(int x, int y, int r) {

xPos = x; yPos = y; radius = r;

}

public boolean equals(Object arg) { if(arg == null) return false; if(this == arg) return true; if(arg instanceof Circle) {

Circle that = (Circle) arg;

if( (this.xPos == that.xPos) && (this.yPos == that.yPos) && (this.radius == that.radius )) {

return true;

}

}

return false;

}

}

class TestCircle {

public static void main(String []args) {

Set<Circle> circleList = new HashSet<Circle>(); circleList.add(new Circle(10, 20, 5));

System.out.println(circleList.contains(new Circle(10, 20, 5)));

}

}

It prints false (not true)! Why? The Circle class overrides the equals() method, but it doesn’t override the hashCode() method. When you use objects of Circle in standard containers, it becomes a problem. For fast lookup, the containers compare hashcode of the objects. If the hashCode() method is not

overridden, then—even if an object with same contents is passed—the container will not find that object! So you need to override the hashCode() method.
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if you’re using an object in containers like HashSet or HashMap, make sure you override the hashCode()

and equals() methods correctly. if you don’t, you’ll get nasty surprises (bugs) while using these containers!

Okay, how do you override the hashCode() method? In the ideal case, the hashCode() method should return unique hash codes for different objects.

The hashCode() method *should* return the same hash value if the equals() method returns true. What if the objects are different (so that the equals() method returns false)? It is better (although not required) for the hashCode() to return different values if the objects are different. The reason is that it is difficult to write a hashCode() method that gives unique value for every different object.

the methods hashCode() and equals() need to be consistent for a class. For practical purposes, ensure that you follow this one rule: the hashCode() method should return the same hash value for two objects if the equals() method returns true for them.

When implementing the hashCode() method, you can use the values of the instance members of the class to create a hash value. Here is a simple implementation of the hashCode() method of the Circle class:

public int hashCode() {

// use bit-manipulation operators such as ^ to generate close to unique

// hash codes here we are using the magic numbers 7, 11 and 53,

// but you can use any numbers, preferably primes return (7 \* xPos) ^ (11 \* yPos) ^ (53 \* yPos);

}

Now if you run the main() method, it prints “true”. In this implementation of the hashCode() method, you multiply the values by a prime number as well as bit-wise operation. You can write complex code

for hashCode() if you want a better hashing function, but this implementation is sufficient for practical

purposes.

You can use bitwise operators for int values. What about other types, like floating-point values or reference types? To give you an example, here is hashCode() implementation of java.awt.Point2D, which has floating point values x and y. The methods getX() and getY() return the x and y values respectively:

public int hashCode() {

long bits = java.lang.Double.doubleToLongBits(getX()); bits ^= java.lang.Double.doubleToLongBits(getY()) \* 31; return (((int) bits) ^ ((int) (bits >> 32)));

}

This method uses the doubleToLongBits() method, which takes a double value and returns a long value. For floating-point values x and y (returned by the getX and getY methods), you get long values in bits and you use bit-manipulation to get hashCode().
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Now, how do you implement the hashCode method if the class has reference type members? For example, consider using an instance of Point class as a member instead of xPos and yPos, which are

primitive type fields:

class Circle {

private int radius; private Point center;

// other members elided

}

In this case, you can use the hashCode() method of Point to implement Circle’s hashCode method:

public int hashCode() {

return center.hashCode() ^ radius;

}

### Object Composition

###### Certification Objective

Implement inheritance including visibility modifiers and composition

Individual abstractions offer certain functionalities that need to be combined with other objects to represent a bigger abstraction: a composite object that is made up of other smaller objects. You need to make such composite objects to solve real-life programming problems. In such cases, the composite object shares HAS-A relationships with the containing objects, and the underlying concept is referred to as *object composition*.

By way of analogy, a computer is a composite object containing other objects such as CPU, memory, and a hard disk. In other words, the computer object shares a HAS-A relationship with other objects.

Listing 2-16 defines a Circle class that uses a Point object to define Circle’s center.

***Listing 2-16.*** Circle.java

// Point is an independent class and here we are using it with Circle class class Point {

private int xPos; private int yPos;

public Point(int x, int y) { xPos = x;

yPos = y;

}

public String toString() {

return "(" + xPos + "," + yPos + ")";

}

}

// Circle.java

public class Circle {

private Point center; // Circle "contains" a Point object private int radius;
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public Circle(int x, int y, int r) { center = new Point(x, y); radius = r;

}

public String toString() {

return "center = " + center + " and radius = " + radius;

}

public static void main(String []s) { System.out.println(new Circle(10, 10, 20));

}

// other members (constructors, area method, etc) are elided ...

}

In this example, Circle has a Point object. In other words, Circle and Point share a has-a relationship; in other words, Circle is a composite object containing a Point object. This is a better solution than having independent integer members xPos and yPos. Why? You can reuse the functionality provided by the Point class. Notice the toString() method in the Circle class:

public String toString() {

return "center = " + center + " and radius = " + radius;

}

Here, the use of the variable center expands to center.toString() and hence the toString method of

Point can be reused in the Circle’s toString method.

### Composition vs. Inheritance

You are now equipped with a knowledge of composition as well as inheritance (which we covered earlier in this chapter). In some situations, it’s difficult to choose between the two. It’s important to remember that nothing is a silver bullet—you cannot solve all problems with one construct. You need to analyze each situation carefully and decide which construct is best suited for it.

A rule of thumb is to use HAS-A and IS-A phrases for composition and inheritance, respectively. For instance,

* A computer HAS-A CPU.
* A circle IS-A shape.
* A circle HAS-A point.
* A laptop IS-A computer.
* A vector IS-A list.

This rule can be useful for identifying wrong relationships. For instance, the relationship of car IS-A tire is completely wrong, which means you cannot have an inheritance relationship between the classes Car and Tire. However, the car HAS-A tire (meaning car has one or more tires) relationship is correct—you can compose a Car object containing Tire objects.

In real scenarios, the relationship distinctions can be nontrivial. You learned that you can make a base

class and put the common functionality of many classes in it. However, many people ignore a big caution sign suspended over this practice—always check whether the IS-A relationship exists between the derived classes and the base class. If the IS-A relationship does not hold, it’s better to use composition instead of inheritance.
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For example, take a set of classes DynamicDataSet and SnapShotDataSet that require a common functionality—say, sorting. Now, one could derive these data set classes from a sorting implementation, as

given in Listing 2-17.

***Listing 2-17.*** Sorting.java

import java.awt.List;

public class Sorting {

public List sort(List list) {

// sort implementation return list;

}

}

class DynamicDataSet extends Sorting {

// DynamicDataSet implementation

}

class SnapshotDataSet extends Sorting {

// SnapshotDataSet implementation

}

Do you think this is a good solution? No, it’s not a good solution for the following reasons:

* + The rule of thumb does not hold here. DynamicDataSet is not a Sorting type. If you make such mistakes in class design, it can be very costly—and you might not be

able to fix them later if a lot of code has accumulated that makes the wrong use of inheritance relationships. For example, Stack extends Vector in the Java library. Yet a stack clearly is not a vector, so it could not only create comprehension problems but also lead to bugs. When you create an object of Stack class provided by the Java library, you can add or delete items from anywhere in the container because the base class is Vector, which allows you to delete from anywhere in the vector.

* + What if these two types of data set classes have a genuine base class, DataSet? In that case, either Sorting will be the base class of DataSet or one could put the class Sorting in between DataSet and two types of data sets. Both solutions would be

wrong.

* + There is another challenging issue: what if one DataSet class wants to use one sorting algorithm (say, MergeSort) and another data set class wants to use a different

sorting algorithm (say, QuickSort)? Will you inherit from two classes implementing two different sorting algorithms? First, you cannot directly inherit from multiple classes, since Java does not support multiple class inheritance. Second, even if you

were able to somehow inherit from two different sorting classes (MergeSort extends

QuickSort, QuickSort extends DataSet), that would be an even worse design.

In this case it is best to use composition—in other words, use a HAS-A relationship instead of an IS-A relationship. The resultant code is given in Listing 2-18.
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***Listing 2-18.*** Sorting.java

import java.awt.List;

interface Sorting {

List sort(List list);

}

class MergeSort implements Sorting { public List sort(List list) {

// sort implementation return list;

}

}

class QuickSort implements Sorting { public List sort(List list) {

// sort implementation return list;

}

}

class DynamicDataSet {

Sorting sorting;

public DynamicDataSet() {

sorting = new MergeSort();

}

// DynamicDataSet implementation

}

class SnapshotDataSet {

Sorting sorting;

public SnapshotDataSet() {

sorting = new QuickSort();

}

// SnapshotDataSet implementation

}

Use inheritance when a subclass specifies a base class, so that you can exploit dynamic polymorphism. in other cases, use composition to get code that is easy to change and loosely coupled. in summary, **favor composition over inheritance**.
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# Singleton and Immutable Classes

###### Certification Objective

Create and use singleton classes and immutable classes

There are many situations where you need to create special kinds of classes. In this section let us discuss two such special kinds of classes: singletons and immutable classes.

Creating Singleton Class

There are scenarios in which you want to make sure that only one instance is present for a particular class. For example, assume that you defined a class that modifies a registry, or you implemented a class that manages printer spooling, or you implemented a thread-pool manager class. In all these situations, you might want to avoid hard-to-find bugs by instantiating no more than one object of such classes. In these situations, you could create a *singleton* class.

A singleton class ensures that only one instance of that class is created. To ensure point of access, the class controls instantiation of its object. Singleton classes are found in many places in Java Development Kit

(JDK), such as java.lang.Runtime.

Figure 2-2 shows the class diagram of a singleton class. It comprises a single class, the class that you

want to make as a singleton. It has a private constructor and a static method to get the singleton object.
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***Figure 2-2.*** *UML class diagram of a singleton class*

the singleton class offers two things: one and only one instance of the class, and a global single point of access to that object.

Assume that you want to implement a class for logging application details for tracing the application execution for debugging. For this objective, you may want to ensure that only one instance of Logger class exists in your application, and hence you can make Logger class a singleton class (see Listing 2-19).
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***Listing 2-19.*** Logger.java

// Logger class must be instantiated only once in the application; it is to ensure that the

// whole of the application makes use of that same logger instance public class Logger {

// declare the constructor private to prevent clients

// from instantiating an object of this class directly private Logger() { }

// by default, this field is initialized to null

// the static method to be used by clients to get the instance of the Logger class private static Logger myInstance;

public static Logger getInstance() { if(myInstance == null) {

// this is the first time this method is called,

// and that's why myInstance is null myInstance = new Logger();

}

// return the same object reference any time and

// every time getInstance is called return myInstance;

}

public void log(String s) {

// a trivial implementation of log where

// we pass the string to be logged to console System.err.println(s);

}

}

Look at the singleton implementation of the Logger class. The constructor of the class is declared as private, so you cannot simply create a new instance of the Logger class using the new operator. The only way to get an instance of this class is to call the static member method of the class via the getInstance() method. This method checks whether a Logger object already exists or not. If not, it creates a Logger instance and assigns it to the static member variable. In this way, whenever you call the getInstance() method, it will always return the same object of the Logger class.

### Ensuring That Your Singleton Is Indeed a Singleton

It is really important (as well as difficult) to ensure that your singleton implementation allows only instance of the class. For instance, the implementation provided in Listing 2-19 works only if your application is single threaded. In the case of multiple threads, trying to get a singleton object may result in creation of multiple objects, which of course defeats the purpose of implementing a singleton. Listing 2-20 shows a version of the

Logger class that implements the singleton design pattern in a multi-threaded environment.

***Listing 2-20.*** Logger.java

public class Logger {

private Logger() {

// private constructor to prevent direct instantiation

}

38

Chapter 2  Java Class Design

private static Logger myInstance;

public static synchronized Logger getInstance() { if(myInstance == null)

myInstance = new Logger(); return myInstance;

}

public void log(String s){

// log implementation System.err.println(s);

}

}

Note the use of the keyword synchronized in this implementation. This keyword is a Java concurrency mechanism to allow only one thread at a time into the synchronized scope. You will learn more about this

keyword in Chapter [11](http://dx.doi.org/10.1007/978-1-4842-1836-5_11) on concurrency.

So, you made the whole method synchronized in order to make it accessible by only a thread at a time. This makes it a correct solution, but there is a problem: poor performance. You wanted to make this

method synchronized only at the first time the method is called, but since you declared the whole method as synchronized, all subsequent calls to this method make it a performance bottleneck.

Listing 2-21 shows another implementation of the Logger class that is based on the “initialization

on demand holder” idiom. This idiom uses inner classes and does not use any synchronization construct

(we discuss inner classes in Chapter [3](http://dx.doi.org/10.1007/978-1-4842-1836-5_3)). It exploits the fact that inner classes are not loaded until they are referenced.

***Listing 2-21.*** Logger.java

public class Logger {

private Logger() {

// private constructor

}

public static class LoggerHolder {

public static Logger logger = new Logger();

}

public static Logger getInstance() { return LoggerHolder.logger;

}

public void log(String s) {

// log implementation System.err.println(s);

}

}

This is an efficient working solution for singletons that works well for multi-threaded applications as well. However, before we close this discussion on singletons, two parting words of caution. First, use singletons wherever it is appropriate, but do not overuse it. Second, make sure that your singleton implementation ensures the creation of only one instance even if your code is multi-threaded.
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### Immutable Classes

What is an immutable object? Once an object is created and initialized, it cannot be modified. We can

call accessor methods (i.e., getter methods), copy the objects, or pass the objects around—but no method should allow modifying the state of the object. Wrapper classes (such as Integer and Float) and String class are well-known examples of classes that are immutable.

Let us now discuss String class. String is immutable: once you create a String object, you cannot modify it. How about methods such as trim that removes leading and trailing whitespace characters–do such methods modify the state of the String object? No. If there are any leading or trailing whitespace characters, the trim method removes them and returns a new String object instead of modifying that String object.

There are many advantages with creating immutable objects. Let us discuss some of these advantages in the context of String class:

* Immutable objects are safer to use than mutable objects. Once you check its value, you can be sure that it remains the same and is not modified behind your back (by some other code). So, it is less error-prone when we use immutable objects. For instance, if you have a reference to a string and found that it has the characters “contents”, if you retain that reference and use it later, you can be sure that it still has the characters “contents” in it (because no code can modify it).
* Immutable objects are thread-safe. For instance, a thread can access a String object without worrying if any other thread would change it when it is accessing the object– it cannot happen because a String object is immutable.
* Immutable objects that have same state can save space by sharing the state internally. For example, when the contents are same, String objects share the same contents (known as “string interning”). You can use the intern() method to

ascertain that:

String str1 = new String("contents"); String str2 = new String("contents");

System.out.println("str1 == str2 is " + (str1 == str2)); System.out.println("str1.intern() == str2.intern() is "

+ (str1.intern() == str2.intern()));

// this code prints: str1 == str2 is false

str1.intern() == str2.intern() is true

Because of the benefits of using immutable objects, Joshua Bloch in his book Effective Java strongly encourages the use of immutable classes: *“Classes should be immutable unless there's a very good reason to make them mutable… If a class cannot be made immutable, you should still limit its mutability as much as possible.”*

##### Defining Immutable Classes

Keep the following aspects in mind for creating your own immutable objects:

* Make the fields final and initialize them in the constructor. For primitive types, the field values are final, there is no possibility of changing the state after it got initialized. For reference types, you cannot change the reference.
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* + For reference types that are mutable, you need to take of some more aspects to ensure immutability. Why? Even if you make the mutable reference type final it is possible that the members may refer to objects created outside the class or may be referred by others. In this case,
    - Make sure that the methods don’t change the contents inside those mutable objects.
    - Don’t share the references outside the classes–for example, as a return value from methods in that class. If the references to fields that are mutable are accessible from code outside the class, they can end up modifying the contents of the object.
    - If you must return a reference, return the deep copy of the object (so that the original contents remain intact even if the contents inside the returned object is changed).
  + Provide only accessor methods (i.e., getter methods) but don’t provide mutator methods (i.e., setter methods)
    - In case changes must be made to the contents of the object, create a new immutable object with the necessary changes and return that reference.
  + Declare the class final. Why? If the class is inheritable, methods in its derived class can override them and modify the fields.

Because the final keyword is mentioned as an exam topic under the title “Advanced Class Design”, we cover it in the next chapter (Chapter [3](http://dx.doi.org/10.1007/978-1-4842-1836-5_3)); please review that section if you are not familiar with using final

keyword.

Let us now review the String class to understand how these aspects of taken care in its implementation:

* + All its fields are made private. The String constructors initialize the fields.
  + There are methods such as trim, concat, and substring that need to change the contents of the String object. To ensure immutability, such methods return new String objects with modified contents.
  + The String class is final, so you cannot extend it and override its methods.

Here is a circle class that is immutable. For brevity, this example shows only the relevant methods for illustrating how to define an immutable class (Listing 2-22).

***Listing 2-22.*** ImmutableCircle.java

// Point is a mutable class class Point {

private int xPos, yPos;

public Point(int x, int y) { xPos = x;

yPos = y;

}

public String toString() {

return "x = " + xPos + ", y = " + yPos;

}
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int getX() { return xPos; } int getY() { return yPos; }

}

// ImmutableCircle is an immutable class – the state of its objects

// cannot be modified once the object is created

public final class ImmutableCircle { private final Point center; private final int radius;

public ImmutableCircle(int x, int y, int r) { center = new Point(x, y);

radius = r;

}

public String toString() {

return "center: " + center + " and radius = " + radius;

}

public int getRadius() {

return radius;

}

public Point getCenter() {

// return a copy of the object to avoid

// the value of center changed from code outside the class return new Point(center.getX(), center.getY());

}

public static void main(String []s) {

System.out.println(new ImmutableCircle(10, 10, 20));

}

// other members are elided ...

}

This program prints

center: x = 10, y = 10 and radius = 20

Note the following aspects in the definition of the ImmutableCircle class:

* The class is declared final to prevent inheritance and overriding of its methods
* The class has only final data members and they are private
* Because center is a mutable field, the getter method getCenter() returns a copy of the Point object

Immutable objects also have certain drawbacks. To ensure immutability, methods in immutable classes may end-up creating numerous copies of the objects. For instance, every time getCenter() is called on the ImmutableCircle class, this method creates a copy of the Point object and returns it. For this reason, we may need to define a mutable version of the class as well, for example, a mutable Circle class.

The String class is useful in most scenarios, if we call methods such as trim, concat, or substring in a loop, these methods are likely to create numerous (temporary) String objects. Fortunately, Java provides

StringBuffer and StringBuilder classes that are not mutable. They provide functionality similar to String,

but you can mutate the contents within the objects. Hence, depending on the context, we can choose to use

String class or one of StringBuffer or StringBuilder classes.
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# Using the “static” Keyword

###### Certification Objective

Develop code that uses static keyword on initialize blocks, variables, methods, and classes

Now let us discuss how you can use static keyword in different ways in Java. Suppose you wanted a write a simple class that counts the number of objects of its class type created so far. Will the program in

Listing 2-23 work?

***Listing 2-23.*** Counter.java

// Counter class should count the number of instances created from that class public class Counter {

private int count; // variable to store the number of objects created

// for every Counter object created, the default constructor will be called;

// so, update the counter value inside the default constructor public Counter() {

count++;

}

public void printCount() { // method to print the counter value so far System.out.println("Number of instances created so far is: " + count);

}

public static void main(String []args) { Counter anInstance = new Counter(); anInstance.printCount();

Counter anotherInstance = new Counter(); anotherInstance.printCount();

}

}

The output of the program is

Number of instances created so far is: 1 Number of instances created so far is: 1

Oops! From the output, it is clear that the class does not keep track of the number of objects created.

What happened?

You’ve used an *instance variable* count to keep track of the number of objects created from that class. Since every instance of the class has the value count, it always prints 1! What you need is a variable that can be shared across all its instances. This can be achieved by declaring a variable static. A static variable is

associated with its class rather than its object or instance; hence they are known as *class variables*. A static

variable is initialized only once when execution of the program starts. A static variable shares its state with all instances of the class. You access a static variable using its class name (instead of an instance). Listing 2-24

shows the correct implementation of the Counter class with both the count variable and the printCount

method declared static.
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***Listing 2-24.*** Counter.java

// Counter class should count the number of instances created from that class public class Counter {

private static int count; // variable to store the number of objects created

// for every Counter object created, the default constructor will be called;

// so, update the counter value inside the default constructor public Counter() {

count++;

}

public static void printCount() { // method to print the counter value so far System.out.println("Number of instances created so far is: " + count);

}

public static void main(String []args) { Counter anInstance = new Counter();

// note we call printCount using the class name

// instead of instance variable name Counter.printCount();

Counter anotherInstance = new Counter(); Counter.printCount();

}

}

This program prints

Number of instances created so far is: 1 Number of instances created so far is: 2

Here, the static variable count is initialized when the execution started. At the time of first object creation, the count is incremented to one. Similarly, when the second object got created, the value of the count became 2. As the output of the program shows, both objects updated the same copy of the count variable.

Note how we changed the call to printCount() to use class name Counter, as in Counter. printCount(). The compiler will accept the previous two calls of anInstance.printCount() and anotherInstance.printCount() as there is no semantic difference between calling a static method using

a class name or instance variable name. However, to use instance variables to call static methods is not

recommended. It is conventional practice to call instance methods using instance variables and to call static methods using class names.

A static method can only access static variables and can call only static methods. In contrast, an instance method (nonstatic) may call a static method or access a static variable.

Static Block

Apart from static variables and methods, you can also define a *static block* in your class definition. This static block will be executed by JVM when it loads the class into memory. For instance, in the previous example, you can define a static block to initialize the count variable to default 1 instead of the default value 0, as shown in Listing 2-25.
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***Listing 2-25.*** Counter.java

public class Counter {

private static int count; static {

// code in this static block will be executed when

// the JVM loads the class into memory count = 1;

}

public Counter() {

count++;

}

public static void printCount() {

System.out.println("Number of instances created so far is: " + count);

}

public static void main(String []args) { Counter anInstance = new Counter(); Counter.printCount();

Counter anotherInstance = new Counter(); Counter.printCount();

}

}

This program prints

Number of instances created so far is: 2 Number of instances created so far is: 3

Do not confuse a static block with a constructor. A constructor will be invoked when an instance of the class is created, while the static block will be invoked when the JVM loads the corresponding class.

### Points to Remember

* + The main() method, where the main execution of the program starts, is always declared static. Why? If it were an instance method, it would be impossible to invoke

it. You’d have to start the program to be able to create an instance and then call the method, right?

* + You cannot override a static method provided in a base class. Why? Based on the instance type, the method call is resolved with runtime polymorphism. Since static methods are associated with a class (and not with an instance), you cannot override static methods, and runtime polymorphism is not possible with static methods.
  + A static method cannot use the this keyword in its body. Why? Remember that static methods are associated with a class and not an instance. Only instance methods

have an implicit reference associated with them; hence class methods do not have a

this reference associated with them.

* + A static method cannot use the super keyword in its body. Why? You use the super keyword for invoking the base class method from the overriding method in the derived class. Since you cannot override static methods, you cannot use the super keyword in its body.
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* Since static methods cannot access instance variables (nonstatic variables), they are most suited for utility functions. That’s why there are many utility methods in Java.

For example, all methods in the java.lang.Math library are static.

* Calling a static method is considered to be slightly more efficient compared to calling an instance method. This is because the complier need not pass the implicit this object reference while calling a static method, unlike an instance method.

# Summary

Let us briefly review the key points from each certification objective in this chapter. Please read it before appearing for the exam.

Implement encapsulation

* *Encapsulation*: Combining data and the functions operating on it as a single unit.
* You cannot access the *private* methods of the base class in the derived class.
* You can access the *protected* method either from a class in the same package (just like package private or default) as well as from a derived class.
* You can also access a method with a *default access modifier* if it is in the same package.
* You can access *public* methods of a class from any other class.

Implement inheritance including visibility modifiers and composition

* *Inheritance*: Creating hierarchical relationships between related classes. Inheritance is also called an *"IS-A" relationship*.
* You use the super keyword to call base class methods.
* Inheritance implies IS-A and composition implies HAS-A relationship.
* Favor composition over inheritance.

Implement polymorphism

* *Polymorphism*: Interpreting the same message (i.e., method call) with different meanings depending on the context.
* Resolving a method call based on the dynamic type of the object is referred to as

*runtime polymorphism*.

* Overloading is an example of *static polymorphism* (*early binding*) while overriding is an example of *dynamic polymorphism* (*late binding*).
* *Method overloading*: Creating methods with same name but different types and/or numbers of parameters.
* You can have *overloaded constructors*. You can call a constructor of the same class in another constructor using the this keyword.
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* + *Overload resolution* is the process by which the compiler looks to resolve a call when overloaded definitions of a method are available.
  + In *overriding*, the name of the method, number of arguments, types of arguments, and return type should match exactly.
  + In *covariant return types*, you can provide the derived class of the return type in the overriding method.

Override hashCode, equals, and toString methods from Object class

* + You can override clone(), equals(), hashCode(), toString() and finalize() methods in your classes. Since getClass(), notify(), notifyAll(), and the overloaded versions of wait() method are declared final, you cannot override these

methods.

* + If you’re using an object in containers like HashSet or HashMap, make sure you override the hashCode() and equals() methods correctly. For instance, ensure that the hashCode() method returns the same hash value for two objects if the equals()

method returns true for them.

Create and use singleton classes and immutable classes

* + A singleton ensures that only one object of its class is created.
  + Making sure that an intended singleton implementation is indeed singleton is a nontrivial task, especially in a multi-threaded environment.
  + Once an immutable object is created and initialized, it cannot be modified.
  + Immutable objects are safer to use than mutable objects; further, immutable objects are thread safe; further, immutable objects that have same state can save space by sharing the state internally.
  + To define an immutable class, make it final. Make all its fields private and final. Provide only accessor methods (i.e., getter methods) but don’t provide mutator methods. For fields that are mutable reference types, or methods that need to mutate the state, create a deep copy of the object if needed.

Develop code that uses static keyword on initialize blocks, variables, methods, and classes

* + There are two types of member variables: class variables and instance variables. All variables that require an instance (object) of the class to access them are known as *instance variables*. All variables that are shared among all instances and are associated with a class rather than an object are referred to as *class variables*

(declared using the static keyword).

* + All static members do not require an instance to call/access them. You can directly call/access them using the class name.
  + A static member can call/access only a static member of the same class.
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**QUeStION tIMe**

1. What will be the output of this program?

class Color {

int red, green, blue;

void Color() {

red = 10;

green = 10;

blue = 10;

}

void printColor() {

System.out.println("red: " + red + " green: " + green + " blue: " + blue);

}

public static void main(String [] args) { Color color = new Color(); color.printColor();

}

}

* 1. Compiler error: no constructor provided for the class

1. Compiles fine, and when run, it prints the following: red: 0 green: 0 blue: 0
2. Compiles fine, and when run, it prints the following: red: 10 green: 10 blue: 10
3. Compiles fine, and when run, crashes by throwing NullPointerException
4. Consider the following program and predict the behavior of this program:

class Base {

public void print() {

System.out.println("Base:print");

}

}

abstract class Test extends Base { //#1 public static void main(String[] args) {

Base obj = new Base(); obj.print(); //#2

}

}

* 1. Compiler error “an abstract class cannot extend from a concrete class” at statement marked with comment #1

1. Compiler error “cannot resolve call to print method” at statement marked with comment #2
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1. the program prints the following: Base:print
2. the program will throw a runtime exception of

AbstractClassInstantiationException

1. Consider the following program:

class Base {}

class DeriOne extends Base {} class DeriTwo extends Base {}

class ArrayStore {

public static void main(String []args) { Base [] baseArr = new DeriOne[3]; baseArr[0] = new DeriOne(); baseArr[2] = new DeriTwo(); System.out.println(baseArr.length);

}

}

Which one of the following options correctly describes the behavior of this program?

* 1. this program prints the following: 3

1. this program prints the following: 2
2. this program throws an ArrayStoreException
3. this program throws an ArrayIndexOutOfBoundsException
4. Determine the output of this program:

class Color {

int red, green, blue;

Color() {

Color(10, 10, 10);

}

Color(int r, int g, int b) { red = r;

green = g; blue = b;

}

void printColor() {

System.out.println("red: " + red + " green: " + green + " blue: " + blue);

}

public static void main(String [] args) { Color color = new Color(); color.printColor();

}

}
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* 1. Compiler error: cannot find symbol

1. Compiles without errors, and when run, it prints: red: 0 green: 0 blue: 0
2. Compiles without errors, and when run, it prints: red: 10 green: 10 blue: 10
3. Compiles without errors, and when run, crashes by throwing

NullPointerException

1. Choose the correct option based on this code segment:

class Rectangle { }

class ColoredRectangle extends Rectangle { } class RoundedRectangle extends Rectangle { }

class ColoredRoundedRectangle extends ColoredRectangle, RoundedRectangle { }

Choose an appropriate option:

* 1. Compiler error: '{' expected cannot extend two classes

1. Compiles fine, and when run, crashes with the exception

MultipleClassInheritanceException

1. Compiler error: class definition cannot be empty
2. Compiles fine, and when run, crashes with the exception

EmptyClassDefinitionError

1. Consider the following program and determine the output:

class Test {

public void print(Integer i) { System.out.println("Integer");

}

public void print(int i) {

System.out.println("int");

}

public void print(long i) { System.out.println("long");

}

public static void main(String args[]) { Test test = new Test();

test.print(10);

}

}

* 1. the program results in a compiler error (“ambiguous overload”)

1. long
2. Integer
3. int
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1. Consider the following code and choose the right option for the word

<access-modifier>:

// Shape.java

public class Shape {

protected void display() {

System.out.println("Display-base");

}

}

// Circle.java

public class Circle extends Shape {

<access-modifier> void display(){ System.out.println("Display-derived");

}

}

* 1. Only protected can be used
  2. public and protected both can be used
  3. public, protected, and private can be used
  4. Only public can be used

1. Which of the following method(s) from Object class can be overridden? (select all that apply.)
   1. finalize() method
2. clone() method
3. getClass() method
4. notify() method

e. E.wait() method

1. Choose the correct option based on the following program:

class Color {

int red, green, blue;

Color() {

this(10, 10, 10);

}

Color(int r, int g, int b) { red = r;

green = g; blue = b;

}

public String toString() {

return "The color is: " + red + green + blue;

}
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public static void main(String [] args) { System.out.println(new Color());

}

}

* 1. Compiler error: incompatible types

1. Compiles fine, and when run, it prints the following: the color is: 30
2. Compiles fine, and when run, it prints the following: the color is: 101010
3. Compiles fine, and when run, it prints the following: the color is: red green blue
4. Choose the best option based on the following program:

class Color {

int red, green, blue;

Color() {

this(10, 10, 10);

}

Color(int r, int g, int b) { red = r;

green = g; blue = b;

}

String toString() {

return "The color is: " + " red = " + red + " green = " + green + " blue = " + blue;

}

public static void main(String [] args) {

// implicitly invoke toString method System.out.println(new Color());

}

}

* 1. Compiler error: attempting to assign weaker access privileges; toString was public in Object

1. Compiles fine, and when run, it prints the following: the color is: red = 10 green = 10 blue = 10
2. Compiles fine, and when run, it prints the following: the color is: red = 0 green = 0 blue = 0
3. Compiles fine, and when run, it throws ClassCastException
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**Answers**:

* 1. B. Compiles fine, and when run, it prints the following: red: 0 green: 0 blue: 0

remember that a constructor does not have a return type; if a return type is provided, it is treated as a method in that class. in this case, since Color had void return type, it became a method named Color() in the Color class, with the default Color

constructor provided by the compiler. By default, data values are initialized to zero,

hence the output.

* 1. C. the program prints the following: Base:print

it is possible for an abstract class to extend a concrete class, though such inheritance often doesn’t make much sense. also, an abstract class can have static methods. since

you don’t need to create an object of a class to invoke a static method in that class, you can invoke the main() method defined in an abstract class.

* 1. C. this program throws an ArrayStoreException

the variable baseArr is of type Base[], and it points to an array of type DeriOne. however, in the statement baseArr[2] = new DeriTwo(), an object of type DeriTwo is assigned to the type DeriOne, which does not share a parent-child inheritance relationship-they only have a common parent, which is Base. hence, this assignment results in an ArrayStoreException.

* 1. a. Compiler error: cannot find symbol

the compiler looks for the method Color() when it reaches this statement: Color(10, 10, 10);. the right way to call another constructor is to use the this keyword as follows: this(10, 10, 10);.

* 1. a. Compiler error: ‘{’ expected – cannot extend two classes

Java does not support multiple class inheritance. since ColoredRectangle

and RoundedRectangle are classes, it results in a compiler error when ColoredRoundedRectangle class attempts to extend these two classes. note that it is acceptable for a class to be empty.

* 1. D. int

if Integer and long types are specified, a literal will match to int. so, the program prints int.

* 1. B. public and protected both can be used

You can provide only a less restrictive or same-access modifier when overriding a method.

* 1. a. finalize() method and B. clone() method

the methods finalize() and clone() can be overridden. the methods getClass(), notify(), and wait() are final methods and so cannot be overridden.
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* 1. C. Compiles fine, and when run, it prints the following: the color is: 101010

the toString() implementation has the expression “the color is:” + red + blue + green. since the first entry is string, the + operation becomes the string concatenation

operator with resulting string “the color is: 10”. Following that, again there is a concatenation operator + and so on until finally it prints “the color is: 101010”.

* 1. a. Compiler error: attempting to assign weaker access privileges; toString was public in Object

no access modifier is specified for the toString() method. Object's toString()

method has a public access modifier; you cannot reduce the visibility of the method.

hence, it will result in a compiler error.
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**Advanced Class Design**

**Certification Objectives**

Develop code that uses abstract classes and methods Develop code that uses final keyword

Create inner classes including static inner class, local class, nested class, and anonymous inner class Use enumerated types including methods and constructors in an enum type

Develop code that declares, implements, and/or extends interfaces and use the atOverride annotation Create and use Lambda expressions

You learned the basic concepts of OOP and used them to build Java programs in the preceding chapter. In this chapter, you will learn advanced class design concepts. You will also learn about the key functional programming feature introduced in Java 8: lambda expressions.

A significant chunk of questions in the OCPJP exam is related to changes introduced in the Java

language and the library in Java 8. This chapter covers lambda expressions, which form the foundation for understanding Stream API and the facilities available in the java.util.function package. Hence, ensure that you read the interfaces section and the last section on lambda expressions in this chapter.

# Abstract Classes

###### Certification Objective

Develop code that uses abstract classes and methods

In many programming situations, you want to specify an abstraction without specifying implementation-level details. In such cases, you can use either *abstract classes* or *interfaces*. Abstract classes are used when you want to define an abstraction with some common functionality.

Consider Shape class that provides an abstraction of the different shapes you can draw in a drawing

application.

abstract class Shape {

public double area() { return 0; } // default implementation

// other members

}

55

Chapter 3  advanCed Class design

You prefix the abstract keyword before the class definition to declare the class as an abstract class. You can create objects of Shapes such as Square and Circle, but does it make sense to create an object of Shape class itself directly? No, there is no real-world object named Shape.

If you try to create an instance of a Shape class, the compiler will give an error because abstract classes

cannot be instantiated.

In the Shape class definition, there is a method named area() that returns the area of a particular shape. This method is applicable for all shapes, and that’s why it’s in this base class Shape. However, what should the implementation of the area() method in the Shape class be? You cannot provide a default implementation; implementing this method as return 0; is a bad solution, although the compiler would

happily accept it. A better solution is to declare it as an abstract method, like so:

public abstract double area(); // note: no implementation (i.e., no method body definition)

Similar to declaring a class abstract, you declare the method area() as abstract by prefixing the method with the abstract keyword. The main difference between a normal method and an abstract method is that

you don’t provide a body for an abstract method. If you provide a body, it will become an error, like so:

public abstract double area() { return 0; } // compiler error!

You get a compiler error for this definition: "abstract methods cannot have a body". An abstract method declaration forces all the subclasses to provide a definition of that abstract method and that is why it

cannot be defined in the abstract class itself. If a derived class does not implement all the abstract methods defined in the base class, then that derived class should be declared as an abstract class, as in the following example:

abstract class Shape {

public abstract double area(); // no implementation

// other members

}

class Rectangle extends Shape { }

This snippet results in a compiler error of "Rectangle is not abstract and does not override abstract method area() in Shape". To fix this, you need to declare the derived class abstract or provide a definition of the area() method in the derived class. It does not make sense to declare Rectangle as abstract; so you can define the area() method like so:

class Rectangle extends Shape { private int length, height;

public double area() { return length \* height; }

// other members ...

}

Points to Remember

Review the following points about abstract classes and abstract methods for the OCPJP 8 exam:

* The abstract keyword can be applied to a class or a non-static method.
* An abstract class may have methods or fields declared static. However, the abstract

keyword cannot be applied to fields or static methods.

* An abstract class can extend another abstract class or can implement an interface.
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* + An abstract class can be derived from a concrete class! Although the language allows it, it is not a good idea to do so.
  + An abstract class need not declare an abstract method, which means it is not necessary for an abstract class to have any methods declared as abstract. However, if a class has an abstract method, it should be declared as an abstract class.
  + A subclass of an abstract class needs to provide implementation of all the abstract methods; otherwise you need to declare that subclass as an abstract class.

# Using the “final” Keyword

###### Certification Objective

Develop code that uses final keyword

The final keyword can be applied for classes, methods, and variables. You cannot extend a final class, you cannot override a final method, and you cannot change the value of a final variable once it is initialized.

Final Classes

A final class is a *non-inheritable class—*that is to say, if you declare a class as final, you cannot subclass it. Two important reasons you may not want to allow a class to be subclassed are:

* + 1. *To prevent a behavior change by subclassing*. In some cases, you may think that the implementation of the class is complete and should not change. If overriding is allowed, then the behavior of methods might be changed. You know that a derived object can be used where a base class object is required, and you may not prefer it in some cases. By making a class final, the users of the class are assured the unchanged behavior.
    2. *Improved performance*. All method calls of a final class can be resolved at compile time itself. As there is no possibility of overriding the methods, it is not necessary to resolve the actual call at runtime for final classes, which translates to improved performance. For the same reason, final classes encourage the inlining of methods. With inlining, a method body can be expanded as part of the calling code itself, thereby avoiding the overhead of making a function call. If the calls are to be resolved at runtime, they cannot be inlined.

In the Java library, many classes are declared as final; for example, the String (java.lang.String) and System (java.lang.System) classes. These classes are used extensively in Java programs. If these two classes are not declared final, it is possible for someone to change the behavior of these classes by

subclassing and then the whole program can start behaving differently. To avoid such a problem, widely used classes like these and wrapper classes such as Number and Integer are made final in the Java library.

the performance gain from making a class final is modest; the focus should be on using final where it is appropriate. the OCpJp 8 exam will mainly check whether you know how to correctly use the final keyword. You don’t have to worry about efficiency details.
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### Final Methods and Variables

In a class, you may declare a method final. The final method cannot be overridden. Therefore, if you have declared a method as final in a non-final class, then you can extend the class but you cannot override the final method. However, other non-final methods in the base class can be overridden in the derived class implementation.

Consider the methods setParentShape() and getParentShape() in Shape class (Listing 3-1).

***Listing 3-1.*** Shape.java

public abstract class Shape {

// other class members elided

final public void setParentShape(Shape shape) {

// method body

}

public Shape getParentShape() {

// method body

}

}

In this case, the Circle class (subclass of Shape) can override only getParentShape(); if you try to override the final method, you will get following error: "Cannot override the final method from Shape".

Final variables are like CD-ROMs: once you write something on them, you cannot write again. In

programming, constants such as PI can be declared as final since you don’t want anyone to modify their values. If you try to change a final variable after initialization, you will get a compiler error.

### Points to Remember

Review the following points, as they may come up in the OCPJP 8 exam:

* The final modifier can be applied to a class, method, or variable. All methods of a final class are implicitly final (hence non-overridable).
* A final variable can be assigned only once. If a variable declaration defines a variable as final but did not initialize it, then it is referred to as blank final. You need

to initialize a blank final in all the constructors you have defined in the class or in an

initialization block.

* The keyword final can be applied to parameters. The value of a final parameter cannot be changed once assigned.

# Flavors of Nested Classes

###### Certification Objective

Create inner classes including static inner class, local class, nested class, and anonymous inner class

Classes defined within the body of another class (or interface) are known as *nested classes*. Typically you define a class, which is a top-level class directly belonging to a package. In contrast, nested classes are classes contained within another class or interface.
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What is the benefit of creating classes inside another class or interface? There are several benefits. First, you can put related classes together as a single logical group. Second, nested classes can access all class members of the enclosing class, which might be useful in certain cases. Third, nested classes simplify code. For example, anonymous inner classes are useful for writing simpler event-handling code with AWT/Swing.

There are four types or *flavors* of nested classes in Java:

* + Static nested class
  + Inner class
  + Local inner class
  + Anonymous inner class

The distinctions among these four flavors are not evident at first sight. Figure 3-1 helps clarify the differences between them. A *local class* is defined within a code block (whether a method, constructor, or initialization block), whereas a *non-local class* is defined inside a class. A *static class* is qualified using the

static keyword, whereas a *non-static class* does not use the static keyword with the class definition. In an

*anonymous class*, you don’t provide the name of the class; you just define its body.
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***Figure 3-1.*** *Types of nested classes with examples*

As you can observe in Figure 3-1, *static nested classes* are static and non-local, whereas *inner classes* are non-static and non-local. A non-static and local nested class is a *local inner class*, and a local and anonymous nested class is an *anonymous inner class*.

Now, let’s discuss each of these four flavors in more detail.
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Static Nested Classes (or Interfaces)

You can define a class (or an interface) as a static member inside another class (or interface). Since the outer type can be a class or an interface and the inner ones can also be a class or interface, there are four combinations. The following are examples of these four types so that you can see their syntax:

class Outer { // an outer class has a static nested class static class Inner {}

}

interface Outer { // an outer interface has a static nested class static class Inner {}

}

class Outer { // an outer class has a static nested interface static interface Inner {}

}

interface Outer { // an outer interface has a static nested interface static interface Inner {}

}

You don’t have to explicitly use the static keyword with a nested interface, since it is implicitly static.

Now, let’s look at an example that creates and uses static nested classes.

Consider the Color class (Listing 3-2) with fields of m\_red, m\_green, and m\_blue. Since all shapes can be colored, you can define the Color class within a Shape class.

***Listing 3-2.*** TestColor.java

abstract class Shape {

public static class Color {

int m\_red, m\_green, m\_blue; public Color() {

// call the other overloaded Color constructor by passing default values this(0, 0, 0);

}

public Color(int red, int green, int blue) { m\_red = red; m\_green = green; m\_blue = blue;

}

public String toString() {

return " red = " + m\_red + " green = " + m\_green + " blue = " + m\_blue;

}

// other color members elided

}

// other Shape members elided

}
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public class TestColor {

public static void main(String []args) {

// since Color is a static nested class,

// we access it using the name of the outer class, as in Shape.Color

// note that we do not (and cannot) instantiate Shape class for using Color class Shape.Color white = new Shape.Color(255, 255, 255);

System.out.println("White color has values:" + white);

}

}

It prints

White color has: red = 255 green = 255 blue = 255

In this code, the Shape class is declared abstract. You can see the Color class defined as a public static class defined within the Shape class. The TestColor class uses the syntax Shape.Color to refer to this class. Other than this minor difference, the Color class looks no different from defining the Color class outside the Shape class. Hence, a static nested class is as good as a class defined as an outer class with one

difference—it is physically defined inside another class!

### Points to Remember

Here are some notable aspects of static nested classes (and interfaces) that will help you on the OCPJP 8 exam:

* + The accessibility (public, protected, etc.) of the static nested class is defined by the outer class.
  + The name of the static nested class is expressed with

OuterClassName.NestedClassName syntax.

* + When you define an inner nested class (or interface) inside an interface, the nested class is declared implicitly public and static. This point is easy to remember: any field in an interface is implicitly declared public and static, and static nested

classes have this same behavior.

* + Static nested classes can be declared abstract or final.
  + Static nested classes can extend another class or they can be used as base classes.
  + Static nested classes can have static members. (As you’ll see shortly, this statement does not apply to other kinds of nested classes.)
  + Static nested classes can access the members of the outer class (only static members, obviously).
  + The outer class can also access the members (even private members) of the nested class through an object of a nested class. If you don’t declare an instance of the

nested class, the outer class cannot access nested class elements directly.
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### Inner Classes

You can define a class (or an interface) as a non-static member inside another class. How about declaring a

class or an interface inside an interface? As you just saw in the third bullet above about static inner classes, when you define a class or an interface inside an interface, it is implicitly static. So, it is not possible to declare a non-static inner interface! That leaves two possibilities:

class Outer { // an outer class has an inner class class Inner {}

}

class Outer { // an outer class has an inner interface interface Inner {}

}

Let’s create a Point class to implement the center of a Circle. Since you want to associate each Circle

with a center Point, it is a good idea to make Point an inner class of Circle (Listing 3-3).

***Listing 3-3.*** Circle.java

public class Circle {

// define Point as an inner class within Circle class class Point {

private int xPos; private int yPos;

// you can provide constructor for an inner class like this public Point(int x, int y) {

xPos = x; yPos = y;

}

// the inner class is like any other class - you can override methods here public String toString() {

return "(" + xPos + "," + yPos + ")";

}

}

// make use of the inner class for declaring a field private Point center;

private int radius;

public Circle(int x, int y, int r) {

// note how to make use of the inner class to instantiate it center = this.new Point(x, y);

radius = r;

}

public String toString() {

return "mid point = " + center + " and radius = " + radius;

}
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public static void main(String []s) { System.out.println(new Circle(10, 10, 20));

}

// other methods such as area are elided

}

In this implementation, you have defined Point as a private member of Circle. Notice how you are instantiating the inner class:

center = this.new Point(x, y);

You might be wondering why you cannot use the usual new statement:

center = new Point(x, y);

You need to prefix the object reference of the outer class to create an instance of the inner class. In this case, it is a this reference, so you are prefixing it with this before the new operator.

every inner class is associated with an instance of the outer class. in other words, an inner class is always associated with an enclosing object.

The outer and inner classes share a special relationship, like friends or members of same family.

Member accesses are valid irrespective of the access specifiers such as private. However, there is subtle difference. You can access members of an outer class within an inner class without creating an instance; but

this is not the case with an outer class. You need to create an instance of inner class in order to access the members (*any* members, including private members) of the inner class.

One limitation of inner classes is that you cannot declare static members in an inner class, like this:

class Outer {

class Inner {

static int i = 10;

}

}

If you try to do so, you’ll get the following compiler error:

Outer.java:3: inner classes cannot have static declarations static int i = 10;

### Points to Remember

Here are some important rules about inner classes and interfaces that might prove useful in the OCPJP 8 exam:

* + The accessibility (public, protected, etc.) of the inner class is defined by the outer class.
  + Just like top-level classes, an inner class can extend a class or can implement interfaces. Similarly, other classes can extend an inner class, and other classes or interfaces can extend or implement an inner interface.
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* An inner class can be declared final or abstract.
* Inner classes can have inner classes, but you’ll have a hard time reading or understanding such complex nesting of classes. (Meaning: Avoid them!)

### Local Inner Classes

A *local inner class* is defined in a code block (say, in a method, constructor, or initialization block). Unlike static nested classes and inner classes, local inner classes are not members of an outer class; they are just local to the method or code in which they are defined.

Here is an example of the general syntax of a local class:

class SomeClass {

void someFunction() {

class Local { }

}

}

As you can see in this code, Local is a class defined within someFunction. It is not available outside of someFunction, not even to the members of the SomeClass. Since you cannot declare a local variable static, you also cannot declare a local class static.

Since you cannot define methods in interfaces, you cannot have local classes or interfaces inside an

interface. Nor can you create local interfaces. In other words, you cannot define interfaces inside methods, constructors, and initialization blocks.

Now that you understand the syntax, let’s jump into a practical example. Earlier, you implemented the

Color class as a static nested class (Listing 3-2). Here is the code you saw in that discussion:

abstract class Shape {

public static class Color {

int m\_red, m\_green, m\_blue; public Color() {

this(0, 0, 0);

}

public Color(int red, int green, int blue) {

m\_red = red; m\_green = green; m\_blue = blue;

}

public String toString() {

return " red = " + m\_red + " green = " + m\_green + " blue = " + m\_blue;

}

// other color members elided

}

// other Shape members elided

}

Now, this toString() method displays a string representation of Color. Assume that you want to display the Color string in the following format: "You selected a color with RGB values red = 0 green = 0 blue = 0". For that, you must define a method named getDescriptiveColor() in the class StatusReporter. In getDescriptiveColor(), you must create a derived class of Shape.Color in which the toString method returns this descriptive message. Listing 3-4 is an implementation using local classes.
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***Listing 3-4.*** StatusReporter.java

class StatusReporter {

// important to note that the argument "color" is declared final static Shape.Color getDescriptiveColor(final Shape.Color color) {

// local class DescriptiveColor that extends Shape.Color class class DescriptiveColor extends Shape.Color {

public String toString() {

return "You selected a color with RGB values" + color;

}

}

return new DescriptiveColor();

}

public static void main(String []args) { Shape.Color descriptiveColor =

StatusReporter.getDescriptiveColor(new Shape.Color(0, 0, 0)); System.out.println(descriptiveColor);

}

}

The main method checks if the StatusReporter works fine. This program prints

You selected a color with RGB values red = 0 green = 0 blue = 0

Let’s see how the local class was defined. The getDescriptiveColor() method takes the plain Shape.Color class object and returns a Shape.Color object. Inside the getDescriptiveColor() method, you have defined the class DescriptiveColor, which is local to this method. This DescriptiveColor is a derived class of Shape.Color. Inside the DescriptiveColor class, the only method defined is the toString() method, which overrides the base class Shape.Color toString() method. After the definition of the DescriptiveColor class, the getDescriptiveColor class creates an object of the DescriptiveColor class

and returns it.

In the Test class, you can see a main() method that just calls the StatusReporter.getDescriptiveColor() method and stores the result in a Shape.Color reference. You will notice that the getDescriptiveColor() method returns a DescriptiveColor object, which derives from Shape.Color, so the descriptiveColor variable initialization works fine. In the println, the dynamic type of descriptiveColor is a DescriptiveColor object, and hence the detailed description of the color object is printed.

Did you notice another feature in the getDescriptiveColor() method? Its argument is declared final.

Even if you don’t provide the final keyword, the compiler will treat is as *effectively final*–what it means is you

cannot assign to the variable that you are accessing in the local class. If you do so, you will get a compiler error, as in:

static Shape.Color getDescriptiveColor(Shape.Color color) {

// local class DescriptiveColor that extends Shape.Color class class DescriptiveColor extends Shape.Color {

public String toString() {

return "You selected a color with RGB values" + color;

}

}

color = null; // note this assignment – will NOT compile

return new DescriptiveColor();

}
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You’ll get the following compiler error:

StatusReporter.java:8: error: local variables referenced from an inner class must be final or effectively final

return "You selected a color with RGB values" + color;

^

1 error

Because of the assignment to the color variable, it is not final anymore and hence the compiler gives an error when the local inner class tries to access that variable.

You can pass only **final** variables to a local inner class. if you don't declare a variable that a local inner class accesses, the compiler will treat it as *effectively final*.

Points to Remember

The following points about local classes may come up in the OCPJP 8 exam:

* You can create a non-static local class inside a body of code. Interfaces cannot have local classes, and you cannot create local interfaces.
* Local classes are accessible only from the body of the code in which the class is defined. The local classes are completely inaccessible outside the body of the code in which the class is defined.
* You can extend a class or implement interfaces while defining a local class.
* A local class can access all the variables available in the body of the code in which it is defined. Variables accessed by local inner classes are considered effectively final.

### Anonymous Inner Classes

As the name implies, an *anonymous inner class* does not have a name. The declaration of the class automatically derives from the instance-creation expression. They are also referred to simply as *anonymous classes*.

An anonymous class is useful in almost all situations where you can use a local inner class. A local inner class has a name, whereas an anonymous inner class does not—and that’s the main difference. An additional difference is that an anonymous inner class cannot have any explicit constructors. A constructor is named after the name of the class, and since an anonymous class has no name, it follows that you cannot define a constructor!

(A note here before we proceed: there are no such things as “anonymous interfaces.”) Here is an example to understand the syntax of a local class:

class SomeClass {

voidsomeFunction() { new Object() { };

}

}
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This code looks cryptic, doesn’t it? What is going on here? In the statement new Object() { };, you are declaring a derived class of Object directly using the new keyword. It doesn’t define any code and returns an instance of that derived object. The created object is not used anywhere, so it is ignored. The new expression

invokes the default constructor here; you could choose to invoke a multiple argument constructor of the base class by passing arguments in the new expression.

Let us now look at a more practical example. In the earlier example (Listing 3-4), you saw the DescriptiveColor class defined inside the getDescriptiveColor method in the StatusReporter class. You can simplify the code by converting the local class into an anonymous class, as shown in Listing 3-5.

***Listing 3-5.*** StatusReporter.java

class StatusReporter {

static Shape.Color getDescriptiveColor(final Shape.Color color) {

// note the use of anonymous inner classes here

// -- specifically, there is no name for the class and we construct

// and use the class "on the fly" in the return statement!

return new Shape.Color() { public String toString() {

return "You selected a color with RGB values" + color;

}

};

}

public static void main(String []args) { Shape.Color descriptiveColor =

StatusReporter.getDescriptiveColor(new Shape.Color(0, 0, 0)); System.out.println(descriptiveColor);

}

}

It prints

You selected a color with RGB values red = 0 green = 0 blue = 0

That’s nice. The rest of the program, including the main() method, remains the same and the getDescriptiveColor() method became simpler! You did not explicitly create a class with a name (which was DescriptiveColor); instead you just created a derived class of Shape.Color “on the fly” in the return statement. Note that the keyword class is also not needed.

### Points to Remember

Note these points about anonymous classes that may be useful for the OPCJP 8 exam:

* + Anonymous classes are defined in the new expression itself.
  + You cannot explicitly extend a class or explicitly implement interfaces when defining an anonymous class.
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# Enum Data Type

###### Certification Objective

Use enumerated types including methods, and constructors in an enum type

Consider that you want the user to choose from a set of constants defining several printer types:

public static final int DOTMATRIX = 1; public static final int INKJET = 2; public static final int LASER= 3;

The solution works. In this case, however, you could pass any other integer (say 10), and the compiler would happily take it. Therefore, this solution is not a *typesafe solution*. Java 5 introduced the data type *enum* to help you in such situations.

Listing 3-6 defines an enum class (yes, enums are special classes) for the above example.

***Listing 3-6.*** EnumTest.java

// define an enum for classifying printer types enum PrinterType {

DOTMATRIX, INKJET, LASER

}

// test the enum now public class EnumTest {

PrinterType printerType;

public EnumTest(PrinterType pType) { printerType = pType;

}

public void feature() {

// switch based on the printer type passed in the constructor switch(printerType){

case DOTMATRIX:

System.out.println("Dot-matrix printers are economical and almost obsolete");

break; case INKJET:

System.out.println("Inkjet printers provide decent quality prints"); break;

case LASER:

System.out.println("Laser printers provide best quality prints"); break;

}

}

68

Chapter 3  advanCed Class design

public static void main(String[] args) {

EnumTest enumTest = new EnumTest(PrinterType.LASER); enumTest.feature();

}

}

It prints

Laser printers provide best quality prints

Let’s review the Listing 3-6 in more detail.

* + In a switch-case statement, you do not need to provide the fully qualified name for enum elements. This is because switch takes an instance of the enum type, and hence switch-case understands the context (type) in which you are specifying enum elements.
  + We have provided the value PrinterType.LASER when creating the enum object EnumTest. If we provide any other values other than enumeration values, you will get

a compiler error. In other words, enumerations are typesafe.

Note that you can declare an enum (PrinterType in this case) in a separate file, just like you can declare any other normal Java class.

Let us now look at a more detailed example in which you define member attributes and methods in an enum data type (Listing 3-7).

***Listing 3-7.*** EnumTest.java

enum PrinterType {

DOTMATRIX(5), INKJET(10), LASER(50);

private int pagePrintCapacity;

private PrinterType(int pagePrintCapacity) { this.pagePrintCapacity = pagePrintCapacity;

}

public int getPrintPageCapacity() { return pagePrintCapacity;

}

}

public class EnumTest { PrinterType printerType;

public EnumTest(PrinterType pType) { printerType = pType;

}

public void feature() { switch (printerType) { case DOTMATRIX:

System.out.println("Dot-matrix printers are economical"); break;

69

Chapter 3  advanCed Class design

case INKJET:

System.out.println("Inkjet printers provide decent quality prints"); break;

case LASER:

System.out.println("Laser printers provide the best quality prints"); break;

}

System.out.println("Print page capacity per minute: " + printerType.getPrintPageCapacity());

}

public static void main(String[] args) {

EnumTest enumTest1 = new EnumTest(PrinterType.LASER); enumTest1.feature();

EnumTest enumTest2 = new EnumTest(PrinterType.INKJET); enumTest2.feature();

}

}

The output of the above program is given below:

Laser printers provide the best quality prints Print page capacity per minute: 50

Inkjet printers provide decent quality prints Print page capacity per minute: 10

In this program, you defined a new attribute, a new constructor, and a new method for the enum class. The attribute pagePrintCapacity is set by the initial values specified with enum elements (such as LASER(50)), which calls the constructor of the enum class. However, the enum class cannot have a public

constructor, or the compiler will complain with following message: "Illegal modifier for the enum constructor; only private is permitted".

a constructor in an enum class can only be specified as private.

Points to Remember

* Enums are implicitly declared public, static, and final, which means you cannot extend them.
* When you define an enumeration, it implicitly inherits from java.lang.Enum. Internally, enumerations are converted to classes. Further, enumeration constants

are instances of the enumeration class for which the constant is declared as a member.

* You can apply the valueOf() and name() methods to the enum element to return the name of the enum element.
* If you declare an enum within a class, then it is by default static.
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* + You cannot use the new operator on enum data types, even inside the enum class.
  + You can compare two enumerations for equality using == operator.
  + If enumeration constants are from two different enumerations, the equals() method does not return true.
  + When an enumeration constant’s toString() method is invoked, it prints the name of the enumeration constant.
  + The static values() method in the Enum class returns an array of the enumeration constants when called on an enumeration type.
  + Enumeration constants cannot be cloned. An attempt to do so will result in a

CloneNotSupportedException.

enum avoids magic numbers, which improves readability and understandability of the source code. also, enums are typesafe constructs. therefore, use enums wherever you need a set of related constants.

Interfaces

**Certification Objective**

Develop code that declares, implements, and/or extends interfaces and use the atOverride annotation

An interface is a set of abstract methods that defines a protocol (i.e., a contract for conduct). Classes that implement an interface must implement the methods specified in the interface. An interface defines a protocol, and a class implementing the interface honors the protocol. In other words, an interface promises certain functionality to its clients by defining an abstraction. All the classes implementing the interface provide their own implementations for the promised functionality.

Declaring and Implementing Interfaces

Now it’s time to implement your own interface for shape objects. Some circular shaped objects (such as Circle and Ellipse) can be *rolled* to a given degree. You can create a Rollable interface and declare a method named roll():

interface Rollable {

void roll(float degree);

}

As you can see, you define an interface using the interface keyword that declares a method named roll(). The method takes one argument: the degree for rolling. Now let us implement this interface in a Circle class (see Listing 3-8).

71

Chapter 3  advanCed Class design

***Listing 3-8.*** Circle.java

// Shape is the base class for all shape objects; shape objects that are associated with

// a parent shape object is remembered in the parentShape field abstract class Shape {

abstract double area(); private Shape parentShape;

public void setParentShape(Shape shape) { parentShape = shape;

}

public Shape getParentShape() { return parentShape;

}

}

// Rollable interface can be implemented by circular shapes such as Circle interface Rollable {

void roll(float degree);

}

abstract class CircularShape extends Shape implements Rollable { }

// Circle is a concrete class that is-a subtype of CircularShape;

// you can roll it and hence implements Rollable through CircularShape base class public class Circle extends CircularShape {

private int xPos, yPos, radius; public Circle(int x, int y, int r) {

xPos = x; yPos = y; radius = r;

}

public double area() { return Math.PI \* radius \* radius; } @Override

public void roll(float degree) {

// implement rolling functionality here...

// for now, just print the rolling degree to console System.out.printf("rolling circle by %f degrees", degree);

}

public static void main(String[] s) { Circle circle = new Circle(10,10,20); circle.roll(45);

}

}

In this case, CircularShape implements the Rollable interface and extends the Shape abstract class.

Now a concrete class such as Circle can extend this abstract class and define the roll() method. Few

important points to observe in this example are:

* The abstract class CircularShape implements the Rollable interface but does not need to define the roll() method. The concrete class Circle that extends CircularShape defines this method later.
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* + You use the implements keyword for implementing an interface. Note that the method name, its argument, and the return type in the class definition should exactly

match the one given in the interface; if they don’t match, the class is not considered to implement that interface.

* + Optionally, you can use the @Override annotation to indicate that a method is overriding a method from its base type(s). In this case, the roll method is overridden in the Circle class and makes use of the @Override annotation.

A class can also implement multiple interfaces at the same time—both directly and indirectly through its base classes. For example, the Circle class can also implement the standard Cloneable interface

(for creating copies of the Circle object) and the Serializable interface (for storing the object in files to

recreate the object later, etc.), like so:

class Circle extends CircularShape implements Cloneable, Serializable {

/\* definition of methods such as clone here \*/

}

### Points to Remember

Here are some key points about interfaces that will help you in the OCPJP 8 exam:

* + An interface cannot be instantiated. A reference to an interface can refer to an object of any of its derived types implementing it.
  + An interface can extend another interface. Use the extends (and not the implements) keyword for extending another interface.
  + Interfaces cannot contain instance variables. If you declare a data member in an

interface, it should be initialized, and all such data members are implicitly treated as “public static final” members.

* + An interface can have three kinds of methods: abstract methods, default methods, and static methods.
  + An interface can be declared with empty body (i.e., an interface without any members). For example, java.util defines the interface EventListener without a body.
  + An interface can be declared within another interface or class; such interfaces are known as nested interfaces.
  + Unlike top-level interfaces that can have only public or default access, a nested interface can be declared public, protected, or private.
  + If you are implementing an interface in an abstract class, the abstract class does not need to define the method. But, ultimately a concrete class has to define the abstract method declared in the interface.
  + You can use the @Override annotation for a method to indicate that it is overriding a method from its base type(s).
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### Abstract Classes vs. Interfaces

Abstract classes and interfaces have a lot in common. For example, both can declare methods that all the deriving classes should define. They are also similar in the respect that you can create instances neither of an abstract class nor of an interface. So, what are the differences between abstract classes and interfaces? Table 3-1 lists some of the important differences.

***Table 3-1.*** *Abstract Classes v.s Interfaces*

###### Abstract Classes Interfaces

Keyword(s) used Use the abstract and class

keywords to define a class.

Use the interface keyword to define an interface.

Keyword used by the implementing class

Use the extends keyword to inherit from an abstract class.

Use the implements keyword to implement an interface.

Fields An abstract class can have static and non-static fields.

Constants An abstract class can have both static and non-static constants.

Constructors You can define a constructor in an

abstract class (which is useful for initializing fields, for example).

Access specifiers You can have private and protected

members in an abstract class.

You cannot have non-static fields (instance variables) in an interface; all fields are public static final by default (i.e., constants as discussed in next item)

Interfaces can have only static constants. If

you declare a field, it must be initialized. All fields are implicitly considered to be public static and final.

You cannot declare/define a constructor in an interface.

You cannot have any private or protected members in an interface; all members are public by default.

Single vs. multiple inheritance

A class can inherit only one class (which can be either an abstract or a concrete class).

A class can implement any number of interfaces.

Purpose An abstract base class provides a protocol; in addition, it serves as a base class in an is-a relationship.

An interface provides only a protocol. It specifies functionality that must be provided by the classes implementing it.

### Abstract, default and static methods

The Rollable example you saw has only one method—roll(). However, it is common for interfaces to have multiple methods. For example, java.util defines the Iterator interface as follows:

public interface Iterator<E> { boolean hasNext();

E next();
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default void remove() {

throw new UnsupportedOperationException("remove");

}

default void forEachRemaining(Consumer<? super E> action) { Objects.requireNonNull(action);

while (hasNext()) action.accept(next());

}

}

This interface is meant for traversing a collection. (Don’t worry about the “<E>” in Iterator<E>. It refers to the element type and falls under *generics*, which we cover in detail in the next chapter). It declares two methods hasNext() and next()—the classes that implement this interface must define these two methods.

There is no need to use the abstract keyword (but if you want, you can provide the abstract keyword)

because methods without a body are implicitly considered to be abstract.

The interface also has method definitions for remove() and forEachRemaining(). These methods are known as *default methods* and they are qualified using the default keyword. The classes that implement the Iterator interface inherit these two methods and can choose to override them.

An interface can also contain static methods. For example, the java.util.stream.Stream has static methods builder, empty, of, iterate, generate, and concat.

prior to Java 8, interfaces can only declare methods (i.e., they can provide only abstract methods). to support lambda functions, Java 8 has introduced a big change to interfaces: you can now define default methods and static methods inside interfaces.

Default methods

In interfaces, default methods are methods defined with a method body using the default keyword. Default methods are instance methods. Inside the default methods, this keyword refers to the declaring interface.

Default methods can call methods from the interfaces they are enclosed in.

Why did Java 8 add default methods to interfaces? Short answer: for supporting lambda expressions (we will discuss lambdas in the next section). Default methods make it easy to evolve interfaces. How? Prior to Java 8, you cannot define methods—you can only declare them. Hence, if you add a new method in an existing interface, such an addition would break the classes implementing the interface since they will not have defined that method. But in Java 8, with default methods, it is possible to evolve interfaces more easily.

Consider the java.lang.Iterable interface for example. Prior to Java 8, it had only one method:

Iterator<T> iterator();

With Java 8, the Iterable interface has been extended with two more methods: forEach and spliterator methods. To avoid breaking classes that implement this interface, these methods are defined as default methods. So all the classes that implement the Iterable interface (such as ArrayList class) now have these two methods as well. Here is the definition of Iterable interface without documentation

comments.
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public interface Iterable<T> { Iterator<T> iterator();

default void forEach(Consumer<? super T> action) { Objects.requireNonNull(action);

for (T t : this) {

action.accept(t);

}

}

default Spliterator<T> spliterator() {

return Spliterators.spliteratorUnknownSize(iterator(), 0);

}

}

The addition of forEach and spliterator methods in this interface does not break the existing classes that implement the Iterator interface because they are default methods. In this way, default methods aid

in evolution of interfaces. Default methods also simplify your life because concrete definitions can now be

provided within interfaces—so you don’t need to override them.

Many of the classes in the existing library (especially Collections) have been added with default methods in Java 8. For example, the List interface in Java has these three methods that were added in Java 8:

default void sort(Comparator<? super E> c) default Spliterator<E> spliterator()

default void replaceAll(UnaryOperator<E> operator)

### Points to Remember

Here are some key points about abstract, default, and static methods that will help you in the OCPJP 8 exam:

* You cannot declare members as protected or private. Only public access is allowed for members of an interface. Since all methods are public by default, you can omit the public keyword.
* All methods declared in an interface (i.e., without a method body) are implicitly considered to be abstract. If you want, you can explicitly use the abstract qualifier for the method.
* Default methods must have a method body. Default methods must be qualified using the default keyword. The classes implementing the interface inherit the default method definitions and they can be overridden.
* A default method can be overridden in a derived class as an abstract method; for such overriding, the @Override annotation can also be used.
* You cannot qualify default methods as synchronized or final.
* Static methods must have a method body and they are qualified using the static

keyword.
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* + You cannot provide abstract keyword for static methods: Remember that you cannot override static methods in derived classes, so it’s conceptually not possible to

leave static methods abstract by not providing a method body.

* + You cannot use default keyword for static methods because all default methods are instance methods.

### The Diamond Problem

In Java, an interface or class can extend multiple interfaces. For example, here is a class hierarchy from java.nio.channels package (Figure 3-2). The base interface is Channel. Two interfaces, ReadableByteChannel and WriteableByteChannel, extend this base interface. Finally, ByteChannel interface extends ReadableByteChannel and WriteableByteChannel. Notice that the resulting shape of the

inheritance hierarchy looks like a “diamond.”
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***Figure 3-2.*** *Diamond hierarchy in java.nio.channels package*

In this case, the base interface Channel does not have any methods. The ReadableByteChannel interface declares read method and the WriteableByteChannel interface declares write method; the ByteChannel interface inherits both read and write methods from these base types. Since these two methods are

different, we don’t have a conflict and hence this hierarchy is fine.

But what if we have two method definitions in the base types that have the same signature; which method would the ByteChannel interface inherit? When this problem occurs it is known as “diamond problem.”

Before we discuss a working example of dealing with the diamond problem, let us first get a clear

understanding of when and how the diamond problem occurs in Java.

* + In Java, you cannot extend multiple classes; hence the diamond problem cannot occur because of extending two base classes. However, the diamond problem can occur in the derived class when an abstract class and an interface define a method with same signature.
  + When two base interfaces have abstract methods with the same signature, it does not really cause the “diamond problem” because they are method declarations and not definitions (as in the case prior to Java 8).
  + Interfaces can only define methods and not fields (they can only contain constants). Hence, the diamond problem does not occur for fields in interfaces; it occurs only for method definitions.
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Fortunately, rules are available to resolve methods when a derived type inherits method definitions with the same name from different base types. Let us discuss two important scenarios here.

**Scenario 1:** If two super interfaces define methods with the same signature, the compiler will issue an error. We have to resolve the conflict manually (Listing 3-9).

***Listing 3-9.*** Diamond.java

interface Interface1 {

default public void foo() { System.out.println("Interface1's foo"); }

}

interface Interface2 {

default public void foo() { System.out.println("Interface2's foo"); }

}

public class Diamond implements Interface1, Interface2 { public static void main(String []args) {

new Diamond().foo();

}

}

Error:(9, 8) java: class Diamond inherits unrelated defaults for foo() from types Interface1 and Interface2

In this case, resolve the conflict manually by using the super keyword within the Diamond class to explicitly mention which method definition to use:

public void foo() { Interface1.super.foo(); }

After this method definition is added in the Diamond class and executed, this program prints:

Interface1's foo

**Scenario 2:** If a base class and a base interface define methods with the same signature, the method definition in the class is used and the interface definition is ignored (Listing 3-10).

***Listing 3-10.*** Diamond.java

class BaseClass {

public void foo() { System.out.println("BaseClass's foo"); }

}

interface BaseInterface {

default public void foo() { System.out.println("BaseInterface's foo"); }

}

public class Diamond extends BaseClass implements BaseInterface { public static void main(String []args) {

new Diamond().foo();

}

}
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No compiler error in this case: the compiler resolves to the definition in the class and the interface definition is ignored. This program prints “Base foo”. This can be considered as “class wins” rule. This rule helps maintain compatibility with versions prior to Java 8. How? When a new default method is added in an interface, it may happen to have the same signature as a method defined in a base class. By resolving the conflict by “class wins” rule, the method from the base class will always be selected.

Functional Interfaces

There are numerous interfaces in Java library that declare a single abstract method; few such interfaces are:

// in java.lang package

interface Runnable { void run(); }

// in java.util package

interface Comparator<T> { boolean compare(T x, T y); }

// java.awt.event package:

interface ActionListener { void actionPerformed(ActionEvent e); }

// java.io package

interface FileFilter { boolean accept(File pathName); }

Java 8 has introduced the concept of “functional interfaces” that formalizes this idea. A functional interface specifies only one abstract method. Since functional interfaces specify only one abstract method, they are sometimes known as Single Abstract Method (SAM) type or interface.

Note: Functional interfaces can take generic parameters, as in the Comparator<T> and Callable<T>

interfaces in the above examples. We cover generics in the next chapter (Chapter [4](http://dx.doi.org/10.1007/978-1-4842-1836-5_4)).

a declaration of a functional interface results in a “functional interface type” that can be used with lambda expressions. Further, functional interfaces are extensively used in java.util.function and java.util.stream packages that were introduced in Java 8. given the importance of this topic, you can expect many questions related to functional interfaces in your OCpJp 8 exam.

For an interface to be treated as a functional interface, it should have only one abstract method.

However, it may have any number of default or static methods defined in it. Let us see a couple of examples from the Java library to understand this.

Here is the definition of java.util.function.IntConsumer interface (without annotations and javadoc

comments):

public interface IntConsumer { void accept(int value);

default IntConsumer andThen(IntConsumer after) { Objects.requireNonNull(after);

return (int t) -> { accept(t); after.accept(t); };

}

}
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Though this interface has two members, andThen method is a default method and only accept method is an abstract method. Hence, IntConsumer interface is a functional interface.

To give another example, java.util.function.Predicate is a functional interface because it has only

one abstract method:

boolean test(T t)

But it is important to note that Predicate also has the following default method definitions:

default Predicate<T> and(Predicate<? super T> other) default Predicate<T> negate()

default Predicate<T> or(Predicate<? super T> other)

Further, it also has the definition of a static method isEqual: static <T> Predicate<T> isEqual(Object targetRef)

Given all these method definitions, Predicate is still a functional interface because it has only one abstract method test.

##### @FunctionalInterface annotation

The Java compiler infers any interface with a single abstract method to be a functional interface. However, you can tag functional interface with @FunctionalInterface annotation to affirm that. It is a recommended practice to provide @FunctionalInterface to functional interfaces because the compiler can give better

errors/warnings when you have this annotation.

Here is an example of using @FunctionalInterface that has one abstract method, so it will compile cleanly:

@FunctionalInterface

public abstract class AnnotationTest { abstract int foo();

}

How about this one?

@FunctionalInterface

public interface AnnotationTest { default int foo() {};

}

It results in a compiler error “no abstract method found in interface” because it only has a default method provided but does not have any abstract methods. How about this one?

@FunctionalInterface

public interface AnnotationTest { /\* no methods provided \*/ }

This interface does not have any methods. Since it lacks an abstract method, but is annotated with

@FunctionalInterface, it results in a compiler error.
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Here is another variation:

@FunctionalInterface

public interface AnnotationTest { int foo();

int bar();

}

This code also results in a compiler error “multiple non-overriding abstract methods found” because it has more than one abstract method when a functional interface requires providing exactly one abstract method.

**Methods froM objeCt Class in funCtional interfaCes**

according to Java language specification (version 8.0), “interfaces do not inherit from Object, but rather implicitly declare many of the same methods as Object.” if you provide an abstract method from Object class in the interface, it still remains a functional interface.

For example, consider the Comparator interface that declares two abstract methods:

@FunctionalInterface

public interface Comparator<T> { int compare(T o1, T o2); boolean equals(Object obj);

// other methods are default methods or static methods and are elided

}

this interface is a functional interface though it declares two abstract methods: compare() and equals() methods. how is it a functional interface when it has two abstract methods? Because equals() method signature matches from Object, and the compare() method is the only remaining abstract method, and hence the Comparator interface is a functional interface.

how about this interface definition?

@FunctionalInterface interface EqualsInterface {

boolean equals(Object obj);

}

the compiler gives the error: “EqualsInterface is not a functional interface: no abstract method found in interface EqualsInterface”. Why? since the method equals is from Object, it is not considered as a functional interface.

81

Chapter 3  advanCed Class design

### Points to Remember

Here are some key points about functional interfaces that will help you in the OCPJP 8 exam:

* Annotate functional interfaces with @FunctionalInterface. Without that, if the functional interface is improper (e.g., it has two abstract methods), the compiler will

not issue any errors.

* You can use the @FunctionalInterface annotation only for interfaces and not for classes, enums, and so on.
* A derived interface can be a functional interface if it has only one abstract method or inherits only one abstract method.
* For a functional interface, declaring methods from Object class in an interface does not count as an abstract method.

# Lambda Functions

###### Certification Objectives

Create and use Lambda expressions

One of the major new language features in Java 8 is lambda function. In fact, it is one of the biggest changes since Java 1 release. Lambdas are widely used in the programming language world including the languages that compile to the Java platform. For instance, Groovy language compiles to the Java platform and has a very good support for lambda functions (also known as closures). Oracle decided to bring lambdas to the mainstream language on the JVM—the Java language itself—with Java 8.

**laMbda funCtion related Changes in java 8**

introduction of lambdas required coordinated changes in the language, library, and the vM implementation:

* the arrow operator (“->”) for defining lambda functions, the double colon operator (“::”) used for method references, and the default keyword
* the streams library and the integration of the collections library with streams
* lambda functions are implemented using the invokedynamic instruction introduced in Java 7

to support introduction of lambdas into the language, the type inference has also been strengthened in Java 8. lambdas enabled library writers to create parallel algorithms in the library to exploit inherent parallelism in the modern hardware (i.e., multi cores).

in Java 8, java.util has been considerably enhanced using lambda functions, which we discuss in the next chapter (Chapter [4](http://dx.doi.org/10.1007/978-1-4842-1836-5_4)). Java 8 has added two new packages java.util.function and java.util. streams. We will discuss types in java.util.function in Chapter [5](http://dx.doi.org/10.1007/978-1-4842-1836-5_5) and java.util.streams (known

as stream api) in Chapter [6](http://dx.doi.org/10.1007/978-1-4842-1836-5_6).
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Lambdas can significantly change the way you design and write code. Why? *Lambdas support functional* programming *paradigm*—that means learning and using lambdas would mean a paradigm shift to you. But you don’t need to worry about making a major shift—Java seamlessly integrates functional capabilities with the existing object oriented features and you can gradually shift to using more and more functional features in your programs.

In functional programming paradigm, lambda functions can be stored in variables, passed as arguments to other functions, or returned from other functions just like primitive types and reference variables. Since “lambda functions” are pieces of code that can be passed around, you can consider that the functional paradigm supports “code-as-data.” The ability to pass around “executable code segments” enhances the expressive power of Java.

Lambda Functions: Syntax

A lambda function consistss of optional parameters, the arrow token, and the body:

LambdaParameters -> LambdaBody

* + LambdaParameters are parameters to the lambda function are passed within opening parenthesis “(“ and closing parenthesis ”)”. When more than one parameter is

passed, they are separated by commas.

* + The arrow operator. To support lambdas, Java has introduced a new operator “->”, also known as lambda operator or arrow operator. This arrow operator is required because we need to syntactically separate the parameter from the body.
  + LambdaBody can be an expression or a block. The body could consist of single statement (in that case no explicit curly braces defining a block are required); such

a lambda body is known as "expression lambda." If there are many statements in a lambda body, they need to be in a block of code; such a lambda body is known as “block lambda.”

Compiler performs type inference for lambda expressions:

* + The compiler infers the type of the parameters if you do not specify the type parameters in a lambda function definition. When you specify the type of parameters, you need to specify all or none; or else you will get a compiler error.
  + You can omit the parenthesis if there is only one parameter. But in this case, you cannot provide the type explicitly. You should leave it to the compiler to infer the type of that single parameter.
  + The return type of the lambda function is inferred from the body. If any of the code in the lambda returns a value, then all the paths should return a value; or else you will get a compiler error.

Some examples of valid lambda expressions (assuming that relevant functional interfaces are available):

* + (int x) -> x + x
  + x -> x % x
  + () -> 7
  + (int arg1, int arg2) -> (arg1 + arg2) / (arg1 – arg2)
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Examples of invalid lambda expressions:

* -> 7

// if no parameters, then empty parenthesis () must be provided

* (arg1, int arg2) -> arg1 / arg2

// if argument types are provided, then it should be should be provided

// for all the arguments, or none of them

### Lambda Function—An Example

Let us get started with a simple “hello world” example for lambda functions (Listing 3-11).

***Listing 3-11.*** FirstLambda.java

interface LambdaFunction { void call();

}

class FirstLambda {

public static void main(String []args) {

LambdaFunction lambdaFunction = () -> System.out.println("Hello world"); lambdaFunction.call();

}

}

When executed, this program prints

Hello world

In this program, the interface LambdaFunction declares an abstract method named call(); hence it is a functional interface. Inside the main method in FirstLambda class, a lambda function is assigned to a variable of the functional interface type LambdaFunction.

LambdaFunction lambdaFunction = () -> System.out.println("Hello world");

Here, the expression () -> System.out.println("Hello world") is a lambda expression:

* The syntax () indicates no parameters.
* The arrow operator "->" separates method parameters from the lambda body.
* The statement System.out.println("Hello world") is the body of the lambda expression.
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How does the lambda expression relate to the functional interface LambdaFunction? It is through the single abstract method inside the LambdaFunction interface: void call(). The signature of this abstract

method and the lambda expression must match:

* + The lambda expression has () indicating it has no parameters—it matches with the

call method that takes no parameters.

* + The statement System.out.println("Hello world") is the body of the lambda expression. This body serves as an implementation of the lambda function.
  + There is no return statement in this lambda expression body and hence the compiler infers the return type of this expression as void type—that matches with the return type of the call method.

The next statement lambdaFunction.call(); invokes the lambda function. As a result of this function call, “Hello world” is printed on the console.

Why should the function type of the lambda function match that of the abstract method in the given functional interface? It is for type checking. If the types don’t match, you will get a compiler error, as in:

LambdaFunction lambdaFunction = (**int i**) -> System.out.println("Hello world");

Because this lambda expression has an integer argument but the call() method in LambdaFunction does not take any arguments, the compiler gives an error: “incompatible types: incompatible parameter types in lambda expression".

Block Lambdas

A block lambda is enclosed within a code block within “{“ and ”}”, as in:

LambdaFunction lambdaFunction = (**int i**) -> *{* System.out.println("Hello world"); *}*

Block lambdas are useful when you want to provide more than one statement in the lambda body

(in a lambda expression, you can have only one statement). Further, in a block lambda, you can provide an explicit return statement (see Listing 3-12).

***Listing 3-12.*** BlockLambda.java

class BlockLambda {

interface LambdaFunction { String intKind(int a);

}

public static void main(String []args) { LambdaFunction lambdaFunction =

(int i) -> {

if((i % 2) == 0) return "even"; else return "odd";

};

System.out.println(lambdaFunction.intKind(10));

}

}
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It prints:

even

In this code, we have defined a block lambda. We are returning a String from this lambda block and we are using explicit return statements. When defining block lambdas, we should ensure that return statements

are provided for all the paths, as in this case (otherwise, you will get a compiler error). The return statements should match with the return type for the abstract method defined in the corresponding functional interface

(in this case, it is String return type for intKind function in the LambdaFunction interface).

##### Anonymous Inner Classes vs. Lambda Expressions

Prior to Java 8, as Java programmers we are used to writing anonymous inner classes. Listing 3-13 is equivalent to the earlier program (Listing 3-11) except that it uses anonymous inner classes instead of lambda functions.

***Listing 3-13.*** AnonymousInnerClass.java

interface Function { void call();

}

class AnonymousInnerClass {

public static void main(String []args) { Function function = new Function() {

public void call() { System.out.println("Hello world");

}

};

function.call();

}

}

The functionality is the same in Listing 3-11 and Listing 3-12, but using anonymous inner classes results in verbose code whereas lambda expressions are concise.

One way to think about lambdas is “anonymous function” or “unnamed function”: they are functions without a name and are not associated with any class. specifically, they are nOt static or instance members of the class in which they are defined. if you use this keyword inside a lambda function, it refers to the object in the scope in which the lambda is defined.

Effectively Final Variables

Lambda functions can refer to local variables from the enclosing scope. The variable needs to be explicitly declared final or that variable will be treated as *effectively final*. Effectively final means that the compiler treats the variable as a final variable and will issue an error if we try to modify it within the lambda function or in the rest of the function. This behavior of lambdas is similar to accessing variables in outer scope from local and anonymous classes. The variables they access are also considered effectively final (as we discussed earlier).
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Here is an example. Have you heard of “Pig Latin”? It is a game that children play by changing the words or adding suffixes to create words to create strange sounding words. In this example, let us simply add the suffix “ay” to a word (Listing 3-14).

***Listing 3-14.*** PigLatin.java

interface SuffixFunction { void call();

}

class PigLatin {

public static void main(String []args) { String word = "hello";

SuffixFunction suffixFunc = () -> System.out.println(word + "ay"); suffixFunc.call();

}

}

This program prints:

helloay

Inside the lambda expression, we are using the local variable word. Because it is used in a lambda expression, this variable is considered to be final (though it is not explicitly declared final). Try this code that has an additional statement that assigns to suffix (even before calling the lambda function):

String word = "hello";

SuffixFunction suffixFunc = () -> System.out.println(word + "ay"); word = "e";

suffixFunc.call();

The compiler issues an error for this code segment:

PigLatin.java:11: error: local variables referenced from a lambda expression must be final or effectively final

SuffixFunction suffixFunc = () -> System.out.println(word + "ay");

^

1. error

This is because suffix is assigned to “e” after it is initialized and hence the compiler cannot treat it as a final variable.

Why is that local variables are considered effectively final when they are accessed in lambda expressions? The reason is that such mutation is not thread safe.

Note that this restriction does not apply to data members and class members. Hence you may be at risk when multiple threads concurrently modify variables within a lambda expression. Further, effectively final applies only to the references and not to the values pointed by the references. Hence, you can mutate the values inside a local array from a lambda function—it is unsafe but possible.
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### Points to Remember

Here are some key points about lambda functions that will help you in the OCPJP 8 exam:

* + Lambda expressions can occur only in the contexts where assignment, function calls, or casts can occur.
  + A lambda function is treated as a nested block. Hence, just like a nested block, we cannot declare a variable with the same name as a local variable in the enclosing block.
  + Lambda functions must return values from all the branches—otherwise it will result in a compiler error.
  + When argument types are declared, the lambda is known as “explicitly typed”; if they are inferred, it is “implicitly typed.”
  + What happens if a lambda expression throws an exception? If it is a checked exception, then the method in the functional interface should declare that; otherwise it will result in a compiler error.

# Summary

Let us briefly review the key points for each certification objective in this chapter. Please read it before appearing for the exam.

Develop code that uses abstract classes and methods

* + An abstraction specifying functionality supported without disclosing finer level details.
  + You cannot create instances of an abstract class.
  + Abstract classes enable runtime polymorphism, and runtime polymorphism in turn enables loose coupling.

Develop code that uses a final keyword

* + A final class is a non-inheritable class (i.e., you cannot inherit from a final class).
  + A final method is a non-overridable method (i.e., subclasses cannot override a final method).
  + All methods of a final class are implicitly final (i.e., non-overridable).
  + A final variable can be assigned only once.

Create inner classes including static inner class, local class, nested class, and anonymous inner class

* + Java supports four types of nested classes: static nested classes, inner classes, local inner classes, and anonymous inner classes.
  + Static nested classes may have static members, whereas the other flavors of nested classes can’t.
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* + - Static nested classes and inner classes can access members of an outer class (even private members). However, static nested classes can access only static members of outer classes.
    - Local classes (both local inner classes and anonymous inner classes) can access all variables declared in the outer scope (whether a method, constructor, or a statement block).

Use enumerated types including methods, and constructors in an enum type

* + - Enums are a typesafe way to achieve restricted input from users.
    - You cannot use new with enums, even inside the enum definition.
    - Enum classes are by default final classes.
    - All enum classes are implicitly derived from java.lang.Enum.

Develop code that declares, implements, and/or extends interfaces and use the atOverride annotation

* + - An interface can have three kinds of methods: abstract methods, default methods, and static methods.
    - The “diamond problem” occurs when a derived type inherits two method definitions in the base types that have the same signature.
      * If two super interfaces have the same method name and one of them has a definition, the compiler will issue an error; this conflict has to be resolved manually.
      * If a base class and a base interface define methods with the same signature, the method definition in the class is used and the interface definition is ignored.
    - A functional interface consists of exactly one abstract method but can contain any number of default or static methods.
    - A declaration of a functional interface results in a “functional interface type” that can be used with lambda expressions.
    - For a functional interface, declaring methods from Object class in an interface does not count as an abstract method.

Create and use Lambda expressions

* + - In a lambda expression, the left side of the -> provides the parameters; the right side, the body. The arrow operator (“->”) helps in concise expressions of lambda functions.
    - You can create a reference to a functional interface and assign a lambda expression to it. If you invoke the abstract method from that interface, it will call the assigned lambda expression.
    - Compiler can perform type inferences of lambda parameters if omitted. When declared, parameters can have modifiers such as final.
    - Variables accessed by a lambda function are considered to be *effectively final*.
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**Question tiMe**

1. Which One of the following statements is trUe?
   1. You cannot extend a concrete class and declare that derived class abstract
2. You cannot extend an abstract class from another abstract class
3. an abstract class must declare at least one abstract method in it

d. You can create an instance of a concrete subclass of an abstract class but cannot create an instance of an abstract class itself

1. Choose the correct answer based on the following class definition:

public abstract final class Shape { }

* 1. Compiler error: a class must not be empty

1. Compiler error: illegal combination of modifiers abstract and final
2. Compiler error: an abstract class must declare at least one abstract method

d. no compiler error: this class definition is fine and will compile successfully

1. Choose the best option based on this program:

class Shape {

public Shape() {

System.out.println("Shape constructor");

}

public class Color { public Color() {

System.out.println("Color constructor");

}

}

}

class TestColor {

public static void main(String []args) { Shape.Color black = new Shape().Color(); // #1

}

}

* 1. Compiler error: the method Color() is undefined for the type shape

1. Compiler error: invalid inner class
2. Works fine: shape constructor, Color constructor

d. Works fine: Color constructor, shape constructor
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1. Choose the best option based on this program:

class Shape {

private boolean isDisplayed; protected int canvasID; public Shape() {

isDisplayed = false; canvasID = 0;

}

public class Color {

public void display() { System.out.println("isDisplayed: "+isDisplayed); System.out.println("canvasID: "+canvasID);

}

}

}

class TestColor {

public static void main(String []args) { Shape.Color black = new Shape().new Color(); black.display();

}

}

* 1. Compiler error: an inner class can only access public members of the outer class
  2. Compiler error: an inner class cannot access private members of the outer class
  3. runs and prints this output:

1. isdisplayed: false
2. canvasid: 0

F. Compiles fine but crashes with a runtime exception

1. determine the behavior of this program:

public class EnumTest { PrinterType printerType;

enum PrinterType {INKJET, DOTMATRIX, LASER}; public EnumTest(PrinterType pType) {

printerType = pType;

}

public static void main(String[] args) { PrinterType pType = new PrinterType();

EnumTest enumTest = new EnumTest(PrinterType.LASER);

}

}
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* 1. prints the output printertype:laser

1. Compiler error: enums must be declared static
2. Compiler error: cannot instantiate the type enumtest.printertype

d. this program will compile fine, and when run, will crash and throw a runtime exception

1. is the enum definition given below correct?

public enum PrinterType {

private int pagePrintCapacity; // #1 DOTMATRIX(5), INKJET(10), LASER(50); // #2

private PrinterType(int pagePrintCapacity) { this.pagePrintCapacity = pagePrintCapacity;

}

public int getPrintPageCapacity() { return pagePrintCapacity;

}

}

* 1. Yes, this enum definition is correct and will compile cleanly without any warnings or errors

1. no, this enum definition is incorrect and will result in compile error(s)
2. no, this enum definition will result in runtime exception(s)

Yes, this enum definition is correct but will compile with warnings.

1. determine the behavior of this program:

interface DoNothing {

default void doNothing() { System.out.println("doNothing"); }

}

@FunctionalInterface

interface DontDoAnything extends DoNothing { @Override

abstract void doNothing();

}

class LambdaTest {

public static void main(String []args) {

DontDoAnything beIdle = () -> System.out.println("be idle"); beIdle.doNothing();

}

}
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* 1. this program results in a compiler error for dontdoanything interface: cannot override default method to be an abstract method
  2. this program results in a compiler error: dontdoanything is not a functional interface
  3. this program prints: donothing

d. this program prints: be idle

1. determine the behavior of this program:

public class EnumTest { public EnumTest() {

System.out.println("In EnumTest constructor ");

}

public void printType() {

enum PrinterType { DOTMATRIX, INKJET, LASER }

}

}

* 1. this code will compile cleanly without any compiler warnings or errors, and when used, will run without any problems

1. this code will compile cleanly without any compiler warnings or errors, and when used, will generate a runtime exception
2. this code will produce a compiler error: enum types must not be local

d. this code will give compile-time warnings but not any compiler errors

1. determine the behavior of this program:

interface BaseInterface {

default void foo() { System.out.println("BaseInterface's foo"); }

}

interface DerivedInterface extends BaseInterface {

default void foo() { System.out.println("DerivedInterface's foo"); }

}

interface AnotherInterface {

public static void foo() { System.out.println("AnotherInterface's foo"); }

}

public class MultipleInheritance implements DerivedInterface, AnotherInterface { public static void main(String []args) {

new MultipleInheritance().foo();

}

}
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* 1. this program will result in a compiler error: redundant method definition for function foo

1. this program will result in a compiler error in Multipleinheritance class: ambiguous call to function foo
2. the program prints: derivedinterface’s foo

d. the program prints: anotherinterface's foo

1. determine the behavior of this program:

class LambdaFunctionTest { @FunctionalInterface interface LambdaFunction {

int apply(int j);

boolean equals(java.lang.Object arg0);

}

public static void main(String []args) {

LambdaFunction lambdaFunction = i -> i \* i; // #1 System.out.println(lambdaFunction.apply(10));

}

}

* 1. this program results in a compiler error: interfaces cannot be defined inside classes

1. this program results in a compiler error: @Functionalinterface used for lambdaFunction that defines two abstract methods
2. this program results in a compiler error in code marked with #1: syntax error

d. this program compiles without errors, and when run, it prints 100 in console

**Answers**:

1. d. You can create an instance of a concrete subclass of an abstract class but cannot create an instance of an abstract class itself
2. B. Compiler error: illegal combination of modifiers abstract and final

You cannot declare an abstract class final since an abstract class must to be extended. Class can be empty in Java, including abstract classes. an abstract class can declare zero or more abstract methods.

1. a. Compiler error: the method Color() is undefined for the type shape

You need to create an instance of outer class shape in order to create an inner class instance, as in new Shape().new Color();.

1. C. runs and prints this output: isdisplayed: false

canvasid: 0
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an inner class can access all members of an outer class, including the private members of the outer class.

1. C. Compiler error: cannot instantiate the type enumtest.printertype You cannot instantiate an enum type using new.
2. B. no, this enum definition is incorrect and will result in compile error(s)

You need to define enum elements first before any other attribute in an enum class. in other words, this enum definition will compile cleanly if you interchange the statements marked with “#1” and “#2” within comments in this code.

1. d. this program prints: be idle

a default method can be overridden in a derived interface and can be made abstract. donothing is a functional interface because it has an abstract method. the call beidle. donothing() calls the system.out.println given inside the lambda expression and hence it prints “be idle” on the console.

1. C. it will produce a compiler error: enum types must not be local

an enum can only be defined inside of a top-level class or interface and not within a method.

1. C. the program prints: derivedinterface’s foo

a default method can be overridden. since derivedinterface extends Baseinterface, the default method definition for foo is overridden in the derivedinterface. static methods do not cause conflicting definition of foo since they are not overridden, and they are accessed using the interface name, as in anotherinterface.foo. hence, the program compiles without errors. in the main method within Multipleinheritance class, the overridden foo method is invoked and hence the call resolves to foo method defined in derivedinterface.

1. d. this program compiles without errors, and when run, it prints 100 in console

an interface can be defined inside a class. the signature of the equals method matches that of the equal method in Object class; hence it is not counted as an abstract

method in the functional interface. it is acceptable to omit the parameter type when there is only one parameter and the parameter and return type are inferred from the lambdaFunction abstract method declaration int apply(int j). since the lambda function is passed with the value 10, the returned value is 10 \* 10, and hence 100 is printed in console.
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**Generics and Collections**

**Certification Objectives**

Create and use a generic class

**Create and use ArrayList, TreeSet, TreeMap, and ArrayDeque objects Use java.util.Comparator and java.lang.Comparable interfaces Collections Streams and Filters**

**Iterate using forEach methods of Streams and List Describe Stream interface and Stream pipeline Filter a collection by using lambda expressions Use method references with Streams**

Every non-trivial Java application makes use of data structures and algorithms. The Java collection’s framework provides a large set of readily usable general-purpose data structures and algorithms. These data structures and algorithms can be used with any suitable data type in a type-safe manner; this is achieved through the use of a language feature known as generics.

Collections in Java implement data structures and algorithms are implemented using generics and lambda functions. Hence, these topics are combined together as a single topic in the 1Z0-809 exam syllabus. In this chapter, we start with discussing generics. Since our experience shows that it is often tricky to

correctly answer questions on generics, we cover generics in detail. Following that we discuss important collections and also discuss java.lang.Comparator and java.lang.Comparable interfaces. Finally we cover in detail how lambda functions and streams can be used within the Java collections framework. You can

expect numerous questions in your OCPJP 8 exam on generics, collections, and streams, so this chapter provides detailed coverage of the exam topics.

# Creating and Using Generic Classes

###### Certification Objective

Create and use a generic class

*Generics* are a language feature introduced to Java in version 1.5. Before generics were introduced in Java, the Object base class was used as an alternative to generics. With generics, you write code for one type (say T) that is applicable for all types, instead of writing separate classes for each type. Let us start with a

simple example.
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Assume that you want to print the object’s value within square brackets. For example, to print an Integer object with value 10, instead of printing “10” to the console, you want to print the value inside a “box” like this: “[10]”. Listing 4-1 contains a generic version of the BoxPrinter class.

***Listing 4-1.*** BoxPrinterTest.java

// This program shows container implementation using generics class BoxPrinter<T> {

private T val;

public BoxPrinter(T arg) { val = arg;

}

public String toString() { return "[" + val + "]";

}

}

class BoxPrinterTest {

public static void main(String []args) {

BoxPrinter<Integer> value1 = new BoxPrinter<Integer>(new Integer(10)); System.out.println(value1);

BoxPrinter<String> value2 = new BoxPrinter<String>("Hello world"); System.out.println(value2);

}

}

It prints the following:

[10]

[Hello world]

There are many things you need to note here.

1. See the declaration of BoxPrinter: class BoxPrinter<T>

You gave the BoxPrinter class a *type placeholder* <T>—the type name T within angle brackets “<” and “>” following the class name. You can use this type name inside the class to indicate that it is a placeholder

for the actual type to be provided later.

1. Inside the class you first use T in field declaration:

private T val;

You are declaring val of the *generic type*—the actual type will be specified later when you use

BoxPrinter. In main(), you declare a variable of type BoxPrinter for an Integer like this:

BoxPrinter<Integer> value1

Here, you are specifying that T is of type Integer—identifier T (a placeholder) is replaced with the type Integer. So, the val inside BoxPrinter becomes Integer because T gets replaced with Integer.
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1. Now, here is another place where you use T:

public BoxPrinter(T arg) { val = arg;

}

Similar to the declaration of val with type T, you are saying that the argument for BoxPrinter constructor is of type T. Later in the main() method, when the constructor is called in new, you specify that T is of type Integer:

new BoxPrinter<Integer>(new Integer(10));

Now, inside the BoxPrinter constructor, arg and val *should be of the same type* since both are of type T. For example, if you change the constructor as follows:

new BoxPrinter<String>(new Integer(10));

The BoxPrinter is of type String, and the argument passed is of type Integer, so you’ll get a compiler error for type mismatch in using the generics (which is good because you’ll find the problem earlier).

Let us consider another example. Here is a Pair generic class that can hold objects of two different types, T1 and T2 (Listing 4-2).

***Listing 4-2.*** PairTest.java

// It demonstrates the usage of generics in defining classes class Pair<T1, T2> {

T1 object1;

T2 object2;

Pair(T1 one, T2 two) { object1 = one; object2 = two;

}

public T1 getFirst() { return object1;

}

public T2 getSecond() { return object2;

}

}

class PairTest {

public static void main(String []args) {

Pair<Integer, String> worldCup = new Pair<Integer, String>(2018, "Russia"); System.out.println("World cup " + worldCup.getFirst() +

" in " + worldCup.getSecond());

}

}

This program prints the following:

World cup 2018 in Russia
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Here T1 and T2 are type holders. You give these type placeholders inside angle brackets: <T1, T2>.

When using the Pair class, you must specify which specific types you are going to use in place of T1 and T2. For example, you use Integer and String for Pair, as in Pair<Integer, String> in the main() method. Now, think of the Pair class as if it has this body:

// how Pair<Integer, String> can be treated internally class Pair {

Integer object1;

String object2;

Pair(Integer one, String two) { object1 = one;

object2 = two;

}

public Integer getFirst() { return object1;

}

public String getSecond() { return object2;

}

}

In other words, try manually doing a find-and-replace for the type placeholders and replace them with actual types in the code. This will help you understand how generics actually work. With this, you can

understand how the getFirst() and getSecond() methods return Integer and String values in the main()

method.

In the statement

Pair<Integer, String> worldCup = new Pair<Integer, String>(2018, "Russia");

note that the types match exactly. If you try

Pair<Integer, String> worldCup = new Pair<String, String>(2018, "Russia");

you’ll get the following compiler error:

TestPair.java:20: cannot find symbol

symbol : constructor Pair(int,java.lang.String) location: class Pair<java.lang.String,java.lang.String>

Now, how about trying this statement?

Pair<Integer, String> worldCup = new Pair<Number, String>(2018, "Russia");

You’ll get another compiler error because of the type mismatch in the declared type of worldCup and the type given in the initialization expression:

TestPair.java:20: incompatible types

found : Pair<java.lang.Number,java.lang.String> required: Pair<java.lang.Integer,java.lang.String>
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Now modify the generic Pair class. Pair<T1, T2> stores objects of type T1 and T2. How about a generic pair class that takes a type T and stores two objects of that type T? Obviously, one way to do that is to instantiate Pair<T1, T2> with same type, say Pair<String, String>, but it is not a good solution. Why? There is no way to ensure that you are instantiating the Pair with the same types! Listing 4-3 is a modified version of Pair—let’s call it PairOfT—that takes one’s type placeholder T.

***Listing 4-3.*** PairOfT.java

// This program shows how to use generics in your programs class PairOfT<T> {

T object1;

T object2;

PairOfT(T one, T two) { object1 = one; object2 = two;

}

public T getFirst() { return object1;

}

public T getSecond() { return object2;

}

}

Now, will this statement work?

PairOfT<Integer, String> worldCup = new PairOfT<Integer, String>(2018, "Russia");

No, because PairOfT takes one type parameter and you have given two type parameters here. So, you’ll get a compiler error. So, how about this statement?

PairOfT<String> worldCup = new PairOfT<String>(2018, "Russia");

No, you still get a compiler error:

TestPair.java:20: cannot find symbol

symbol : constructor PairOfT(int,java.lang.String) location: class PairOfT<java.lang.String>

PairOfT<String> worldCup = new PairOfT<String>(2018, "Russia");

The reason is that 2018—when boxed—is an Integer and you should give a String as argument. How about this statement?

PairOfT<String> worldCup = new PairOfT<String>("2018", "Russia");

Yes, it compiles and will work fine.
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Diamond Syntax

In the previous section, we discussed how to create generic type instances, as in the following statement:

Pair<Integer, String> worldCup = new Pair<Integer, String>(2018, "Russia");

We also discussed how a compiler error would result if these types don’t match, as in the following statement, which would not compile:

Pair<Integer, String> worldCup = new Pair<String, String>(2018, "Russia");

See how tedious it is to ensure that you provide same-type parameters in both the declaration type (Pair<Integer, String> in this case) and the new object creation expression (new Pair<String, String>() in this case)?

To simplify your life, Java 1.7 introduced the *diamond* syntax, in which the type parameters may be

omitted: you can just leave it to the compiler to infer the types from the type declaration. So, the declaration can be simplified as

Pair<Integer, String> worldCup = new Pair<>(2018, "Russia");

To make it clear, Listing 4-4 contains the full program making use of this diamond syntax.

***Listing 4-4.*** TestPair.java

// This program shows the usage of the diamond syntax when using generics class Pair<T1, T2> {

T1 object1;

T2 object2;

Pair(T1 one, T2 two) { object1 = one; object2 = two;

}

public T1 getFirst() { return object1;

}

public T2 getSecond() { return object2;

}

}

class TestPair {

public static void main(String []args) {

Pair<Integer, String> worldCup = new Pair<>(2018, "Russia"); System.out.println("World cup " + worldCup.getFirst() +

" in " + worldCup.getSecond());

}

}
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This program will compile cleanly and print the following statement:

World cup 2018 in Russia

Note that it is a common mistake to forget the diamond operator < > in the initialization expression, as in

Pair<Integer, String> worldCup = new Pair(2018, "Russia");

Here are the warnings you will get from the compiler (when you pass the command line option

-Xlint:unchecked to javac):

Pair.java:19: warning: [unchecked] unchecked call to Pair(T1,T2) as a member of the raw type Pair

Pair<Integer, String> worldCup = new Pair(2018, "Russia");

^

where T1,T2 are type-variables:

T1 extends Object declared in class Pair T2 extends Object declared in class Pair

Pair.java:19: warning: [unchecked] unchecked conversion Pair<Integer, String> worldCup = new Pair(2018, "Russia");

^

required: Pair<Integer,String> found: Pair

1. warnings

Since Pair is a generic type and you forgot to use the <> or provide the type parameters explicitly, the compiler treats it as a raw type with Pair taking two Object type parameters. Though this behavior did not

cause any problem in this particular code segment, it is dangerous and can cause bugs, as the next section

shows.

### Interoperability of Raw Types and Generic Types

A generic type can be used without specifying its associated type. In that case, the type is referred to as

*raw type*. For instance, List<T> should be used along with an associated type, i.e., List<String>; however, it can be used without specifying the accompanied type, i.e., just List. In the latter case, the List is referred

to as raw type.

When you use a raw type, you lose the advantage of type safety afforded by generics. For instance, the type Vector is a raw type. Raw types bypass the type checking at compile time; however, they might throw runtime exceptions (for instance, ClassCastException). Therefore, it is not recommended to use raw types

in new code.

Okay, now you understand that you should not use raw types. But, you may ask, why doesn’t the compiler itself throw errors for such type declarations? The answer is *backward compatibility*. Java generics were introduced in Java 1.5. Java supports raw types in order to make the generics-based code compatible with legacy code. However, it is strongly recommended that you should not use raw types in your code.

Why? What will happen if you use raw types along with generics? Let’s use both types in Listing 4-5 and examine the effect.
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***Listing 4-5.*** RawTest1.java

import java.util.List; import java.util.LinkedList; import java.util.Iterator;

class RawTest1 {

public static void main(String []args) { List list = new LinkedList(); list.add("First");

list.add("Second");

List<String> strList = list; //#1

for(Iterator<String> itemItr = strList.iterator(); itemItr.hasNext();) System.out.println("Item: " + itemItr.next());

List<String> strList2 = new LinkedList<>(); strList2.add("First"); strList2.add("Second");

List list2 = strList2; //#2

for(Iterator<String> itemItr = list2.iterator(); itemItr.hasNext();) System.out.println("Item: " + itemItr.next());

}

}

What you expect from the above program? Do you think it will compile/execute properly? Well, yes—it will compile (with warnings) and execute without any problem. It prints the following:

Item: First Item: Second Item: First Item: Second

Listing 4-6 introduces a couple of changes; observe the output.

***Listing 4-6.*** RawTest2.java

import java.util.List; import java.util.LinkedList; import java.util.Iterator;

class RawTest2 {

public static void main(String []args) { List list = new LinkedList(); list.add("First");

list.add("Second"); List<String> strList = list;

strList.add(10); // #1: generates compiler error for(Iterator<String> itemItr = strList.iterator(); itemItr.hasNext();)

System.out.println("Item : " + itemItr.next());
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List<String> strList2 = new LinkedList<>(); strList2.add("First"); strList2.add("Second");

List list2 = strList2;

list2.add(10); // #2: compiles fine, results in runtime exception for(Iterator<String> itemItr = list2.iterator(); itemItr.hasNext();)

System.out.println("Item : " + itemItr.next());

}

}

In the above example, you added two statements. The first statement is as follows:

strList.add(10); // #1: generates compiler error

You are trying to add an integer item in a List<String> type list, so you get a compile-time error

"no suitable method found for add(int)". As discussed earlier, this type of checking at the compiler

level is good, as without it, a runtime exception might have resulted later on. Here is the second statement

you added:

list2.add(10); // #2: compiles fine, results in runtime exception

Here, the list2 linked-list (raw type) is initialized with a generic type List<String>. After the initialization, you added an integer in the list raw type. This is allowed since list2 is a raw type. However, it will result in a ClassCastException.

The lesson we learned from this example is to avoid mixing raw types and generic types in our

programs, since it might result in erroneous behavior at runtime. If you need to use both in a program, make sure you add a single type of item in the containers and retrieve using the same type.

avoid mixing raw types with generic types.

Generic Methods

Similar to generic classes, you can create generic methods—that is, methods that take generic parameter types. Generic methods are useful for writing methods that are applicable to a wide range of types

while the functionality remains the same. For example, there are numerous generic methods in the

java.util.Collections class.

Let’s implement a simple method named fill(). Given a container, the fill() method fills all the container elements with value val. Listing 4-7 contains the implementation of the fill() method in the Utilities class.

***Listing 4-7.*** UtilitiesTest.java

// This program demonstrates generic methods import java.util.List;

import java.util.ArrayList;
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class Utilities {

public static <T> void fill(List<T> list, T val) { for(int i = 0; i < list.size(); i++)

list.set(i, val);

}

}

class UtilitiesTest {

public static void main(String []args) { List<Integer> intList = new ArrayList<Integer>(); intList.add(10);

intList.add(20);

System.out.println("The original list is: " + intList); Utilities.fill(intList, 100);

System.out.println("The list after calling Utilities.fill() is: " + intList);

}

}

It prints the following

The original list is: [10, 20]

The list after calling Utilities.fill() is: [100, 100]

Let’s look step-by-step at this code:

1. You create a method named fill() in the Utilities class with this declaration:

public static <T> void fill(List<T> list, T val)

You declare the generic type parameter T in this method. After the qualifiers public and static, you put

<T> and then followed it by return type, method name, and its parameters. This declaration is different from

generic classes—you give the generic type parameters after the class name in generic classes.

1. In the body, you write the code as if it’s a normal method.

for(int i = 0; i < list.size(); i++) list.set(i, val);

You loop over the list from 0 until its size and set each of the elements to value val in each iteration.

You use the set() method in List, which takes the index position in the container as the first argument and

the actual value to be set as the second argument.

1. In the main() method in the UtilitiesTest class, this is how you call the fill()

method:

Utilities.fill(intList, 100);

Note that you didn’t give the generic type parameter value explicitly. Since intList is of type Integer and 100 is boxed to type Integer, the compiler inferred that the type T in the fill() method is of type Integer.
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You can assign a derived type object to its base type reference; this is what you mean by *subtyping*. However, for generics, the type parameters should match exactly; otherwise you’ll get a compiler error. In other words, *subtyping does not work for generic parameters*. Yes, this is a difficult rule to remember, so let’s discuss in more detail why subtyping doesn’t work for generic type parameters.

subtyping works for class types: you can assign a derived type object to its base type reference. however, subtyping does not work for generic type parameters: you cannot assign a derived generic type parameter to a base type parameter.

Let’s look at what can go wrong if you assume that you can use subtyping for generic type parameters.

// illegal code – *assume* that the following intialization is allowed List<Number> intList = new ArrayList<Integer>();

intList.add(new Integer(10)); // okay intList.add(new Float(10.0f)); // oops!

The intList of List<Number> type is supposed to hold an ArrayList<Number> object. However, you are storing an ArrayList<Integer>. This looks reasonable since List extends ArrayList and Integer extends Number. However, you can end up inserting a Float value in the intList! Recall that the dynamic type of intList is the ArrayList<Integer> type—so you are violating type safety here (and thus will get the

compiler error of incompatible types). Since generics are designed to avoid type-safety mistakes like this,

you cannot assign a derived generic type parameter to a base type parameter.

As you can see, subtyping for generic parameter types is not allowed because it is unsafe—but still it is an inconvenient limitation. Fortunately, Java supports *wildcard parameter types* in which you can use subtyping. We’ll explore that capability now.

type parameters for generics have a limitation: generic type parameters should match exactly for assignments. to overcome this subtyping problem, you can use wildcard types.

Wildcard Parameters

You saw in the preceding section that subtyping doesn’t work for generic type parameters. So,

List<Number> intList = new ArrayList<Integer>();

gives the compiler error

WildCardUse.java:6: incompatible types

found : java.util.ArrayList<java.lang.Integer> required: java.util.List<java.lang.Number>

List<Number> numList = new ArrayList<Integer>();
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If you slightly change the statement to use wildcard parameter, it will compile

List<?> wildCardList = new ArrayList<Integer>();

What does a *wildcard* mean? Just like the wildcard you use for substituting for any card in a card game (ah, it’s so fun to play card games!), you can use a wildcard to indicate that it can match for any type. With

List<?>, you mean that it is a List of any type—in other words, you can say it is a “list of unknowns!” But wait a minute…when you want a type indicating “any type,” you use the Object class, don’t you?

How about the same statement, but using the Object type parameter?

List<Object> numList = new ArrayList<Integer>();

No luck—you get the same error you got above using List<Number>!

WildCardUse.java:6: incompatible types

found : java.util.ArrayList<java.lang.Integer> required: java.util.List<java.lang.Object>

List<Object> numList = new ArrayList<Integer>();

In other words, you are still trying to use subtyping for generic parameters—and it still doesn’t work. As you can see, List<Object> is not the same as List<?>. In fact, List<?> is a supertype of any List type, which means you can pass List<Integer>, or List<String>, or even List<Object> where List<?> is expected.

Let’s use the wildcard in an example and see whether it’ll work (see Listing 4-8).

***Listing 4-8.*** WildCardUse.java

// This program demonstrates the usage of wild card parameters

import java.util.List; import java.util.ArrayList;

class WildCardUse {

static void printList(List<?> list){ for(Object element: list)

System.out.println("[" + element + "]");

}

public static void main(String []args) { List<Integer> list = new ArrayList<>(); list.add(10);

list.add(100); printList(list);

List<String> strList = new ArrayList<>(); strList.add("10");

strList.add("100"); printList(strList);

}

}
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This program prints the following:

[10]

[100]

[10]

[100]

Well, it works, and the list using wildcard can be passed list of integers as well as list of strings. This happens because of the parameter type of printList() method—List<?>. That’s great!

### Limitations of Wildcards

Let’s consider the following snippet, which tries to add an element and print the list:

List<?> wildCardList = new ArrayList<Integer>(); wildCardList.add(new Integer(10)); System.out.println(wildCardList);

You get the following compiler error:

WildCardUse.java:7: cannot find symbol symbol : method add(java.lang.Integer)

location: interface java.util.List<capture#145 of ? extends java.lang.Number> wildCardList.add(new Integer(10));

Why? You are absolutely sure that the add() method exists in the List interface. Then why doesn’t the compiler find the method?

The problem requires some detailed explanation. When you use wildcard type <?>, you say to the

compiler that you are *ignoring* the type information, so <?> stands for unknown type. Every time you try to

pass arguments to a generic type, the java compiler tries to infer the type of the passed argument as well as the type of the generics and to justify the type safety. Now, you are trying to use the add() method to insert an element in the list. Since wildCardList doesn’t know which type of objects it holds, it is risky to

add elements to it. You might end up adding a string—“hello”, for example—instead of an integer value. To

avoid this problem (remember, generics was introduced in the language to ensure type safety!), the compiler doesn’t allow you to call methods that modify the object. Since the add method modifies the object, you get an error! The error message also looks confusing, as in <capture#145 of ? extends java.lang.Number>.

in general, when you use wildcard parameters, you cannot call methods that modify the object. if you try to modify, the compiler will give you confusing error messages. however, you can call methods that access

the object.
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### Points to Remember

Here are some pointers that might prove valuable in your OCPJP 8 exam:

* + It’s possible to define or declare generic methods in an interface or a class even if the class or the interface itself is not generic.
  + A generic class used without type arguments is known as a *raw type*. Of course, raw types are not type safe. Java supports raw types so that it is possible to use the generic type in code that is older than Java 5 (note that generics were introduced in Java 5).

The compiler generates a warning when you use raw types in your code. You may use @SuppressWarnings({ "unchecked" }) to suppress the warning associated with raw types.

* + List<?> is a supertype of any List type, which means you can pass List<Integer>, or List<String>, or even List<Object> where List<?> is expected.
  + Implementation of generics is static in nature, which means that the Java compiler interprets the generics specified in the source code and replaces the generic code with concrete types. This is referred to as *type erasure*. After compilation, the code looks similar to what a developer would have written with concrete types. Essentially, the use of generics offers two advantages: first, it introduces an abstraction, which enables you to write generic implementation; second, it allows you to write generic implementation with type safety.
  + There are many limitations of generic types due to type erasure. A few important ones are as follows:
    - You cannot instantiate a generic type using a new operator. For example, assuming mem is a field, the following statement will result in a compiler error:

T mem = new T(); // wrong usage - compiler error

* + - You cannot instantiate an array of a generic type. For example, assuming mem is a field, the following statement will result in a compiler error:

T[] amem = new T[100]; // wrong usage - compiler error

* + - You can declare instance fields of type T, but not of static fields of type T. For example,

class X<T> {

T instanceMem; // okay

static T statMem; // wrong usage - compiler error

}

* + It is not possible to have generic exception classes; as a result, the following will not compile:

class GenericException<T> extends Throwable { } // wrong usage - compiler error

* + You cannot instantiate a generic type with primitive types—in other words,

List<int> cannot be instantiated. However, you can use boxed primitive types.
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# Create and Use Collection Classes

###### Certification Objective

Create and use ArrayList, TreeSet, TreeMap, and ArrayDeque objects

The Java library has a collections framework that makes extensive use of generics and provides a set of containers and algorithms. In this section, we will focus on how to use the collections framework. Specifically,

we will discuss important collection classes including ArrayList, TreeSet, TreeMap, and ArrayDeque objects.

the term *collection(s)* is a generic term, while Collection and Collections are the specific apis of the java.util package. Collections—as in java.util.Collections—is a utility class that contains only static methods. the general term *collection(s)* refers to a container such as map, set, stack, and queue. We’ll use the

term *container(s)* when referring to these *collection(s)* in this chapter to avoid confusion.

Abstract Classes and Interfaces

The type hierarchy in the java.util library consists of numerous abstract classes and interfaces that provide generic functionality. Table 4-1 lists a few important types in this hierarchy. We’ll cover some of these types

in more detail a bit later in this section.

***Table 4-1.*** *Important Abstract Classes and Interfaces in the Collections Framework*

###### Abstract Class/ Interface

**Short Description**

Iterable A class implementing this interface can be used for iterating with a foreach statement.

Collection Common base interface for classes in the collection hierarchy. When you want to write methods that are very general, you can pass the Collection interface. For example, max() method in java.util.Collections takes a Collection and returns an object.

List Base interface for containers that store a sequence of elements. You can access the elements using an index, and retrieve the same element later (so that it maintains the insertion order). You can store duplicate elements in a List.

Set, SortedSet, NavigableSet

Interfaces for containers that don’t allow duplicate elements. SortedSet maintains the set elements in a sorted order. NavigableSet allows searching the set for the closest matches.

Queue, Deque Queue is a base interface for containers that holds a sequence of elements for processing. For example, the classes implementing Queue can be LIFO (last in, first out—as in stack data structure) or FIFO (first in, first out—as in queue data structure). In a Deque you can

insert or remove elements from *both* the ends.

Map, SortedMap, NavigableMap

Iterator, ListIterator

Interfaces for containers that map keys to values. In SortedMap, the keys are in a sorted order. A NavigableMap allows you to search and return the closest match for given search criteria. Note that Map hierarchy does *not* extend the Collection interface.

You can traverse over the container in the forward direction if a class implements the Iterator interface. You can traverse in both forward and reverse directions if a class implements the ListIterator interface.
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Those are quite a few base types, but don’t get overwhelmed by them. You’ll see specific concrete classes and use some of these base types. We’ll only cover the Collection interface and then move on to cover specific concrete classes that are part of this collection hierarchy and mentioned in exam topics.

### The Collection Interface

The Collection interface provides methods such as add() and remove() that are common to all containers. Table 4-2 lists the most important methods in this interface. Take a look at them before you use them.

***Table 4-2.*** *Important Methods in the Collection Interface*

###### Method Short description

boolean add(Element elem) Adds elem into the underlying container.

void clear() Removes all elements from the container.

boolean isEmpty() Checks whether the container has any elements or not. Iterator<Element> iterator() Returns an Iterator<Element> object for iterating over the container. boolean remove(Object obj) Removes the element if obj is present in the container.

int size() Returns the number of elements in the container.

Object[] toArray() Returns an array that has all elements in the container.

Methods such as add() and remove() can fail depending on the underlying container. For example, if the container is read-only, you will not be able to add or remove elements. Apart from these methods, there are many methods in the Collection interface that apply to multiple elements in the container (Table 4-3).

***Table 4-3.*** *Methods in the Collection Interface That Apply to Multiple Elements*

###### Method Short Description

boolean addAll(Collection<? extends Element> coll)

Adds all the elements in coll into the underlying container.

boolean containsAll(Collection<?> coll) Checks if all elements given in coll are present in the

underlying container.

boolean removeAll(Collection<?> coll) Removes all elements from the underlying container that

are also present in coll.

boolean retainAll(Collection<?> coll) Retains elements in the underlying container only if they

are also present in coll; it removes all other elements.

### Concrete Classes

Numerous interfaces and abstract classes in the Collection hierarchy provide the common methods that specific concrete classes implement/extend. The concrete classes provide the actual functionality, and you’ll

have to learn only a handful of them to be properly prepared for the OCPJP 8 exam. Table 4-4 summarizes the features of the classes you should know.
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***Table 4-4.*** *Important Concrete Classes in Collection Framework*

**Concrete Class Short Description**

ArrayList Internally implemented as a resizable array. This is one of the most widely used concrete classes. Fast to search, but slow to insert or delete. Allows duplicates.

LinkedList Internally implements a doubly linked list data structure. Fast to insert or delete elements, but slow for searching elements. Additionally, LinkedList can be used when

you need a stack (LIFO) or queue (FIFO) data structure. Allows duplicates.

HashSet Internally implemented as a hash-table data structure. Used for storing a set of elements—it does not allow storing duplicate elements. Fast for searching and

retrieving elements. It does *not* maintain any order for stored elements.

TreeSet Internally implements a red-black tree data structure. Like HashSet, TreeSet does not allow storing duplicates. However, unlike HashSet, it stores the elements in a sorted

order. It uses a tree data structure to decide where to store or search the elements, and

the position is decided by the sorting order.

HashMap Internally implemented as a hash-table data structure. Stores key and value pairs. Uses hashing for finding a place to search or store a pair. Searching or inserting is very fast. It

does *not* store the elements in any order.

TreeMap Internally implemented using a red-black tree data structure. Unlike HashMap, TreeMap

stores the elements in a sorted order. It uses a tree data structure to decide where to

store or search for keys, and the position is decided by the sorting order.

PriorityQueue Internally implemented using heap data structure. A PriorityQueue is for retrieving elements based on priority. Irrespective of the order in which you insert, when you

remove the elements, the highest priority element will be retrieved first.

there are many old java.util classes (now known as legacy collection types) that were superceded by new collection classes. some of them are (with newer types in parentheses): Enumeration (Iterator), Vector (ArrayList), Dictionary (Map), and Hashtable (HashMap). in addition, Stack and Properties are legacy

classes that do not have direct replacements.

ArrayList Class

Lists are used for storing a sequence of elements. You can insert an element of the container in a specific position using an index, and retrieve the same element later (i.e., it maintains the insertion order). You can store duplicate elements in a list. There are two concrete classes that you need to know: ArrayList and

LinkedList.

ArrayList implements a resizable array. When you create a native array (say, new String[10];), the size of the array is known (fixed) at the time of creation. However, ArrayList is a *dynamic array*: it can grow in size as required. Internally, an ArrayList allocates a block of memory and grows it as required. So, accessing array elements is very fast in an ArrayList. However, when you add or remove elements,

internally the rest of the elements are copied; so addition/deletion of elements is a costly operation.
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Here’s a simple example to visit elements in an ArrayList. You take an ArrayList and use the for-each

construct for traversing a collection:

ArrayList<String> languageList = new ArrayList<>(); languageList.add("C");

languageList.add("C++"); languageList.add("Java");

for(String language : languageList) { System.out.println(language);

}

It prints the following:

C C++

Java

This for-each is equivalent to the following code, which explicitly uses an Iterator: for(Iterator<String> languageIter = languageList.iterator(); languageIter.hasNext();) {

String language = languageIter.next();

System.out.println(language);

}

This code segment will also print the same output as the previous for-each loop code. Here is a step-by-step description of how this for loop works:

1. You use the iterator() method to get the iterator for that container. Since languageList is an ArrayList of type <String>, you should create Iterator with String. Name it languageIter.
2. Before entering the loop, you check if there are any elements to visit. You call the hasNext() method for checking that. If it returns true, there are more elements to visit; if it returns false, the iteration is over and you exit the loop.
3. Once you enter the body of the loop, the first thing you have to do is call next() and move the iterator. The next() method returns the iterated value. You capture that return value in the language variable.
4. You print the language value, and then the loop continues.

This *iteration idiom*—the way you call iterator(), hasNext(), and next() methods—is important to learn; we’ll be using either the for-each loop or this idiom extensively in our examples.

Note that you create ArrayList<String> and Iterator<String> instead of just using ArrayList or

Iterator (i.e., you provide type information along with these classes). The Collection classes are generic

classes; therefore you need to specify the type parameters to use them. Here you are storing/iterating a list of strings, so you use <String>.

You can remove elements while traversing a container using iterators. Let’s create an object of ArrayList<Integer> type with ten elements. You’ll iterate over the elements and remove all of them (instead of using the removeAll() method in ArrayList). Listing 4-9 shows the code. Will it work?
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***Listing 4-9.*** TestIterator.java

// This program shows the usage of Iterator

import java.util.ArrayList; import java.util.Iterator;

class TestIterator {

public static void main(String []args) { ArrayList<Integer> nums = new ArrayList<Integer>(); for(int i = 1; i < 10; i++)

nums.add(i); System.out.println("Original list " + nums);

Iterator<Integer> numsIter = nums.iterator(); while(numsIter.hasNext()) {

numsIter.remove();

}

System.out.println("List after removing all elements" + nums);

}

}

It prints the following:

Original list [1, 2, 3, 4, 5, 6, 7, 8, 9]

Exception in thread "main" java.lang.IllegalStateException

at java.util.AbstractList$Itr.remove(AbstractList.java:356) at TestIterator.main(Main.java:12)

Oops! What happened? The problem is that you haven’t called next() before calling remove().

Checking hasNext() in the while loop condition, moving to the element using next(), and calling remove()

is the correct idiom for removing an element. If you don’t follow it correctly, you can get into trouble (i.e., you’ll get IllegalStateException). Similarly, if you call remove() twice without sandwiching a next() between the statements, you’ll get this exception.

Let’s fix this program by calling next() before calling remove(). Here is the relevant part of the code:

Iterator<Integer> numsIter = nums.iterator(); while(numsIter.hasNext()) {

numsIter.next(); numsIter.remove();

}

System.out.println("List after removing all elements " + nums);

It prints the list with no elements, as expected:

List after removing all elements []
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remember that next() needs to be called before calling remove() in an Iterator; otherwise, you’ll get an IllegalStateException. similarly, calling remove() in subsequent statements without calling next() between these statements will also result in this exception. in short, any modifications to the underlying

container while an iterator is traversing through the container will result in this exception.

Using Arrays.asList()

The java.util.Arrays class has a useful method named asList() method that returns a fixed-size list. Here is an interesting aspect about the returned List object: you cannot add or remove elements but you can modify the object returned by the asList() method! Also, the modifications you make through the List are

reflected in the original array (see Listing 4-10).

***Listing 4-10.*** ArrayAsList.java

import java.util.List; import java.util.Arrays;

class ArrayAsList {

public static void main(String []args) {

Double [] temperatureArray = {31.1, 30.0, 32.5, 34.9, 33.7, 27.8}; System.out.println("The original array is: " +

Arrays.toString(temperatureArray)); List<Double> temperatureList = Arrays.asList(temperatureArray); temperatureList.set(0, 35.2);

System.out.println("The modified array is: " + Arrays.toString(temperatureArray));

}

}

It prints the following:

The original array is: [31.1, 30.0, 32.5, 34.9, 33.7, 27.8]

The modified array is: [35.2, 30.0, 32.5, 34.9, 33.7, 27.8]

The Arrays class provides only limited functionality and you will often want to use methods in the

Collections class. To achieve that, calling the Arrays.asList() method is a useful technique.

### The TreeSet Class

Set, as we studied in our math classes in high school, contains no duplicates. Unlike List, a Set doesn’t remember where you inserted the element (i.e., it doesn’t remember the insertion order).

There are two important concrete classes for Set: HashSet and TreeSet. A HashSet is for quickly inserting and retrieving elements; it does *not* maintain any sorting order for the elements it holds. A TreeSet stores the elements in a sorted order (and it implements the SortedSet interface).

Given a sentence, how can you sort the letters used in that sentence into alphabetical order? A TreeSet

puts the values in a sorted order, so you can use a TreeSet container for solving this problem (see Listing 4-11).
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***Listing 4-11.*** TreeSetTest.java

// This program demonstrates the usage of TreeSet class

import java.util.Set; import java.util.TreeSet;

class TreeSetTest {

public static void main(String []args) {

String pangram = "the quick brown fox jumps over the lazy dog"; Set<Character> aToZee = new TreeSet<Character>();

for(char gram : pangram.toCharArray()) aToZee.add(gram);

System.out.println("The pangram is: " + pangram); System.out.print("Sorted pangram characters are: " + aToZee);

}

}

It prints the following:

The pangram is: the quick brown fox jumps over the lazy dog

Sorted pangram characters are: [ , a, b, c, d, e, f, g, h, i, j, k, l, m, n, o, p, q, r, s, t, u, v, w, x, y, z]

A *pangram* is a sentence that uses all letters in the alphabet at least once. You want to store characters of a pangram in the set. Since you need to use reference types for containers, you’ve created a TreeSet of Characters.

Now, how to get the characters from a String? Remember that array indexing doesn’t work for Strings. For example, to get the first character "t", if you use pangram[0] in the program, you’ll get a compiler error.

Fortunately, String has a method called toCharArray() that returns a char[]. So, you use this method for traversing over the string and get all the characters. As you add the characters into the TreeSet, the

characters are stored in a sorted order. So, you get all the lowercase letters when you print the set.

Note in the output that there is one leading comma. Why? The pangram string has many whitespace characters. One whitespace also gets stored in the set, so it also gets printed!

### The Map Interface

A Map stores key and value pairs. The Map interface does *not* extend the Collection interface. However, there are methods in the Map interface that you can use to get the objects classes that implement the Collection interface to work around this problem. Also, the method names in Map are very similar to the methods

in Collection, so it is easy to understand and use Map. There are two important concrete classes of Map: HashMap and TreeMap.

* A HashMap uses a hash table data structure internally. In HashMap, searching

(or looking up elements) is a fast operation. However, HashMap neither remembers

the order in which you inserted elements nor keeps elements in any sorted order.

* A TreeMap uses a red-black tree data structure internally. Unlike HashMap, TreeMap keeps the elements in sorted order (i.e., sorted by its keys). So, searching or inserting is somewhat slower than the HashMap.
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### The NavigableMap Interface and TreeMap Class

The NavigableMap interface extends the SortedMap interface. The TreeMap class is the widely used class that implements NavigableMap. As the name indicates, with NavigableMap, you can navigate the Map easily. It has many methods that make Map navigation easy. You can get the nearest value matching the given key, all values

less than the given key, all values greater than the given key, and so on. Let’s look at an example: Lennon,

McCartney, Harrison, and Starr have taken an online exam. In that exam, the maximum they can score is 100,

with a passing score of 40. If you want to find details such as who passed the exam, and sort the exam scores in ascending or descending order, NavigableMap (and TreeMap) is very convenient (see Listing 4-12).

***Listing 4-12.*** NavigableMapTest.java

// This program demonstrates the usage of navigable tree interface and TreeMap class

import java.util.NavigableMap; import java.util.TreeMap;

public class NavigableMapTest {

public static void main(String []args) {

NavigableMap<Integer, String> examScores = new TreeMap<Integer, String>();

examScores.put(90, "Sophia"); examScores.put(20, "Isabella"); examScores.put(10, "Emma"); examScores.put(50, "Olivea");

System.out.println("The data in the map is: " + examScores); System.out.println("The data descending order is: " + examScores.descendingMap()); System.out.println("Details of those who passed the exam: " + examScores.tailMap(40)); System.out.println("The lowest mark is: " + examScores.firstEntry());

}

}

It prints the following:

The data in the map is: {10=Emma, 20=Isabella, 50=Olivea, 90=Sophia}

The data descending order is: {90=Sophia, 50=Olivea, 20=Isabella, 10=Emma} Details of those who passed the exam: {50=Olivea, 90=Sophia}

The lowest mark is: 10=Emma

In this program, you have a NavigableMap<Integer, String> that maps the exam score and the name of the person. You create a TreeMap<Integer, String> to actually store the exam scores. By default, a TreeMap stores data in ascending order. If you want the data in descending order, it’s easy: you just have to use the descendingMap() method (or descendingKeySet() if you are only interested in the keys).

Given that the passing score is 40, you might want to get the map with data of those who failed in the exam. For that, you can use the headMap() method with the key value 40 (since the data is in ascending order, you want to get the “head” part of the map from the given position). Similarly, to get the data of those who passed the exam, you can use the tailMap() method.

If you want the immediate ones above and below the passing score, you can use the higherEntry() and

lowerEntry() methods, respectively. The firstEntry() and lastEntry() methods give the entries with lowest and highest key values. So, when you use the firstEntry() method on examScores, you get Emma with 10 marks. If you use lastEntry(), you get Sophia, who has score 90.
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Deque (Doubly ended queue) is a data structure that allows you to insert and remove elements from both the ends. The Deque interface was introduced in Java 6 in java.util.collection package. The Deque interface extends the Queue interface. Hence, all methods provided by Queue are also available in the Deque interface.

There are three concrete implementations of the Deque interface: LinkedList, ArrayDeque, and

LinkedBlockingDeque. Let’s use ArrayDeque to understand the features of the Deque interface.

Consider implementing a special queue (say, to pay a utility bill) where a customer can be added only

at the end of the queue and can be removed either at the front of the queue (when the customer paid the bill) or from the end of the queue (when the customer gets frustrated from the long line and leaves the queue himself). Listing 4-13 shows how to do this.

***Listing 4-13.*** SplQueueTest.java

// This program shows the usage of Deque interface

import java.util.ArrayDeque; import java.util.Deque;

class SplQueue {

private Deque<String> splQ = new ArrayDeque<>(); void addInQueue(String customer){

splQ.addLast(customer);

}

void removeFront(){ splQ.removeFirst();

}

void removeBack(){ splQ.removeLast();

}

void printQueue(){

System.out.println("Special queue contains: " + splQ);

}

}

class SplQueueTest {

public static void main(String []args) { SplQueue splQ = new SplQueue();

splQ.addInQueue("Harrison"); splQ.addInQueue("McCartney"); splQ.addInQueue("Starr"); splQ.addInQueue("Lennon");

splQ.printQueue(); splQ.removeFront(); splQ.removeBack(); splQ.printQueue();

}

}
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It prints the following:

Special queue contains: [Harrison, McCartney, Starr, Lennon] Special queue contains: [McCartney, Starr]

You first define a class—SplQueue—that defines a container splQ of type ArrayDeque with basic four operations. The method addInQueue() adds a customer at the end of the queue, the method removeBack() removes a customer from the end of the queue, the method removeFront() removes a customer from the front of the queue, and the method printQueue() simply prints all elements of the queue. You simply use the addLast(), removeFirst(), and removeLast() methods from the Deque interface to realize the methods of the SplQueue class. In your main() method, you instantiate the SplQueue and called the addInQueue() method of the SplQueue class. After it, you remove one customer from the front and one from the end, and

print the contents of the queue before and after this removal. Well, it is working as you expected.

the difference between an ArrayList and ArrayDeque is that you can add an element anywhere in an array list using an index; however, you can add an element only either at the front or end of the array deque.

that makes insertion in array deque more efficient than array list; however, navigation in an array deque becomes more expensive than in an array list.

Comparable and Comparator Interfaces

**Certification Objectives**

Use java.util.Comparator and java.lang.Comparable interfaces

As their names suggest, Comparable and Comparator interfaces are used to compare similar objects (for example, while performing searching or sorting). Assume that you have a container containing a list of Person object. Now, how do you compare two Person objects? There are many comparable attributes, such

as SSN, name, driver’s license number, and so on. Two objects can be compared on SSN as well as person’s

name; this depends on the context. Hence, the criterion to compare the Person objects cannot be predefined; a developer has to define this criterion. Java defines Comparable and Comparator interfaces to achieve the same.

The Comparable interface has only one method compareTo(), which is declared as follows:

int compareTo(Element that)

Since you are implementing the compareTo() method in a class, you have this reference available. You can compare the current element with the passed Element and return an int value. What should the int

value be? Well, here are the rules for returning the integer value:

return 1 if current object > passed object return 0 if current object == passed object return -1 if current object < passed object

Now, an important question: what does >, < or == mean for an Element? Hmm, it is left to you to decide how to compare two objects! But the meaning of comparison should be a natural one; in other words,

the comparison should mean *natural ordering*. For example, you saw how Integers are compared with
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each other, based on a *numeric order*, which is the natural order for Integer types. Similarly, you compare Strings using *lexicographic comparison*, which is the natural order for Strings. For user-defined classes, you need to find the natural order in which you can compare the objects. For example, for a Student class, StudentId might be the natural order for comparing Student objects. Listing 4-14 implements a simple Student class now.

***Listing 4-14.*** ComparatorTest1.java

// This program shows the usage of Comparable interface import java.util.Arrays;

class Student implements Comparable<Student> { String id;

String name;

Double cgpa;

public Student(String studentId, String studentName, double studentCGPA) { id = studentId;

name = studentName; cgpa = studentCGPA;

}

public String toString() {

return " \n " + id + " \t " + name + " \t " + cgpa;

}

public int compareTo(Student that) { return this.id.compareTo(that.id);

}

}

class ComparatorTest1 {

public static void main(String []args) {

Student []students = { new Student("cs011", "Lennon ", 3.1), new Student("cs021", "McCartney", 3.4),

new Student("cs012", "Harrison ", 2.7), new Student("cs022", "Starr ", 3.7) };

System.out.println("Before sorting by student ID"); System.out.println("Student-ID \t Name \t CGPA (for 4.0) "); System.out.println(Arrays.toString(students));

Arrays.sort(students);

System.out.println("After sorting by student ID"); System.out.println("Student-ID \t Name \t CGPA (for 4.0) "); System.out.println(Arrays.toString(students));

}

}
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It prints the following:

Before sorting by student ID

Student-ID Name CGPA (for 4.0) [

cs011 Lennon 3.1,

cs021 McCartney 3.4,

cs012 Harrison 2.7,

cs022 Starr 3.7] After sorting by student ID

Student-ID Name CGPA (for 4.0) [

|  |  |  |
| --- | --- | --- |
| cs011 | Lennon | 3.1, |
| cs012 | Harrison | 2.7, |
| cs021 | McCartney | 3.4, |
| cs022 | Starr | 3.7] |

You have implemented the Comparable<Student> interface. When you call the sort() method, it calls the compareTo() method to compare Student objects by their IDs. Since Student IDs are unique, it is a

natural comparison order that works well.

Now, you may need to arrange students based on the cumulative grade point average (CGPA) they got. You may even need to compare Students based on their names. If you need to implement two or more alternative ways to compare two similar objects, then you may implement the Comparator interface. Listing 4-15 is an implementation (there is no change in the Student class, so we are not producing it here again).

***Listing 4-15.*** ComparatorTest2.java

// This program shows the implementation of Comparator interface

import java.util.Arrays; import java.util.Comparator;

class CGPAComparator implements Comparator<Student> { public int compare(Student s1, Student s2) {

return (s1.cgpa.compareTo(s2.cgpa));

}

}

class ComparatorTest2 {

public static void main(String []args) {

Student []students = { new Student("cs011", "Lennon ", 3.1), new Student("cs021", "McCartney", 3.4),

new Student("cs012", "Harrison ", 2.7), new Student("cs022", "Starr ", 3.7) };

System.out.println("Before sorting by CGPA "); System.out.println("Student-ID \t Name \t CGPA (for 4.0) "); System.out.println(Arrays.toString(students));

Arrays.sort(students, new CGPAComparator());
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System.out.println("After sorting by CGPA"); System.out.println("Student-ID \t Name \t CGPA (for 4.0) "); System.out.println(Arrays.toString(students));

}

}

It prints the following:

Before sorting by CGPA

Student-ID Name CGPA (for 4.0)

|  |  |  |  |
| --- | --- | --- | --- |
| [ |  | | |
| cs011 | Lennon | | 3.1, |
| cs021 | McCartney | | 3.4, |
| cs012 | Harrison | | 2.7, |
| cs022 | Starr | | 3.7] |
| After sorting by CGPA | | | |
| Student-ID | Name | CGPA (for 4.0) | |
| [ |  |  | |
| cs012 | Harrison | 2.7, | |
| cs011 | Lennon | 3.1, | |
| cs021 | McCartney | 3.4, | |
| cs022 | Starr | 3.7] | |

Yes, the program prints the Student data sorted by their CGPA. You didn’t change the Student class; the class still implements the Comparable<String> interface and defines the compareTo() method, but you don’t use the compareTo() method in your program. You create a separate class named CGPAComparator and implement the Comparator<Student> interface. You define the compare() method, which takes two Student objects as arguments. You compare the CGPA of the arguments s1 and s2 by (re)using the compareTo() method from the Double class. You didn’t change anything in the main() method except for the way you

call the sort() method. You create a new CGPAComparator() object and pass as the second argument to the sort() method. By default sort() uses the compareTo() method; since you are passing a Comparator object explicitly, it now uses the compare() method defined in the CGPAComparator. So, the Student objects are

now compared and sorted based on their CGPA.

 Most classes have a natural order for comparing objects, so use Comparable interface in those cases. if you want to compare the objects other than the natural order or if there is no natural ordering present for your class type, then use the Comparator interface.

Collection Streams and Filters

**Certification Objective**

Collections Streams and Filters

The new stream API is provided in the java.util.stream package introduced in Java 8. The main type in this package is Stream<T> interface, which is the stream of object references. IntStream, LongStream, and DoubleStream are streams for primitive types int, long and double types respectively.
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The Collection interface has been added with the methods stream() and parallelStream() in Java 8. A stream is a sequence of elements. You can perform sequential operations when you obtain a stream using the stream() method, and parallel operations with parallelStream() method. (We discuss parallel streams

in Chapter [11](http://dx.doi.org/10.1007/978-1-4842-1836-5_11).) Since interfaces such as List, Set, Deque, and Queue extend the Collection interface,

you can get a stream or a parallel stream from the collection classes that implement these interfaces. For instance, you can get a stream from an ArrayList object.

Streams provide pipelining capability—you can filter, map, and search data. In other words, stream

operations can be “chained” together to form a pipeline known as “stream pipeline”. We introduce stream pipelines later in this section and cover them in detail in the chapter dedicated to streams (Chapter [6](http://dx.doi.org/10.1007/978-1-4842-1836-5_6) on Java Stream API).

The most common source of streams is collection objects such as sets, maps, and lists. However, note that we can use the streams API independent of the collections. In the rest of this chapter, we will discuss how collections are used with streams.

# Iterate Using forEach

###### Certification Objectives

Iterate using forEach methods of Streams and List

As Java programmers, we are used to performing external iteration on collections. Consider this list of strings for example:

List<String> strings = Arrays.asList("eeny", "meeny", "miny", "mo");

When we traverse such a collection using a for loop, we are using external iteration, as in:

for(String string : strings) { System.out.println(string);

}

Internal iteration leaves the iteration to the library code. The same code can be converted to the following equivalent code that makes use of lambda expressions (Listing 4-16):

***Listing 4-16.*** InternalIteration.java

import java.util.Arrays; import java.util.List;

public class InternalIteration {

public static void main(String []args) {

List<String> strings = Arrays.asList("eeny", "meeny", "miny", "mo"); strings.forEach(string -> System.out.println(string));

}

}
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This program prints:

eeny meeny miny mo

Note that he List interface extends Iterable interface that has a default forEach method (this method was added in Java 8). Hence, we were able to perform internal iteration by calling the forEach method on strings object and pass a lambda expression to it as the parameter.

Though this example is simple, it illustrates a *major* change with the Java 8 approach: we are moving

from external iteration to internal iteration. In fact, the whole of Stream API (Chapter [6](http://dx.doi.org/10.1007/978-1-4842-1836-5_6)) is based on the concept of internal iteration.

Before we discuss the Stream interface and the stream pipeline, let us discuss an important topic related

to lambda functions that we use in the discussion on streams: method references.

# Method References with Streams

###### Certification Objective

Use method references with Streams

In Listing 4-16, we used this lambda expression:

strings.forEach(string -> System.out.println(string));

This code is somewhat verbose because we are taking the string parameter and just passing it to

System.out.println. Fortunately, Java 8 has introduced a feature known as “method references”. Method

references use the “::” operator. Here is a simplified expression using method references:

strings.forEach(System.out::println);

*Method references route the given parameters*. In this case, System.out::println is equivalent to using the lambda expression string -> System.out.println(string).

How about simplifying the following statement to use method references?

strings.forEach(string -> System.out.println(string.toUpperCase()));

The lambda expression in this code calls toUpperCase() method on the given String object. Since method references just route the parameters, so you cannot use them directly for simplifying this lambda

expression. An alternative is to put this code inside a method and use the reference of that method (Listing 4-17).
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***Listing 4-17.*** MethodReference.java

import java.util.Arrays; import java.util.List;

class MethodReference {

public static void printUpperCaseString(String string) { System.out.println(string.toUpperCase());

}

public static void main(String []args) {

List<String> strings = Arrays.asList("eeny", "meeny", "miny", "mo"); strings.forEach(MethodReference::printUpperCaseString);

}

}

This program prints:

EENY MEENY MINY MO

In this case, we have introduced a static method inside MethodReference class. The printUpperCaseString

calls the toUpperCase() method on the passed String argument and prints the resulting string.

To summarize, there are two key benefits of method references:

* Method references serve as a way to route the parameters, and hence it is often convenient (results in more concise code) to use them than the equivalent lambda

expressions. For instance, we saw how System.out::println can be used as an equivalent to arg -> System.out.println(arg) given in Listing 4-16.

The method reference syntax makes it easier to use a method as a lambda expression (as in Listing 4-17).

# Understanding the Stream Interface

###### Certification Objective

Describe Stream interface and Stream pipeline

The Stream interface is the most important interface provided in the java.util.stream package. The classes IntStream, LongStream, and DoubleStream are Stream specializations for int, long, and double

respectively. Figure 4-1 shows the inheritance hierarchy of these streams.
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***Figure 4-1.*** *Some important interfaces in java.util.stream package*

The Stream Pipeline

Stream operations can be “chained” together to form a “stream pipeline”. There are three parts in the stream pipeline (see Figure 4-2):

* *Source*: Create a stream (from a collection or an array or using Stream methods such as of() and generate()).
* *Intermediate operations*: Optional operations that can be chained together (such as

map(), filter(), distinct(), and sorted() methods in the Stream interface).

* *Terminal operations*: Produce a result (such as sum(), collect(), forEach(), and

reduce() methods in the Stream interface).
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***Figure 4-2.*** *The stream pipeline with examples*

Here is an example for a stream pipeline (Listing 4-18).

***Listing 4-18.*** StreamPipelineExample.java

import java.util.Arrays;

class StreamPipelineExample {

public static void main(String []args) {
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Arrays.stream(Object.class.getMethods()) // source

.map(method -> method.getName()) // intermediate op

.distinct() // intermediate op

.forEach(System.out::println); // terminal operation

}

}

This code prints

wait equals toString hashCode getClass notify notifyAll

The Object.class.getMethods() results in an array of Method objects in the Object class. The operation map(method -> method.getName()) returns the names of the methods as an array (as part of a Stream). Note that the wait() method in Object class is an overloaded method. To get unique method names, we can use the distinct() operation to remove the duplicate entries in the array. Finally, the forEach() terminal operation prints the names of the methods.

One way to understand the stream pipeline is to break the components of the pipeline into separate

statements. Listing 4-18 breaks the parts into separate components and is the equivalent code for Listing 4-19.

***Listing 4-19.*** StreamPipelineComponents.java

import java.util.Arrays;

import java.util.stream.Stream; import java.lang.reflect.Method;

class StreamPipelineComponents {

public static void main(String []args) {

Method[] objectMethods = Object.class.getMethods(); Stream<Method> objectMethodStream = Arrays.stream(objectMethods);

Stream<String> objectMethodNames = objectMethodStream.map(method -> method.getName()); Stream<String> uniqueObjectMethodNames = objectMethodNames.distinct(); uniqueObjectMethodNames.forEach(System.out::println);

}

}

In this case, we get a stream by calling Arrays.stream() method on the result of Object.class. getMethod()—this is the source of the stream. Both map() and distinct() methods take a stream as input and return a (modified) stream as the output. Finally, the forEach() method on the stream is the terminal

operation in the pipeline.

don’t confuse map in streams with java.util.Map interface. the map() method is an intermediate operation that takes in elements from an incoming stream, applies the operation, and generates a stream of elements as output; the Map interface holds key value pairs.
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There are many sources for a stream, including generator methods in stream interfaces, collections, and arrays. Let us consider the simple task of getting a stream of integers values 1 to 5.

1. You can use range or iterate factory methods in the IntStream interface.

IntStream.range(1, 6)

The range() method takes two arguments: it starts from the start value (given as the first argument) and goes on adding 1 to result in stream elements till it reaches the end value (given as the second argument and is excluding that value itself). In this case, we have passed the values 1 and 6, so the reduce() method generates the stream of integer values starting from 1, adds the value 1 and results in values 2, 3, 4, and 5,

and stops there because it hit the end value 6.

IntStream.iterate(1, i -> i + 1).limit(5)

The iterate() method takes two arguments: the initial value (as the first argument) and iteratively calls the given function (as second argument) by using the initial value as the seed. In this case, the first argument is 1, and it iteratively calls i + 1, generating the integer values 2, 3, 4, 5, … This is an *infinite stream*. We limit

the stream to the first five values by calling limit(5) over this infinite stream of integer values.

1. You can use the stream() method in java.util.Arrays class to create a stream from a given array, as in:

Arrays.stream(new int[] {1, 2, 3, 4, 5})

Arrays.stream(new Integer[] {1, 2, 3, 4, 5})

The stream() method was added in the Arrays class in Java 8:

// in Arrays class

public static IntStream stream(int[] array) { /\* returns a stream of integers \*/ } public static <T> Stream<T> stream(T[] array) { /\* returns a stream of T objects \*/ }

Overloaded versions of stream() method takes long[], double[], and T[]. Since we are passing an int[] and the Integer[], the calls stream() method resolve to stream(int []) and stream(T[])

respectively and a integer stream is returned.

1. We can also create streams using factories and builders. The of() method is a factory method in the Stream interface:

Stream.of(1, 2, 3, 4, 5)

Stream.of(new Integer[]{1, 2, 3, 4, 5})

The overloaded of() method in Stream interface takes variable argument list or an element of type T. Also, you can use the builder() method and build the Stream object by adding each element, as in:

Stream.builder().add(1).add(2).add(3).add(4).add(5).build()
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This is not an exhaustive list of ways that you can use to generate an integer stream—this is just to give you an idea that there are many ways to get a stream. As mentioned earlier, the Collection interface has been added with the methods stream() and parallelStream(). Hence, any Collection object is a source of a stream—you just need to call the stream() or parallelStream() method on it. For example:

List<String> strings = Arrays.asList("eeny", "meeny", "miny", "mo"); strings.stream().forEach(string -> System.out.println(string));

In this case, we are getting a stream from a List<String> object by calling the stream() method.

There are numerous other types in the Java library that return a stream, such as:

* The lines() method in java.nio.file.Files class
* The splitAsStream() method in java.util.regex.Pattern class
* The ints() method in java.util.Random class
* The chars() method in java.lang.String class

Here are some quick one-liners on how to use them.

1. The java.nio.file.Files class has lines() method that returns a

Stream<String>. This code prints the contents of the file “FileRead.java” in the

current directory.

Files.lines(Paths.get("./FileRead.java")).forEach(System.out::println);

1. The java.util.Pattern class has splitAsStream() method that returns a

Stream<String>. This code splits the input string “java 8 streams” based on

whitespace and hence prints the strings “java”, “8”, and “streams” on the console.

Pattern.compile(" ").splitAsStream("java 8 streams").forEach (System.out::println);

1. The java.util.Random class has ints() method that returns an IntStream.

It generates an infinite stream of random integers; so to restrict the number of integers to 5 integers, we call limit(5) on that stream.

new Random().ints().limit(5).forEach(System.out::println);

1. The String class has chars() method (newly introduced in Java 8 in CharSequence—an interface that String class implements). This method returns an IntStream (why IntStream? Remember that there is no equivalent char specialization for Streams). This code calls sorted() method on this stream,

so the stream elements get sorted in ascending order. Because it is a stream of integers, this code uses "%c" to explicitly force the conversion from int to char.

"hello".chars().sorted().forEach(ch -> System.out.printf("%c ", ch));

// prints e h l l o

In these examples we have already used intermediate operations such as limit() and sorted(). Let us discuss such intermediate operations in more detail now.
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Intermediate operations transform elements in a stream. Table 4-5 lists some of the important intermediate operations in Stream<T>. We discuss other intermediate operations such as flatMap() and its variants in Chapter [6](http://dx.doi.org/10.1007/978-1-4842-1836-5_6) on Streams API.

***Table 4-5.*** *Important Intermediate Operations in the Stream Interface*

**Method Short description**

Stream<T> filter(Predicate<? super T> check)

<R> Stream<R> map(Function<? super T,? extends R> transform)

Removes the elements for which the check predicate returns false.

Applies the transform() function for each of the elements in the stream.

Stream<T> distinct() Removes duplicate elements in the stream; it uses the equals()

method to determine if an element is repeated in the stream.

Stream<T> sorted()

Stream<T> sorted(Comparator<? super T> compare)

Stream<T> peek(Consumer<? super T> consume)

Sorts the elements in its natural order. The overloaded version takes a Comparator—you can pass a lambda function for that.

Returns the same elements in the stream, but also executes the passed consume lambda expression on the elements.

Stream<T> limit(long size) Removes the elements if there are more elements than the given

size in the stream.

Observe that all the intermediate operations in this table return a Stream<T> as the result.

Intermediate operations are optional; there need not be any intermediate operations in a stream

pipeline. Here is a simple example:

Stream.of(1, 2, 3, 4, 5).count();

This code returns the value 5. In this case, Stream.of() method is the stream source, and the count()

method is a terminal operation. The count() method returns the number of elements in the stream.

Let us introduce an intermediate operation in this stream pipeline:

Stream.of(1, 2, 3, 4, 5).map(i -> i \* i).count();

The map() operation applies the given function passed as its argument on the elements of the stream. In this case, it squares the elements in the stream. This code also returns the value 5. You can you the check result of applying the map() method in this code? You can use peek() method for that:

Stream.*of*(1, 2, 3, 4, 5).map(i -> i \* i).peek(i -> System.*out*.printf("%d ", i)).count();

This code prints

1 4 9 16 25

This example also illustrates how the intermediate operations can be chained together. This is made possible because intermediate operations return streams.
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Now, let us add a peek() method before calling the map() method to understand how it works:

Stream.of(1, 2, 3, 4, 5)

.peek(i -> System.out.printf("%d ", i))

.map(i -> i \* i)

.peek(i -> System.out.printf("%d ", i))

.count();

This code prints

1 1 2 4 3 9 4 16 5 25

As you can observe from this output, the stream pipeline is processing the elements one by one.

Each element is mapped to its square value. The peek() method helps us understand how the stream is processing the elements.

the peek() method is meant primarily for debugging purposes. it helps us understand how the elements are transformed in the pipeline. do *not* use it in production code.

Filtering a Collection

**Certification Objective**

Filter a collection by using lambda expressions

The filter() method in the Stream interface is used for removing the elements that do not match the given condition. Here is a simple example that uses Stream’s filter() method for removing odd integers

(Listing 4-20).

***Listing 4-20.*** EvenNumbers.java

import java.util.stream.IntStream; class EvenNumbers {

public static void main(String []args) {

IntStream.rangeClosed(0, 10)

.filter(i -> (i % 2) == 0)

.forEach(System.out::println);

}

}

This program prints

0

2

4

6

8

10
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In this example, we are using IntStream class—one of the specializations of Stream for ints. The rangeClosed(startValue, endValueInclusiveOfEnd) method generates a sequence of integers starting with startValue till (and inclusive of) endValueInclusiveOfEnd. Here, the rangeClosed(0, 10) results in integer values 0, 1, 2, … , 9, 10 (note the value 10). There is also a similar method range(startValue, endValueExclusiveOfEnd) that generates a sequence of integers starting with startValue till (without including) endValueExclusiveOfEnd.

From the result of this rangeClosed() method, we apply filter() method on it. Here is the signature of the filter() method:

IntStream filter(IntPredicate predicate)

The filter() method applies the given predicate to determine if the element should be included as part of the returned stream or eliminated (i.e., filter). The java.util.function.IntPredicate functional

interface has the function with the following signature:

boolean test(int value);

Here we pass a lambda function i -> (i % 2) == 0 to match the IntPredicate functional interface that returns a boolean value. If the element currently being processed returns true (i.e., in this case, it is even),

then it is part of the stream or it is eliminated.

Alternatively, you can define a function with the function type of IntPredicate functional interface and pass it to filter.

// you can define this static function within EvenNumbers class public static boolean isEven(int i) {

return (i % 2) == 0;

}

Now, instead of passing the lambda function to filter() method, you can pass a method reference instead, as in filter(EvenNumbers::isEven).

Often map() and filter() methods are used together. For example, the following program prints the

squares of the even numbers (Listing 4-21).

***Listing 4-21.*** EvenSquares.java

import java.util.stream.IntStream;

class EvenSquares {

public static void main(String []args) { IntStream.rangeClosed(0, 10)

.map(i -> i \* i)

.filter(i -> (i % 2) == 0)

.forEach(System.out::println);

}

}
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This program prints

0

4

16

36

64

100

However, this code unnecessarily computes the squares of odd numbers (squares of odd numbers are always odd). So, we can change the order of map and filter operations to eliminate those unnecessary computations:

IntStream.rangeClosed(0, 10)

.filter(i -> (i % 2) == 0)

.map(i -> i \* i) // call map AFTER calling filter

.forEach(System.out::println);

This output is the same. This simple example shows how you can sometimes change the order of intermediate operations without changing the behavior.

### Terminal Operations

You need to provide a terminal operation at the end of a pipeline. This terminal operation typically produces a result, such as calling the methods sum(), min(), max(), or average() on an IntStream. A terminal operation can also perform other actions such as accumulating the elements with reduce(), collect()

methods or just perform an action as in calling the forEach() method. Table 4-6 lists some of the important terminal operations in Stream<T>.

***Table 4-6.*** *Important Terminal Operations in the Stream Interface*

###### Method Short description

void forEach(Consumer<? super T> action) Calls the action for every element in the stream.

Object[] toArray() Returns an Object array that has the elements in the stream.

Optional<T> min(Comparator<? super T> compare)

Optional<T> max(Comparator<? super T> compare)

Returns the minimum value in the stream (compares the objects using the given compare function).

Returns the maximum value in the stream (compares the objects using the given compare function).

long count() Returns the number of elements in the stream.

There are many important terminal operations such as reduce(), collect(), findFirst()**,** findAny()**,** anyMatch()**,** allMatch()**, and** noneMatch() methods**.** We discuss these methods (and also the Optional<T> mentioned in this table) later in Chapter [6](http://dx.doi.org/10.1007/978-1-4842-1836-5_6) on Stream API. Further, the IntStream, LongStream, and DoubleStream have methods such as sum(), min(), max(), and average() that operate on the stream of ints, longs, and doubles respectively.
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Here is an example that uses toArray() method in the Stream interface:

Object [] words = Pattern.*compile*(" ").splitAsStream("1 2 3 4 5").toArray(); System.*out*.println(Arrays.*stream*(words).mapToInt(str -> Integer.*valueOf*((String)str)).sum());

This program prints:

15

In this program, we have a string “1 2 3 4 5” and splitAsStream() returns a stream of Strings. We have converted that stream of Strings into an Object array named words; we then convert the array back to streams using Arrays.stream(words) (just for illustrating how you can convert a stream to an array and back!). Now, we map each Object entry into a String and then to an integer value. Finally, we call the terminal operation sum() to get the sum of the integers as 15.

Once a terminal operation is complete, the stream on which it operated on is considered “consumed”.

If you attempt to “use” the stream again, you will get an IllegalStateException (Listing 4-22).

***Listing 4-22.*** StreamReuse.java

import java.util.stream.IntStream;

public class StreamReuse {

public static void main(String []args) { IntStream chars = "bookkeep".chars(); System.out.println(chars.count());

chars.distinct().sorted().forEach(ch -> System.out.printf("%c ", ch));

}

}

The variable chars points to the stream created from the string “bookkeep”. When we get chars.count(), the stream is “consumed”. Why? Because count() method is a terminal operation. Because we try to use the stream again in the next statement, this program crashes by throwing IllegalStateException.

# Summary

Let us briefly review the key points for each certification objective in this chapter. Please read it before appearing for the exam.

Create and use a generic class

* Generics will ensure that any attempts to add elements of types other than the specified type(s) will be caught at compile time itself. Hence, generics offer generic implementation with type safety.
* Java 7 introduced *diamond* syntax where the type parameters (after new operator and class name) can be omitted. The compiler will infer the types from the type declaration.
* Generics are not covariant. That is, subtyping doesn’t work with generics; you cannot assign a derived generic type parameter to a base type parameter.
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* Avoid mixing raw types with generic types. In other cases, make sure of the type safety manually.
* The <?> specifies an unknown type in generics and is known as a wildcard. For example, List<?> refers to a list of unknowns.

Create and use ArrayList, TreeSet, TreeMap, and ArrayDeque objects

* The terms Collection, Collections, and collection are different. Collection— java.util.Collection<E>—is the root interface in the collection hierarchy. Collections—java.util.Collections—is a utility class that contains only static

methods. The general term *collection(s)* refers to containers like map, stack, and

queue.

* Remember that you cannot add or remove elements to the List returned by the Arrays.asList() method. But, you can make changes to the elements in the returned List, and the changes made to that List are reflected back in the array.
* A HashSet is for quickly inserting and retrieving elements; it does *not* maintain any sorting order for the elements it holds. A TreeSet stores the elements in a sorted order (and it implements the SortedSet interface).
* A HashMap uses a hash table data structure internally. In HashMap, searching

(or looking up elements) is a fast operation. However, HashMap neither remembers

the order in which you inserted elements nor keeps elements in any sorted order. Unlike HashMap, TreeMap keeps the elements in sorted order (i.e., sorted by its keys). So, searching or inserting is somewhat slower than the HashMap.

* Deque (Doubly ended queue) is a data structure that allows you to insert and remove elements from both ends. There are three concrete implementations of the Deque interface: LinkedList, ArrayDeque, and LinkedBlockingDeque.
* The difference between an ArrayList and ArrayDeque is that you can add an element anywhere in an array list using an index; however, you can add an element

only either at the front or end of the array deque.

Use java.util.Comparator and java.lang.Comparable interfaces

* Implement the Comparable interface for your classes where a natural order is possible. If you want to compare the objects other than the natural order or if there

is no natural ordering present for your class type, then create separate classes implementing the Comparator interface. Also, if you have multiple alternative ways to decide the order, then go for the Comparator interface.

Collections Streams and Filters

* The new stream API is provided in the java.util.stream package introduced in Java 8. The main type in this package is Stream<T> interface, which is the stream of object references. IntStream, LongStream, and DoubleStream are streams for primitive types int, long, and double types respectively.
* A stream is a sequence of elements. In Java 8, the Collection interface has been added with the methods stream() and parallelStream() from which you can

respectively get sequential and parallel streams.
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Iterate using forEach methods of Streams and List

* In Java 8, we are moving from external iteration to internal iteration. It is a *major*

change with Java 8 approach of functional programming.

* The interfaces Stream and Iterable define forEach() method. The forEach()

method supports internal iteration.

Describe Stream interface and Stream pipeline

* Stream operations can be “chained” together to form a pipeline known as “stream pipeline”.
* A stream pipeline has a beginning, middle, and an end: *source* (that creates a stream), *intermediate operations* (that consist of optional operations that can be chained together), and *terminal operations* (that produce a result).
* The terminal operation can produce a result, accumulate the stream elements, or just perform an action.
* You can use a stream only once. Any attempt at reusing the stream (for example, by calling intermediate or terminal operations) will result in throwing an

IllegalStateException.

Filter a collection by using lambda expressions

* The filter() method in the Stream interface is used for removing the elements that do not match the given condition.

Use method references with Streams

* When lambda expressions just route the given parameters, you can use method references instead.
* Since method references serve as a way to route the parameters, it is often convenient (as it results in more concise code) to use them than their equivalent lambda expressions.

**Question time**

* 1. Choose the correct option based on this program:

import java.util.\*;

class UtilitiesTest {

public static void main(String []args) { List<int> intList = new ArrayList<>(); intList.add(10);

intList.add(20);

System.out.println("The list is: " + intList);

}

}
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a. it prints the following: The list is: [10, 20]

1. it prints the following: The list is: [20, 10]
2. it results in a compiler error

d. it results in a runtime exception

* 1. Choose the correct option based on this program:

import java.util.\*; class UtilitiesTest {

public static void main(String []args) {

List<Integer> intList = new LinkedList<>(); List<Double> dblList = new LinkedList<>();

System.out.println("First type: " + intList.getClass()); System.out.println("Second type:" + dblList.getClass());

}

}

* + 1. it prints the following:

First type: class java.util.linkedlist second type:class java.util.linkedlist

1. it prints the following:

First type: class java.util.linkedlist<integer> second type:class java.util.linkedlist<double>

1. it results in a compiler error

d. it results in a runtime exception

* 1. Choose the correct option based on this program:

import java.util.Arrays; class DefaultSorter {

public static void main(String[] args) {

String[] brics = {"Brazil", "Russia", "India", "China"};

Arrays.sort(brics, null); // LINE A for(String country : brics) {

System.out.print(country + " ");

}

}

}
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a. this program will result in a compiler error in line marked with comment line a

* 1. When executed, the program prints the following: Brazil russia india China
  2. When executed, the program prints the following: Brazil China india russia

1. When executed, the program prints the following: russia india China Brazil
2. When executed, the program throws a runtime exception of

NullPointerException when executing the line marked with comment line a

F. When executed, the program throws a runtime exception of InvalidComparatorException when executing the line marked with comment line a

* 1. Choose the correct option based on this code segment:

"abracadabra".chars().distinct().peek(ch -> System.*out*.printf("%c ", ch)). sorted();

* + 1. it prints: “a b c d r”

1. it prints: “a b r c d”
2. it crashes by throwing a java.util.IllegalFormatConversionException

d. this program terminates normally without printing any output in the console

* 1. Choose the correct option based on this code segment:

IntStream.rangeClosed(1, 1).forEach(System.out::println);

* + 1. it prints: 1

1. it crashes by throwing a java.lang.UnsupportedOperationException
2. it crashes by throwing a java.lang.StackOverflowError
3. it crashes by throwing a java.lang.IllegalArgumentException
4. this program terminates normally without printing any output in the console
   1. Choose the correct option based on this program:

import java.util.stream.DoubleStream; public class DoubleUse {

public static void main(String []args) {

DoubleStream nums = DoubleStream.*of*(1.0, 2.0, 3.0).map(i -> -i); // #1 System.*out*.printf("count = %d, sum = %f", nums.count(), nums.sum());

}

}
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a. this program results in a compiler error in the line marked with comment #1

1. this program prints: "count = 3, sum = -6.000000"
2. this program crashes by throwing a java.util.IllegalFormatConversionException

d. this program crashes by throwing a java.lang.IllegalStateException

* 1. Choose the correct option based on this program:

class Consonants {

private static boolean removeVowels(int c) { switch(c) {

case 'a': case 'e': case 'i': case 'o': case 'u': return true;

}

return false;

}

public static void main(String []args) { "avada kedavra".chars()

.filter(Consonants::removeVovels)

.forEach(ch -> System.out.printf("%c", ch));

}

}

* + 1. this program results in a compiler error

1. this program prints: "aaaeaa"
2. this program prints: "vd kdvr"
3. this program prints: "avada kedavra"
4. this program crashes by throwing a java.util.IllegalFormatConversionException
5. this program crashes by throwing a java.lang.IllegalStateException
   1. Choose the correct option based on this program:

import java.util.\*; class DequeTest {

public static void main(String []args) {

Deque<Integer> deque = new ArrayDeque<>(); deque.addAll(Arrays.asList(1, 2, 3, 4, 5)); System.out.println("The removed element is: " + deque.remove());

// ERROR?

}

}
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a. When executed, this program prints the following: “the removed element is: 5”

* 1. When executed, this program prints the following: “the removed element is: 1”
  2. When compiled, the program results in a compiler error of “remove() returns void” for the line marked with the comment ERROR.

d. When executed, this program throws InvalidOperationException.

* 1. determine the behavior of this program:

import java.io.\*; class LastError<T> {

private T lastError;

voidsetError(T t){ lastError = t;

System.out.println("LastError: setError");

}

}

classStrLastError<S extends CharSequence> extends LastError<String>{ public StrLastError(S s) {

}

void setError(S s){ System.out.println("StrLastError: setError");

}

}

class Test {

public static void main(String []args) {

StrLastError<String> err = new StrLastError<String>("Error"); err.setError("Last error");

}

}

* + 1. it prints the following: StrLastError: setError

1. it prints the following: LastError: setError
2. it results in a compilation error

d. it results in a runtime exception
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**Answers**:

1. C. it results in a compiler error

You cannot specify primitive types along with generics, so List<int> needs to be changed to List<Integer>.

1. a. it prints the following:

First type: class java.util.linkedlist second type:class java.util.linkedlist

due to type erasure, after compilation both types are treated as same LinkedList type.

1. C. When executed, the program prints the following: Brazil China india russia

When null is passed as a second argument to the Arrays.sort() method, it means that the default Comparable (i.e., natural ordering for the elements) should be used. the default Comparator results in sorting the elements in ascending order. the program does not result in a NullPointerException or any other exceptions or a

compiler error.

1. d. this program terminates normally without printing any output in the console

a stream pipeline is lazily evaluated. since there is no terminal operation provided (such as count, forEach, reduce, or collect), this pipeline is not evaluated and hence the peek does not print any output to the console.

1. a. it prints: 1

the rangeClosed(startValue, endValueInclusiveOfEnd) method generates a sequence of integers starting with startValue till (and inclusive of)

endValueInclusiveOfEnd. hence the call IntStream.rangeClosed(1, 1) results in a

stream with only one element and the foreach() method prints that value.

1. d. this program crashes by throwing a java.lang.IllegalStateException

a stream is considered “consumed” when a terminal operation is called on that stream. the methods count() and sum() are terminal operations in DoubleStream. When this code calls nums.count(), the underlying stream is already “consumed”.

When the printf calls nums.sum(), this program results in throwing java.lang. IllegalStateException due to the attempt to use a consumed stream.

1. B. this program prints: "aaaeaa"

Because the Consonants::removeVowels returns true when there is a vowel passed, only those characters are retained in the stream by the filter method. hence, this program prints “aaaeaa”.

1. B. When executed, this program prints the following: “the removed element is: 1”.

the remove() method is equivalent to the removeFirst() method, which removes the first element (head of the queue) of the Deque object.
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9. C. it results in a compilation error

it looks like the setError() method in StrLastError is overriding setError()

in the LastError class. however, it is not the case. at the time of compilation, the knowledge of type S is not available. therefore, the compiler records the signatures of these two methods as setError(String) in superclass and setError(S\_extends\_ CharSequence) in subclass—treating them as overloaded methods (not overridden). in this case, when the call to setError() is found, the compiler finds both the overloaded

methods matching, resulting in the ambiguous method call error. here is the error

message

Test.java:22: error: reference to setError is ambiguous, both method setError(T) in LastError and method setError(S) in StrLastError match

err.setError("Last error");

^

where t and s are type-variables:

t extends Object declared in class LastError. s extends CharSequence declared in class StrLastError.
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**Chapter 5**

**Lambda Built-in Functional Interfaces**

**Certification Objectives**

Use the built-in interfaces included in the java.util.function package such as Predicate, Consumer, Function, and Supplier

**Develop code that uses primitive versions of functional interfaces Develop code that uses binary versions of functional interfaces Develop code that uses the UnaryOperator interface**

The java.util.function has numerous built-in interfaces. Other packages in the Java library

(notably java.util.stream package) make use of the interfaces defined in this package. For OCPJP 8 exam,

you should be familiar with using key interfaces provided in this package.

As we discussed earlier (in Chapter [3](http://dx.doi.org/10.1007/978-1-4842-1836-5_3)), a functional interface declares a single abstract method

(but in addition it can have any number of default or static methods). Functional interfaces are useful for creating lambda expressions. The entire java.util.function package consists of functional interfaces.

 Before defining your own functional interfaces, consider using readily available functional interfaces defined in the java.util.function package based on your need. If the signature of the lambda function you are looking for is not available in any of the functional interfaces provided in this library, you can define your

own functional interfaces.

Using Built-in Functional Interfaces

**Certification Objective**

Use the built-in interfaces included in the java.util.function package such as Predicate, Consumer, Function, and Supplier
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In this section, let us discuss four important built-in interfaces included in the java.util.function

package: Predicate, Consumer, Function, and Supplier. See Table 5-1 and Figure 5-1 to get an overview of

these functional interfaces.

***Table 5-1.*** *Key Functional Interfaces in java.util.function Package*

###### Functional Interface Brief Description Common Use

Predicate<T> Checks a condition and

returns a boolean value as

result

Consumer<T> Operation that takes an argument but returns

nothing

Function<T, R> Functions that take an

argument and return a

result

Supplier<T> Operation that returns a value to the caller

(the returned value could be same or different values)

In filter() method in java.util.stream.Stream

which is used to remove elements in the stream that

don’t match the given condition (i.e., predicate) as argument.

In forEach() method in collections and in

java.util.stream.Stream; this method is used for

traversing all the elements in the collection or stream.

In map() method in java.util.stream.Stream to transform or operate on the passed value and return

a result.

In generate() method in java.util.stream.Stream

to create an infinite stream of elements.
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***Figure 5-1.*** *Abstract method declarations in key functional interfaces in java.util.function package*

The Predicate Interface

In code, we often need to use functions that check a condition and return a boolean value. Consider the following code segment:

Stream.of("hello", "world")

.filter(str -> str.startsWith("h"))

.forEach(System.out::println);
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This code segment just prints “hello” on the console. The filter() method returns true only if the passed string starts with “h”, and hence it “filters out” the string “world” from the stream because the string does not start with “h”. In this code, the filter() method takes a Predicate as an argument. Here is the

Predicate functional interface:

@FunctionalInterface

public interface Predicate<T> { boolean test(T t);

// other methods elided

}

The abstract method named test() that takes an argument and returns true or false (Figure 5-2).
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***Figure 5-2.*** *A Predicate<T> takes an argument of type T and returns a boolean value as the result*

a Predicate<T> “affirms” something as true or false: it takes an argument of type T, and returns a

boolean value. You can call test() method on a Predicate object.

This functional interface also defines default methods named and() and or() that take a Predicate and return a Predicate. These methods have behavior similar to && and || operators. The method negate() returns a Predicate, and its behavior is similar to the ! operator. How are they useful? Here is a program that illustrates the use of and() method in Predicate interface (Listing 5-1).

***Listing 5-1.*** PredicateTest.java

import java.util.function.Predicate;

public class PredicateTest {

public static void main(String []args) { Predicate<String> nullCheck = arg -> arg != null;

Predicate<String> emptyCheck = arg -> arg.length() > 0; Predicate<String> nullAndEmptyCheck = nullCheck.and(emptyCheck); String helloStr = "hello"; System.out.println(nullAndEmptyCheck.test(helloStr));

String nullStr = null; System.out.println(nullAndEmptyCheck.test(nullStr));

}

}
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This program prints:

true false

In this program, the object nullCheck is a Predicate that returns true if the given String argument is not null. The emptyCheck predicate returns true if the given string is not empty. The nullAndEmptyCheck predicate combines nullCheck and emptyCheck predicates by making use of the default method named and() provided in Predicate. Since helloStr points to the string “hello” in the first call nullAndEmptyCheck. test(helloStr), and the string is not empty, it returns true. However, in the next call, nullStr is null, and hence the call nullAndEmptyCheck.test(nullStr) returns false.

To give another example for using Predicates, here is a code segment that makes use of the removeIf()

method added in the Collection interface in Java 8 (Listing 5-2).

***Listing 5-2.*** RemoveIfMethod.java

import java.util.List; import java.util.ArrayList;

public class RemoveIfMethod {

public static void main(String []args) { List<String> greeting = new ArrayList<>(); greeting.add("hello"); greeting.add("world");

greeting.removeIf(str -> !str.startsWith("h")); greeting.forEach(System.out::println);

}

}

It prints “hello” in the console. The default method removeIf() defined in the Collection interface (a super interface of ArrayList) takes a Predicate as an argument:

default boolean removeIf(Predicate<? super E> filter)

In the call to removeIf() method, we are passing a lambda expression that matches the abstract method boolean test(T t) declared in the Predicate interface:

greeting.removeIf(str -> !str.startsWith("h"));

As a result, the string “world” from the ArrayList object greeting is removed and hence only “hello” is printed in the console. In this code we have used the ! operator. Instead of that, how about using the equivalent negate() method defined in Predicate? Yes, it is possible, and here is the changed code:

greeting.removeIf(((Predicate<String>) str -> str.startsWith("h")).negate());

When you execute the program in Listing 5.2 with this change, the program prints “hello”. Note how we have performed explicit typecast (to Predicate<String>) in this expression. Without this explicit type cast–as in ((str -> str.startsWith("h")).negate())–the compiler cannot perform type inference to

determine the matching functional interface and hence will report an error.
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There are many methods that take one argument, perform some operations based on the argument but do not return anything to their callers–they are consumer methods. Consider the following code segment:

Stream.of("hello", "world")

.forEach(System.out::println);

This code segment prints the words “hello” and “world” that are part of the stream by using the forEach() method defined in the Stream interface. This method is declared in java.util.stream.Stream interface as follows:

void forEach(Consumer<? super T> action);

The forEach() takes an instance of Consumer as the argument. The Consumer functional interface declares an abstract method named accept() (Figure 5-3):

@FunctionalInterface

public interface Consumer<T> { void accept(T t);

// the default andThen method elided

}
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***Figure 5-3.*** *A Consumer<T> takes an argument of type T and returns nothing*

The accept() method “consumes” an object and returns nothing (void).

a Consumer<T> “consumes” something: it takes an argument (of generic type T) and returns nothing (void). You can call accept() method on a Consumer object.

Here is an example that uses the Consumer interface:

Consumer<String> printUpperCase = str -> System.out.println(str.toUpperCase()); printUpperCase.accept("hello");

// prints: HELLO

In this code, the lambda expression takes the given string, converts to upper case, and prints it to the console. We are passing the actual argument “hello” to the accept() method.
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Now, let us come back to the discussion on forEach(): how does the call forEach(System.out::println)

work?

The System class has a static variable named out that is of type PrintStream. The PrintStream class defines overloaded println methods; one of the overloaded methods has the signature void println(String). In the call forEach(System.out::println), we are passing the method reference for

println, i.e., System.out::println. This method reference matches the signature of the abstract method in the Consumer interface, i.e., void accept(T). Hence, the method reference System.out::println serves to implement the functional interface Consumer and the code prints the strings “hello” and “world” to console. Listing 5-3 breaks the code Stream.of("hello", "world").forEach(System.out::println); into three

different statements just to show how it works.

***Listing 5-3.*** ConsumerUse.java

import java.util.stream.Stream; import java.util.function.Consumer;

class ConsumerUse {

public static void main(String []args) {

Stream<String> strings = Stream.of("hello", "world"); Consumer<String> printString = System.out::println; strings.forEach(printString);

}

}

This program prints:

hello world

Consumer also has a default method named andThen(); it allows chaining calls to Consumer objects.

### The Function Interface

Consider this example that makes use of map() method in java.util.stream.Stream interface (Listing 5-4):

***Listing 5-4.*** FunctionUse.java

import java.util.Arrays;

public class FunctionUse {

public static void main(String []args) { Arrays.stream("4, -9, 16".split(", "))

.map(Integer::parseInt)

.map(i -> (i < 0) ? -i : i)

.forEach(System.out::println);

}

}
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This program prints:

4

9

16

This program creates a stream of Strings by splitting the string “4, -9, 16”. The method reference Integer::parseInt is passed to map() method–this call returns an Integer object for each element in the stream. In the second call to map() method in the stream, we have used the lambda function (i -> (i < 0)

? -i : i) to produce a list of non-negative integers (alternatively, we could have used Math::abs method). The map() method we have used here takes a Function as an argument (this example is to illustrate where a Function interface is useful). Finally, the resulting integers are printed using the forEach() method.

The Function interface defines a single abstract method named apply() that takes an argument of generic type T and returns an object of generic type R (Figure 5-4):

@FunctionalInterface

public interface Function<T, R> { R apply(T t);

// other methods elided

}
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***Figure 5-4.*** *A Function<T, R> takes an argument of type T and returns a value of type R*

The Function interface also has default methods such as compose(), andThen(), and identity().

a Function<T, R> “operates” on something and returns something: it takes one argument (of generic type T) and returns an object (of generic type R). You can call apply() method on a Function object.

Here is a simple example that uses a Function: Function<String, Integer> strLength = str -> str.length();

System.out.println(strLength.apply("supercalifragilisticexpialidocious"));

// prints: 34
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This code takes a string and returns its length. For the call, strLength.apply, we pass the string “supercalifragilisticexpialidocious". As a result of making the call apply(), we get the length of this

string 34 as the result.

Let us change our earlier program in Listing 5-4 to use andThen() method (Listing 5-5).

***Listing 5-5.*** CombineFunctions.java

import java.util.Arrays;

import java.util.function.Function;

public class CombineFunctions {

public static void main(String []args) {

Function<String, Integer> parseInt = Integer::*parseInt*; Function<Integer, Integer> absInt = Math::*abs*;

Function<String, Integer> parseAndAbsInt = parseInt.andThen(absInt);

Arrays.*stream*("4, -9, 16".split(", "))

.map(parseAndAbsInt)

.forEach(System.*out*::println);

}

}

This program prints 4, 9, and 16 in separate lines: the same output as Listing 5-4, but makes a single call to map() method in Stream. Because the Integer::parseInt() takes a String as an argument, parses it to return an Integer, we declare parseInt() method of type Function<String, Integer>. The Math::abs method takes an integer and returns an integer, and hence we declare it to be of type Function<Integer,

Integer>. Since the parseAndAbsInt takes a String as argument and returns an integer as result, we declare it to be of type Function<String, Integer>.

What is the difference between andThen() and compose() methods in Function interface? The andThen() method applies the passed argument *after* calling the current Function (as in this example). The compose() method calls the argument *before* calling the current Function, as in:

Function<String, Integer> parseAndAbsInt = absInt.compose(parseInt);

The identity() function in Function just returns the passed argument without doing anything! Then what is its use? It is sometimes used for testing – when you write a piece of code that takes a Function and want to check if it works, you can call identity() because it doesn’t do anything. Here is an example:

Arrays.stream("4, -9, 16".split(", "))

.map(Function.identity())

.forEach(System.out::println);

In this code, the map(Function.identity()) does nothing; it just passes along the elements in the stream to the call forEach(System.out::println). Hence the code prints the elements as they are, i.e., the

values 4, -9, and 16 in separate lines.

### The Supplier Interface

In programs, often we need to use a method that does not take any input but returns some output. Consider the following program that generates Boolean values (Listing 5-6):
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***Listing 5-6.*** GenerateBooleans.java

import java.util.stream.Stream; import java.util.Random;

class GenerateBooleans {

public static void main(String []args) { Random random = new Random(); Stream.generate(random::nextBoolean)

.limit(2)

.forEach(System.out::println);

}

}

This program randomly prints two boolean values, for example, “true” and “false”. The generate()

method in Stream interface is a static member that takes a Supplier as the argument:

static <T> Stream<T> generate(Supplier<T> s)

Here, you are passing the method reference for nextBoolean defined in java.util.Random class. It returns a boolean value chosen randomly:

boolean nextBoolean()

You can pass the method reference for nextBoolean to Stream’s generate() method because it matches the abstract method in the Supplier interface, i.e., T get() Figure 5-5).

@FunctionalInterface

public interface Supplier<T> { T get();

// no other methods in this interface

}
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***Figure 5-5.*** *A Supplier<T > takes no arguments and returns a value of type T*

a Supplier<T> “supplies” takes nothing but returns something: it has no arguments and returns an object (of generic type T). You can call get() method on a Supplier object.
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Here is a simple example that returns a value without taking anything as input:

Supplier<String> currentDateTime = () -> LocalDateTime.now().toString(); System.out.println(currentDateTime.get());

We have invoked the now() method on java.time.LocalDateTime (we discuss the java date and time API in Chapter [8](http://dx.doi.org/10.1007/978-1-4842-1836-5_8)). When we executed it, it printed: 2015-10-16T12:40:55.164. Of course, if you try this code, you will get a different output. Here we are using a Supplier<String>. The lambda expression does not take any output but returns the current date/time as a String format. We are invoking the lambda when we call the get() method on currentDateTime variable.

### Constructor References

Consider the following code:

Supplier<String> newString = String::new; System.out.println(newString.get());

// prints an empty string (nothing) to the console and then a newline character

This code makes use of constructor references. This code is equivalent to:

Supplier<String> newString = () -> new String(); System.out.println(newString.get());

With a method reference using ::new, this lambda expression gets simplified, as in String::new. How to use constructors that take arguments? For example, consider the constructor Integer(String): this Integer constructor takes a String as an argument and creates an Integer object with the value given in

that string. Here is how you can use that constructor:

Function<String, Integer> anotherInteger = Integer::new; System.out.println(anotherInteger.apply("100"));

// this code prints: 100

We cannot use a Supplier here because Suppliers do not take any arguments. Functions do take arguments and the return type here is Integer, and hence we can use Function<String, Integer>.

# Primitive Versions of Functional Interfaces

###### Certification Objective

Develop code that uses primitive versions of functional interfaces

The built-in interfaces Predicate, Consumer, Function, and Supplier operate on reference type objects.

For primitive types there are specializations available for int, long and double types for these functional interfaces. Consider Predicate that operates on objects of type T, i.e., it is Predicate<T>. The specializations for int, long, and double for Predicate are IntPredicate, LongPredicate, and DoublePredicate respectively.

Due to limitations in generics, you cannot use primitive type values with functional interfaces Predicate, Consumer, Function, and Supplier. But you can use wrapper types such as Integer and Double with these functional interfaces. When you try to use primitive types with these functional interfaces,
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it results in implicit autoboxing and unboxing, for example, an int value gets converted to an Integer

object and vice versa. In fact, you often won’t even realize that you are using the wrapper types with these

functional interfaces. However, performance can suffer when we use wrapper types: think of boxing and unboxing a few million integers in a stream. To avoid this performance problem, you can instead use relevant primitive versions of these functional interfaces.

Primitive Versions of Predicate Interface

Consider this example:

IntStream.range(1, 10).filter(i -> (i % 2) == 0).forEach(System.out::println);

Here the filter() method takes an IntPredicate as the argument since the underlying stream is an

IntStream. Here is the equivalent code that explicitly uses an IntPredicate:

IntPredicate evenNums = i -> (i % 2) == 0;

IntStream.range(1, 10).filter(evenNums).forEach(System.out::println);

Table 5-2 lists primitive versions of Predicate interface provided in java.util.function package.

***Table 5-2.*** *Primitive Versions of Predicate Interface*

|  |  |  |
| --- | --- | --- |
| **Functional Interface** | **Abstract Method** | **Brief Description** |
| IntPredicate | boolean test(int value) | Evaluates the condition passed as int and returns a boolean value as result |
| LongPredicate | boolean test(long value) | Evaluates the condition passed as long and returns a boolean value as result |
| DoublePredicate | boolean test(double value) | Evaluates the condition passed as double and returns a boolean value as result |

### Primitive Versions of Function Interface

Here is an example that uses a Stream with the primitive type integers:

AtomicInteger ints = new AtomicInteger(0); Stream.generate(ints::incrementAndGet).limit(10).forEach(System.out::println);

// prints integers from 1 to 10 on the console

This code calls the int incrementAndGet() method defined in the class java.util.concurrent. atomic.AtomicInteger. Note that this method returns an int and not an Integer. Still, we can use it with Stream because of implicit autoboxing and unboxing to and from int’s wrapper type Integer. This boxing and unboxing is simply unnecessary. Instead you can use the IntStream interface; its generator() method takes an IntSupplier as an argument. With this change, here is the equivalent code:

AtomicInteger ints = new AtomicInteger(0); IntStream.generate(ints::incrementAndGet).limit(10).forEach(System.out::println);

// prints integers from 1 to 10 on the console
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Because his code uses IntStream and the generate() method takes an IntSupplier, there is no implicit boxing and unboxing; hence this code performs faster as it does not generate unnecessary temporary Integer objects.

To give another example, here is a segment of code we saw earlier on using the Math.abs() method:

Function<Integer, Integer> absInt = Math::abs;

You can replace it with its equivalent using int specialization for Function, known as IntFunction: IntFunction absInt = Math::abs;

Depending on the kind of arguments and return types, there are numerous versions of primitive types for Function interface (see Table 5-3).

***Table 5-3.*** *Primitive Versions of Function Interface*

**Functional Interface Abstract Method Brief Description**

IntFunction<R> R apply(int value) Operates on the passed int argument and

returns value of generic type R

LongFunction<R> R apply(long value) Operates on the passed long argument

and returns value of generic type R

DoubleFunction<R> R apply(double value) Operates on the passed double argument

and returns value of generic type R

ToIntFunction<T> int applyAsInt(T value) Operates on the passed generic type

argument T and returns an int value

ToLongFunction<T> long applyAsLong(T value) Operates on the passed generic type

argument T and returns a long value

ToDoubleFunction<T> double applyAsDouble(T value) Operates on the passed generic type

argument T and returns an double value

IntToLongFunction long applyAsLong(int value) Operates on the passed int type

argument and returns a long value

IntToDoubleFunction double applyAsDouble(int value) Operates on the passed int type

argument and returns a double value

LongToIntFunction int applyAsInt(long value) Operates on the passed long type

argument and returns an int value

LongToDoubleFunction double applyAsLong(long value) Operates on the passed long type

argument and returns a double value

DoubleToIntFunction int applyAsInt(double value) Operates on the passed double type

argument and returns an int value

DoubleToLongFunction long applyAsLong(double value) Operates on the passed double type

argument and returns a long value
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Depending on the kind of arguments, there are numerous versions of primitive types for Consumer interface available (see Table 5-4).

***Table 5-4.*** *Primitive Versions of Consumer Interface*

|  |  |  |
| --- | --- | --- |
| **Functional Interface** | **Abstract Method** | **Brief Description** |
| IntConsumer | void accept(int value) | Operates on the given int argument and returns nothing |
| LongConsumer | void accept(long value) | Operates on the given long argument and returns nothing |
| DoubleConsumer | void accept(double value) | Operates on the given double argument and returns nothing |
| ObjIntConsumer<T> | void accept(T t, int value) | Operates on the given generic type argument T and int arguments and returns nothing |
| ObjLongConsumer<T> | void accept(T t, long value) | Operates on the given generic type argument T and long arguments and returns nothing |
| ObjDoubleConsumer<T> | void accept(T t, double value) | Operates on the given generic type argument T and double arguments and returns nothing |

### Primitive Versions of Supplier Interface

The primitive versions of Supplier are BooleanSupplier, IntSupplier, LongSupplier, and DoubleSupplier

that return boolean, int, long, and double respectively (see Table 5-5).

***Table 5-5.*** *Primitive Versions of Supplier Interface*

|  |  |  |
| --- | --- | --- |
| **Functional Interface** | **Abstract Method** | **Brief Description** |
| BooleanSupplier | boolean getAsBoolean() | Takes no arguments and returns a boolean value |
| IntSupplier | int getAsInt() | Takes no arguments and returns an int value |
| LongSupplier | long getAsLong() | Takes no arguments and returns a long value |
| DoubleSupplier | double getAsDouble() | Takes no arguments and returns a double value |

the primitive versions of the functional interfaces are available only for int, long, and double

(and boolean type in addition to these three types for Supplier). What if you need a functional interface that takes or returns other primitive types char, byte, or short? You have to use implicit conversions to relevant int specializations. similarly, when you can use specialization for double type when you are using float.
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# Binary Versions of Functional Interfaces

###### Certification Objective

Develop code that uses binary versions of functional interfaces

The functional interfaces Predicate, Consumer, and Function have abstract methods that take one argument. For instance, consider the Function interface:

@FunctionalInterface

publicinterface Function<T, R> { R apply(T t);

// other methods elided

}

The abstract method apply() takes one argument (generic type T). Here is the binary version of the

Function interface:

@FunctionalInterface

public interface BiFunction<T, U, R> { R apply(T t, U u);

// other methods elided

}

a BiFunction is similar to Function, but the difference is that it takes two arguments: it takes arguments of generic types T and U and returns an object of generic type R. You can call apply() method on a BiFunction object.

The prefix “Bi” indicates the version that takes “two” arguments. Along the same line as BiFunction for Function, there is BiPredicate for Predicate and BiConsumer for Consumer that takes two arguments (see Table 5-6). How about Supplier? Since the abstract method in Supplier does not take any argument, there is no equivalent BiSupplier available.

***Table 5-6.*** *Binary Versions of Functional Interfaces*

|  |  |  |
| --- | --- | --- |
| **Functional Interface** | **Abstract Method** | **Brief Description** |
| BiPredicate<T, U> | boolean test(T t, U u) | Checks if the arguments match the condition and  returns a boolean value as result |
| BiConsumer<T, U> | void accept(T t, U u) | Operation that consumes two arguments but returns nothing |
| BiFunction<T, U, R> | R apply(T t, U u) | Function that takes two argument and returns a result |
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The BiFunction Interface

Here is an example of using BiFunction interface:

BiFunction<String, String, String> concatStr = (x, y) -> x + y; System.out.println(concatStr.apply("hello ", "world"));

// prints: hello world

In this example, the arguments and return type are same type, but they can be different, as in:

BiFunction<Double, Double, Integer> compareDoubles = Double::compare; System.out.println(compareDoubles.apply(10.0, 10.0));

// prints: 0

In this case, the argument types are of type double, and the return type is integer. When the passed double values are equal, the compare method in Double class returns 0, and hence we get the output 0 for

this code segment.

Finding a suitable function interface for a given context can be tricky given that there are a large number of functional interfaces available in the java.util.function package. For instance, in our earlier example, we used BiFunction<Double, Double, Integer>. Instead of that, we could use the functional interface ToIntBiFunction because it returns an int.

### The BiPredicate Interface

Consider the following code segment:

BiPredicate<List<Integer>, Integer> listContains = List::contains; List aList = Arrays.asList(10, 20, 30);

System.out.println(listContains.test(aList, 20));

// prints: true

This code shows how to use BiPredicate. The contains() method in List takes an element as an argument and checks if the underlying list contains the element. Because it takes an argument and returns an Integer, we can use a BiPredicate. Why not use BiFunction<T, U, Boolean>? Yes, the code will work,

but a better choice is the equivalent BiPredicate<T, U> because the BiPredicate returns a boolean value.

### The BiConsumer Interface

Consider this code segment:

BiConsumer<List<Integer>, Integer> listAddElement = List::add; List aList = new ArrayList();

listAddElement.accept(aList, 10); System.out.println(aList);

// prints: [10]

This code segment shows how to use BiConsumer. Similar to using List::contains method reference in the previous example for BiPredicate, this example shows how to use BiConsumer to call add() method in List using this interface.

159

Chapter 5  LamBda BuILt-In FunCtIonaL InterFaCes

# The UnaryOperator Interface

###### Certification Objective

Develop code that uses the UnaryOperator interface

Consider the following example.

List<Integer> ell = Arrays.asList(-11, 22, 33, -44, 55); System.out.println("Before: " + ell); ell.replaceAll(Math::abs);

System.out.println("After: " + ell);

This code prints:

Before: [-11, 22, 33, -44, 55]

After: [11, 22, 33, 44, 55]

This code uses replaceAll() method introduced in Java 8 that replaces the elements in the given List.

The replaceAll() method takes a UnaryOperator as the sole argument:

void replaceAll(UnaryOperator<T> operator)

The replaceAll() method is passed with Math::abs method to it.

Math has four overloaded methods for abs() method:

abs(int) abs(long) abs(double) abs(float)

Because the type is Integer, the overloaded method abs(int) is selected through type inference.

UnaryOperator is a functional interface and it extends Function interface, and you can use the

apply() method declared in the Function interface; further, it inherits the default functions compose() and andThen() from the Function interface. Similar to UnaryOperator that extends Function interface, there is a BinaryOperator that extends BiFunction interface.

Primitive types versions of UnaryOperator interface IntUnaryOperator, LongUnaryOperator, and

DoubleUnaryOperator are also provided as part of the java.util.function package.

the java.util.function package consists of only functional interfaces. there are only four core interfaces in this package: Predicate, Consumer, Function, and Supplier. the rest of the interfaces are primitive versions, binary versions, and derived interfaces such as UnaryOperator interface. these interfaces differ mainly on the signature of the abstract methods they declare. You need to choose the suitable functional interface based on

the context and your need.
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Let us briefly review the key points from each certification objective in this chapter. Please read it before appearing for the exam.

Use the built-in interfaces included in the java.util.function package such as Predicate, Consumer, Function, and Supplier

* Built-in functional interfaces Predicate, Consumer, Function, and Supplier differ mainly based on the signature of the abstract method they declare.
* A Predicate tests the given condition and returns true or false; hence it has an abstract method named “test” that takes a parameter of generic type T and returns boolean type.
* A Consumer “consumes” an object and returns nothing; hence it has an abstract method named “accept” that takes an argument of generic type T and has return type void.
* A Function “operates” on the argument and returns a result; hence it has an abstract method named “apply” that takes an argument of generic type T and has generic return type R.
* A Supplier “supplies” takes nothing but returns something; hence it has an abstract method named “get” that takes no arguments and returns a generic type T.
* The forEach() method defined in Iterable (implemented by collection classes) method accepts a Consumer<T>.

Develop code that uses primitive versions of functional interfaces

* The built-in interfaces Predicate, Consumer, Function, and Supplier operate on reference type objects. For primitive types, there are specializations available for int, long, and double types for these functional interfaces.
* When the Stream interface is used with primitive types, it results in unnecessary boxing and unboxing of the primitive types to their wrapper types. This results in

slower code as well as wastes memory because the unnecessary wrapper objects get

created. Hence, whenever possible, prefer using the primitive type specializations of the functional interfaces Predicate, Consumer, Function, and Supplier.

* The primitive versions of the functional interfaces Predicate, Consumer, Function, and Supplier are available only for int, long and double types (and boolean type in addition to these three types for Supplier). You have to use implicit conversions to relevant int version when you need to use char, byte, or short types; similarly, you can use the version for double type when you need to use float.

Develop code that uses binary versions of functional interfaces

* The functional interfaces BiPredicate, BiConsumer, and BiFunction are binary versions of Predicate, Consumer, and Function respectively. There is no binary equivalent for Supplier since it does not take any arguments. The prefix “Bi”

indicates the version that takes “two” arguments.
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Develop code that uses the UnaryOperator interface

* UnaryOperator is a functional interface and it extends Function interface.
* The primitive type specializations of UnaryOperator are IntUnaryOperator, LongUnaryOperator, and DoubleUnaryOperator for int, long, and double types

respectively.

**QUeStION tIMe**

1. Which of the following are functional interfaces? (select aLL that apply)
   1. java.util.stream.stream<t>
2. java.util.function.Consumer<t>
3. java.util.function.supplier<t>
4. java.util.function.predicate<t>
5. java.util.function.Function<t, r>
6. Choose the correct option based on this program:

import java.util.function.Predicate; public class PredicateTest {

public static void main(String []args) {

Predicate<String> notNull =

((Predicate<String>)(arg -> arg == null)).negate(); // #1 System.out.println(notNull.test(null));

}

}

* 1. this program results in a compiler error in line marked with the comment #1

1. this program prints: true
2. this program prints: false

d. this program crashes by throwing NullPointerException

1. Choose the correct option based on this program:

import java.util.function.Function; public class AndThen {

public static void main(String []args) {

Function<Integer, Integer> negate = (i -> -i), square = (i -> i \* i), negateSquare = negate.compose(square);

System.*out*.println(negateSquare.apply(10));

}

}
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a. this program results in a compiler error

* 1. this program prints: -100
  2. this program prints: 100

1. this program prints: -10
2. this program prints: 10
3. Which one of the following functional interfaces can you assign the method reference Integer::parseInt? note that the static method parseInt() in Integer class takes a String and returns an int, as in: int parseInt(String s)
   1. Bipredicate<string, Integer>
4. Function<Integer, string>
5. Function<string, Integer>
6. predicate<string>
7. Consumer<Integer, string>

F. Consumer<string, Integer>

1. Choose the correct option based on this program:

import java.util.function.BiFunction; public class StringCompare {

public static void main(String args[]){

BiFunction<String, String, Boolean> compareString = (x, y) -> x.equals(y); System.out.println(compareString.apply("Java8","Java8")); // #1

}

}

* 1. this program results in a compiler error in line marked with #1

1. this program prints: true
2. this program prints: false
3. this program prints: (x, y) -> x.equals(y)
4. this program prints: ("Java8", "Java8") -> "Java8".equals("Java8")
5. Which one of the following abstract methods does not take any argument but returns a value?
   1. the accept() method in java.util.function.Consumer<T> interface
6. the get() method in java.util.function.Supplier<T> interface
7. the test() method in java.util.function.Predicate<T> interface

d. the apply() method in java.util.function.Function<T, R> interface
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1. Choose the correct option based on this program:

import java.util.function.Predicate; public class PredUse {

public static void main(String args[]){

Predicate<String> predContains = "I am going to write OCP8 exam"::contains;

checkString(predContains, "OCPJP");

}

static void checkString(Predicate<String> predicate, String str) { System.out.println(predicate.test(str) ? "contains" : "doesn't contain");

}

}

* 1. this program results in a compiler error for code within main() method

1. this program results in a compiler error for code within checkString()

method

1. this program prints: contains

d. this program prints: doesn’t contain

1. Choose the correct option based on this program:

import java.util.function.ObjIntConsumer; class ConsumerUse {

public static void main(String []args) {

ObjIntConsumer<String> charAt = (str, i) -> str.charAt(i); // #1 System.*out*.println(charAt.accept("java", 2)); // #2

}

}

* 1. this program results in a compiler error for the line marked with comment #1

1. this program results in a compiler error for the line marked with comment #2
2. this program prints: a
3. this program prints: v
4. this program prints: 2

**Answers:**

1. B, C, d, and e

the interface java.util.stream.Stream<T> is not a functional interface–it has numerous abstract methods. the other four options are functional interfaces.

the functional interface java.util.function.Consumer<T> has an abstract method with the signature void accept(T t);
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the functional interface java.util.function.Supplier<T> has an abstract method with the signature T get();

the functional interface java.util.function.Predicate<T> has an abstract method with the signature boolean test(T t);

the functional interface java.util.function.Function<T, R> has an abstract method with the signature R apply(T t);

1. C. this program prints: false

the expression ((Predicate<String>)(arg -> arg == null)) is a valid cast to the type (Predicate<String>) for the lambda expression (arg -> arg == null). hence, it does not result in a compiler error. the negate function in Predicate interface turns true to false and false to true. hence, given null, the notNull.test(null) results in returning the value false.

1. B. this program prints: -100

the negate.compose(square) calls square before calling negate. hence, for the given value 10, square results in 100, and when negated, it becomes -100.

1. C. Function<string, Integer>

the parseInt() method takes a String and returns a value, hence we need to use the Function interface because it matches the signature of the abstract method

R apply(T t). In Function<T, R>, the first type argument is the argument type and the second one is the return type. Given that parseInt takes a String as the

argument and returns an int (that can be wrapped in an Integer), we can assign it to

Function<String, Integer>.

1. B. this program prints: true

the BiFunction interface takes two type arguments–they are of types String in this program. the return type is Boolean. BiFunction functional interface has abstract method named apply(). since the signature of String’s equals() method matches that of the signature of the abstract method apply(), this program compiles fine. When

executed, the strings “Java8” and “Java8” are equal; hence, the evaluation returns true

that is printed on the console.

1. B. the get() method in java.util.function.Supplier<T> interface the signature of get() method in java.util.function.Supplier<T>

interface is: T get().

1. d. this program prints: doesn’t contain

You can create method references for object as well, so the code within main() compiles without errors. the code within checkString() method is also correct and hence it also compiles without errors. the string “oCpJp” is not present in the string “I

am going to write oCp8 exam” and hence this program prints “doesn’t contain” on the console.
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8. d. this program results in a compiler error for the line marked with comment #2

ObjIntConsumer operates on the given String argument str and int argument i and returns nothing. though the charAt method is declared to return the char at given index i, the accept method in ObjIntConsumer has return type void. since System. out.println expects an argument to be passed, the call charAt.accept("java", 2) results in a compiler error because accept() method returns void.
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**Chapter 6**

**Java Stream API**

**Certification Objectives**

Develop code to extract data from an object using peek() and map() methods including primitive versions of the map() method

**Search for data by using search methods of the Stream classes including findFirst, findAny, anyMatch, allMatch, noneMatch**

**Develop code that uses the Optional class**

**Develop code that uses Stream data methods and calculation methods Sort a collection using Stream API**

**Save results to a collection using the collect method and group/partition data using the Collectors class Use flatMap() methods in the Stream API**

In this chapter, we discuss the most important addition to the Java library in Java 8: the stream API. The stream API is part of the java.util.stream package. The focus of this chapter is on the key interface in this package: the Stream<T> interface (and its primitive type versions). We also discuss classes such as Optional and Collectors in this chapter.

We have already introduced the stream API in Chapter [4](http://dx.doi.org/10.1007/978-1-4842-1836-5_4) (Generics and Collections). The stream API makes extensive use of built-in functional interfaces that are part of the java.util.function package that we discussed in the previous chapter (Chapter [5](http://dx.doi.org/10.1007/978-1-4842-1836-5_5)). So, we assume that you have already read these two

chapters before reading this chapter.

# Extract Data from a Stream

###### Certification Objective

Develop code to extract data from an object using peek() and map() methods including primitive versions of the map() method

Let us start with a simple example:

long count = Stream.of(1, 2, 3, 4, 5).map(i -> i \* i).count(); System.out.printf("The stream has %d elements", count);
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This code segment prints:

The stream has 5 elements

The map() operation in this stream applies the given lambda function passed as its argument on the elements of the stream. In this case, it squares the elements in the stream. The count() method returns the

value 5 – you capture it in a variable and print it on the console. But how can you check the result of applying the intermediate operation map() in this code? For that you can use the peek() method:

long count = Stream.of(1, 2, 3, 4, 5)

.map(i -> i \* i)

.peek(i -> System.out.printf("%d ", i))

.count();

System.out.printf("%nThe stream has %d elements", count);

This code prints

1 4 9 16 25

The stream has 5 elements

This example also illustrates how the intermediate operations can be chained together. This is possible because intermediate operations return streams.

Now, let us add another peek() method before calling the map() method to understand how it works:

Stream.of(1, 2, 3, 4, 5)

.peek(i -> System.out.printf("%d ", i))

.map(i -> i \* i)

.peek(i -> System.out.printf("%d ", i))

.count();

This code prints

1 1 2 4 3 9 4 16 5 25

As you can observe from this output, the stream pipeline is processing the elements one by one. Each element is mapped to its square. The peek() method helps us understand what is being processed in the stream without distributing it.

the peek() method is meant primarily for debugging purposes. It helps us understand how the elements are transformed in the pipeline. Do not use it in production code.

You can use map() and peek() methods in primitive versions of Stream<T>; then following code snippet uses a DoubleStream:

DoubleStream.*of*(1.0, 4.0, 9.0)

.map(Math::*sqrt*)

.peek(System.*out*::println)

.sum();
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This code prints 1.0, 2.0, and 3.0 in separate lines on the console. Figure 6-1 visually shows the source, intermediate operations and the terminal operations in this stream pipeline.

![](data:image/jpeg;base64,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)

***Figure 6-1.*** *A stream pipeline with source, intermediate operations and terminal operation*

# Search Data from a Stream

###### Certification Objective

Search for data by using search methods of the Stream classes including findFirst, findAny, anyMatch, allMatch, noneMatch

Methods ending with the word “Match” and methods starting with the word “find” in the Stream interface are useful for searching data from the stream (Table 6-1). You can use matching operations such as anyMatch(), allMatch(), and noneMatch() if you are looking for elements in the stream that matches

the given condition. These methods return a boolean value. For searching operations findFirst() and

findAny(), matching elements may not be present in the Stream, so they return Optional<T> (we discuss

Optional<T> in the next section).

***Table 6-1.*** *Important Match and Find Methods in the Stream Interface*

###### Method Name Short Description

boolean anyMatch(Predicate<? super T> check)

boolean allMatch(Predicate<? super T> check)

boolean noneMatch(Predicate<? super T> check)

Returns true if there is any elements in the stream that matches the given predicate. Returns false if the stream is empty or if there are no matching elements.

Returns true only if *all* elements in the stream matches the given predicate. Returns true if the stream is empty without evaluating the predicate!

Returns true only if *none* of the elements in the stream matches the given predicate. Returns true if the stream is empty without evaluating the predicate!

Optional<T> findFirst() Returns the first element from the stream; if there is no element

present in the stream, it returns an empty Optional<T> object.

Optional<T> findAny() Returns one of the elements from the stream; if there is no element

present in the stream, it returns an empty Optional<T> object.
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 Unlike the anymatch() method that returns false when the stream is empty, the allmatch( ) and nonematch( ) methods return true if the stream is empty!

Here is a simple program that illustrates how to use anyMatch(), allMatch(), and noneMatch()

methods (Listing 6-1).

***Listing 6-1.*** MatchUse.java

import java.util.stream.IntStream;

public class MatchUse {

public static void main(String []args) {

// Average temperatures in Concordia, Antarctica in a week in October 2015 boolean anyMatch

= IntStream.of(-56, -57, -55, -52, -48, -51, -49).anyMatch(temp -> temp > 0); System.out.println("anyMatch(temp -> temp > 0): " + anyMatch);

boolean allMatch

= IntStream.of(-56, -57, -55, -52, -48, -51, -49).allMatch(temp -> temp > 0); System.out.println("allMatch(temp -> temp > 0): " + allMatch);

boolean noneMatch

= IntStream.of(-56, -57, -55, -52, -48, -51, -49).noneMatch(temp -> temp > 0); System.out.println("noneMatch(temp -> temp > 0): " + noneMatch);

}

}

This program prints:

anyMatch(temp -> temp > 0): false allMatch(temp -> temp > 0): false noneMatch(temp -> temp > 0): true

Because all the given temperatures are negative, the anyMatch() and allMatch() methods return false whereas noneMatch() returns true.

The findFirst() and findAny() methods are useful for searching elements in streams. Here is a program that uses findFirst() method (Listing 6-2).

***Listing 6-2.*** FindFirstUse1.java

import java.lang.reflect.Method; import java.util.Arrays;

import java.util.Optional; import java.util.stream.Stream;
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public class FindFirstUse1 {

public static void main(String []args) {

Method[] methods = Stream.class.getMethods(); Optional<String> methodName = Arrays.stream(methods)

.map(method -> method.getName())

.filter(name -> name.endsWith("Match"))

.sorted()

.findFirst();

System.out.println("Result: " + methodName.orElse("No suitable method found"));

}

}

This program prints:

Result: allMatch

In this program, we get the list of methods in the Stream itself using reflection. Then, using map()

method, we get the list of method names and check if the names end with the string “Match”, sort those

methods, and return the first found method. If we are looking for any method name that ends with “Match”, then we could use findAny() method instead.

Why does the java.util.function package have both findFirst() and findAny() methods? In parallel streams, findAny() is faster to use than findFirst() (we discuss parallel streams in Chapter [11](http://dx.doi.org/10.1007/978-1-4842-1836-5_11)).

Listing 6-3 has a stream with many temperature values given as double values. Using findFirst(), we are looking for any temperature that is greater than 0. What will the program print?

***Listing 6-3.*** FindFirstUse2.java

import java.util.OptionalDouble; import java.util.stream.DoubleStream;

public class FindFirstUse2 {

public static void main(String []args) {

OptionalDouble temperature = DoubleStream.of(-10.1, -5.4, 6.0, -3.4, 8.9, 2.2)

.filter(temp -> temp > 0)

.findFirst();

System.out.println("First matching temperature > 0 is " + temperature.getAsDouble());

}

}

This program prints:

First matching temperature > 0 is 6.0
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In this stream of double values, the filter() method filters the elements, 10.1 and -5.4 because the condition temp > 0 is false. For the element 6.0, the filter() method evaluates the condition to true and findFirst() returns that element. Notice that the remaining elements get ignored in this stream pipeline: the elements 8.9 and 2.2 also satisfy the condition temp > 0, but the stream pipeline is closed as the findFirst() method already returned the value 6.0. In other words, searching methods such as

findFirst() are short-circuiting. Once the result is determined, the rest of the elements in the stream are

not processed.

the “match” and “find” methods for searching elements are “short-circuiting” in nature. What is

short-circuiting? the evaluation stops once the result is found (and the rest is not evaluated). You are already familiar with the “short-circuiting” name of the operators && and ||. For example, in the expression ((s != null) && (s.length() > 0)), if the String s is null, the condition (s != null) evaluates to false; hence false is the result of the expression. the remaining expression (s.length() > 0) is not evaluated in this case.

In Listings 6-2 and 6-3, we have used Optional and OptionalDouble classes; let us discuss these two classes now.

# The Optional class

###### Certification Objective

Develop code that uses the Optional class

The class java.util.Optional is a holder for value that can be null. There are numerous methods in classes in java.util.stream package that return Optional values. Let us see an example now.

Consider this method:

public static void selectHighestTemperature(Stream<Double> temperatures) { System.out.println(temperatures.max(Double::compareTo));

}

Here is a call to this method:

selectHighestTemperature(Stream.of(24.5, 23.6, 27.9, 21.1, 23.5, 25.5, 28.3));

This code prints:

Optional[28.3]

The max() method in Stream takes a Comparator as an argument and returns an Optional<T>: Optional<T> max(Comparator<? super T> comparator);

172

Chapter 6  Java Stream apI

Why Optional<T> instead of return type T? It is because max() method may fail to find the maximum value – think about an empty stream, for example:

selectHighestTemperature(Stream.of());

Now, this code prints:

Optional.empty

To get the value from Optional, you can use isPresent() and get() methods, as in:

public static void selectHighestTemperature(Stream<Double> temperatures) { Optional<Double> max = temperatures.max(Double::compareTo); if(max.isPresent()) {

System.out.println(max.get());

}

}

Writing an if condition is tedious (and is not functional style), so you can use ifPresent method to write simplified code:

max.ifPresent(System.out::println);

This ifPresent() method in Optional takes a Consumer<T> as the argument. You can also use methods such as orElse() and orElseThrow() that we will discuss a bit later after discussing how to create Optional

objects.

Creating Optional Objects

There are many ways to create Optional objects. One way to create Optional objects is to use factory methods in Optional class, as in:

Optional<String> empty = Optional.empty();

You can also use of() in Optional class:

Optional<String> nonEmptyOptional = Optional.of("abracadabra");

However, you cannot pass null to Optional.of() method, as in:

Optional<String> nullStr = Optional.of(null); System.out.println(nullStr);

// crashes with a NullPointerException

This will result in throwing a NullPointerException. If you want to create an Optional object that has

null value, then you can instead use ofNullable() method:

Optional<String> nullableStr = Optional.ofNullable(null); System.out.println(nullableStr);

// prints: Optional.empty

173

Chapter 6  Java Stream apI

Figure 6-2 visualizes the representation of the Optional<String> objects pointed by nonEmptyOptional, nullStr, and nullableStr.
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***Figure 6-2.*** *Representation of three Optional<String> objects*

### Optional Stream

You can also consider Optional as a stream that can have zero elements or one element. So you can apply methods such as map(), filter(), and flatMap() operations on this stream! How is it useful? Here is an

example (Listing 6-4):

***Listing 6-4.*** OptionalStream.java

import java.util.Optional;

public class OptionalStream {

public static void main(String []args) {

Optional<String> string = Optional.of(" abracadabra "); string.map(String::trim).ifPresent(System.out::println);

}

}

This program prints:

abracadabra

You can use orElse() or orElseThrow() methods, when these operations fail (i.e., the underlying

Optional has a null value), as in:

Optional<String> string = Optional.ofNullable(null); System.out.println(string.map(String::length).orElse(-1));

This code prints -1 because the variable string is an Optional variable that holds null and hence the orElse() method executes and returns -1. Alternatively, you can throw an exception using the orElseThrow() method:

Optional<String> string = Optional.ofNullable(null); System.out.println(string.map(String::length).orElseThrow(IllegalArgumentException::new));
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This code segments throws an IllegalArgumentException. Calling methods such as map(), flatMap(), or filter() on an Optional object is useful when you are dealing with Optional object returned from a function where you don't know what the Optional object contains.

### Primitive Versions of Optional<T>

In the code we discussed earlier, we used both Stream<Double> and Optional<Double> types:

public static void selectHighestTemperature(Stream<Double> temperatures) { Optional<Double> max = temperatures.max(Double::compareTo); if(max.isPresent()) {

System.out.println(max.get());

}

}

It is better to use DoubleStream and OptionalDouble, which are primitive type versions for double for Stream<T> and Optional<T> respectively. (The other two primitive type versions available are for int and long, named as OptionalInt and OptionalLong respectively.) So, this code can be rewritten as:

public static void selectHighestTemperature(DoubleStream temperatures) { OptionalDouble max = temperatures.max(); max.ifPresent(System.out::println);

}

When invoked with the following call,

selectHighestTemperature(DoubleStream.of(24.5, 23.6, 27.9, 21.1, 23.5, 25.5, 28.3));

We get the maximum value correctly printed on the console:

28.3

Similar to the max() method Stream<T> that returns Optional<T>, the max() method in DoubleStream

returns an OptionalDouble.

# Stream Data Methods and Calculation Methods

###### Certification Objective

Develop code that uses Stream data methods and calculation methods

The Stream<T> interface has data and calculation methods count(), min() and max(). The min() and

max() methods take a Comparator object as the argument and return an Optional<T>. Here is an example of

using these methods (Listing 6-5).
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***Listing 6-5.*** WordsCalculation.java

import java.util.Arrays;

public class WordsCalculation {

public static void main(String []args) {

String[] string = "you never know what you have until you clean your room".split(" "); System.out.println(Arrays.stream(string).min(String::compareTo).get());

}

}

This program prints:

clean

Since min() method requires a way to compare the elements in the stream, we are passing the String::compareTo method reference in this program. Since min() returns an Optional<T>, we have used the get() method to get the resulting string. Since the String::compareTo compares two strings

lexicographically, we get the word “clean” as the result.

Here is the modified code snippet that compares the strings not lexicographically but based on the length of the string:

Comparator<String> lengthCompare = (str1, str2) -> str1.length() - str2.length(); System.out.println(Arrays.stream(string).min(lengthCompare).get());

With this change, the program prints “you” because it is the smallest word by length in the given string.

There are additional data and calculation methods such as sum() and average() provided in the primitive versions of Stream<T> interface. Table 6-2 lists the important methods in IntStream interface that

we discuss in this section.

***Table 6-2.*** *Important Data and Calculation Methods in IntStream Interface*

###### Method Short Description

int sum() Returns the sum of elements in the stream; 0 in case the stream is empty. long count() Returns the number of elements in the stream; 0 if the stream is empty. OptionalDouble average() Returns the average value of the elements in the stream; an empty

OptionalDouble value in case the stream is empty.

OptionalInt min() Returns the minimum integer value in the stream; an empty OptionalInt

value in case the stream is empty.

OptionalInt max() Returns the maximum integer value in the stream; an empty OptionalInt

value in case the stream is empty.

IntSummaryStatistics summaryStatistics()

Returns an IntSummaryStatistics object that has sum, count, average, min, and max values.

The LongStream and DoubleStream interfaces have methods similar to ones listed for IntStream in this table (Table 6-2). Here is a simple program that uses them (Listing 6-6).
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***Listing 6-6.*** WordStatistics.java

import java.util.IntSummaryStatistics; import java.util.regex.Pattern;

public class WordStatistics {

public static void main(String []args) {

String limerick = "There was a young lady named Bright " +

"who traveled much faster than light " + "She set out one day " +

"in a relative way " +

"and came back the previous night ";

IntSummaryStatistics wordStatistics = Pattern.compile(" ")

.splitAsStream(limerick)

.mapToInt(word -> word.length())

.summaryStatistics();

System.out.printf(" Number of words = %d \n Sum of the length of the words = %d \n" + " Minimum word size = %d \n Maximum word size %d \n " +

"Average word size = %f \n", wordStatistics.getCount(), wordStatistics.getSum(), wordStatistics.getMin(), wordStatistics.getMax(), wordStatistics.getAverage());

}

}

This program prints:

Number of words = 28

Sum of the length of the words = 115 Minimum word size = 1

Maximum word size 8

Average word size = 4.107143

After splitting the words as a stream using splitAsStream() method in the Pattern class, this program calls mapToInt() method to transform the word into their lengths. Why mapToInt() instead of map() method? The map() method returns a Stream but we want to perform calculations on the underlying elements in the stream. The Stream interface does not have methods that perform calculations but its primitive type versions have data and calculation methods. Hence, we call the mapToInt() method that returns an IntStream: IntStream has many useful data and calculation methods (listed in Table 6-2). We have called summaryStatistics() method on the IntStream. Finally, we have called various methods such as sum() and average() on the returned IntSummaryStatistics object to summarize the calculation on

words used in the given limerick.

You can also directly call methods such as sum() and average() provided in IntStream, as in:

IntStream.of(10, 20, 30, 40).sum();

These methods are more concise than their equivalent using the reduce() method:

IntStream.of(10, 20, 30, 40).reduce(0, ((sum, val) -> sum + val));
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Why does stream API provide reduce() method when we can use methods such as sum() that are more concise, convenient to use, and also easy to read?

The answer is that reduce() is a generalized method: you can use it when you want to perform repeated

operations on stream elements to compute a result. Consider the factorial of 10. We don’t have a method like

sum() in IntStream that can help us multiply all the values. Hence, we can use reduce() method in this case:

// factorial of 5

System.out.println(IntStream.rangeClosed(1, 5).reduce((x, y) -> (x \* y)).getAsInt());

// prints: 120

In fact, the sum() method of IntStream is internally implemented by calling reduce() method (in IntPipeline class):

@Override

public final int sum() {

return reduce(0, Integer::sum);

}

In this case, the sum() method is implemented by passing the method reference Integer::sum as the second argument to the reduce() method.

reduction operations (aka “reducers”) could be implicit or explicit. methods such as sum(), min(),

and max() in IntStream are examples of implicit reducers. When we use reduce() method directly in our code,

we are using explicit reducers. We can convert implicit reducers to their equivalent explicit reducers.

Sort a Collection Using Stream API

**Certification Objectives**

Sort a collection using Stream API

In Chapter [4](http://dx.doi.org/10.1007/978-1-4842-1836-5_4) (on Generics and Collections), we discussed how to sort a collection using Comparator and

Comparable interfaces. Streams simplify the task of sorting a collection. Here is a program that sorts strings

with lexicographical comparison (Listing 6-7).

***Listing 6-7.*** SortingCollection.java

import java.util.Arrays; import java.util.List;

public class SortingCollection {

public static void main(String []args) { List words =

Arrays.asList("follow your heart but take your brain with you".split(" ")); words.stream().distinct().sorted().forEach(System.out::println);

}

}
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This program prints:

brain but follow heart take with you your

In this code, words is a collection of type List. We first get a stream from that list using the stream() method and then call the distinct() method to remove duplicates (the word “your” is repeated in the collection). After that, we call the sorted() method.

The sorted() method sorts the elements in their “natural order”; the sorted() method requires that the elements in the stream implement the Comparable interface. How to sort the elements in some other order? For that you can invoke the overloaded sorted method that takes a Comparator as the argument:

Stream<T> sorted(Comparator<? super T> comparator)

Here (Listing 6-8) is the modified version of the earlier program (in Listing 6-7) that sorts the elements based on the length of the strings.

***Listing 6-8.*** SortByLength.java

import java.util.Arrays; import java.util.List; import java.util.Comparator;

public class SortByLength {

public static void main(String []args) { List words =

Arrays.asList("follow your heart but take your brain with you".split(" ")); Comparator<String> lengthCompare = (str1, str2) -> str1.length() - str2.length(); words.stream().distinct().sorted(lengthCompare).forEach(System.out::println);

}

}

This program prints:

but you your take with heart brain follow
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In this output, the words are sorted based on the length of the words. The word “heart” appears before “brain” though they are of same length. So, what if we want to first sort the words by length and then sort the

words of same length by natural order? For that you can use thenComparing() default method provided in the Comparator interface (Listing 6-9).

***Listing 6-9.*** SortByLengthThenNatural.java

import java.util.Arrays; import java.util.Comparator; import java.util.List;

public class SortByLengthThenNatural { public static void main(String []args) {

List words =

Arrays.*asList*("follow your heart but take your brain with you".split(" ")); Comparator<String> lengthCompare = (str1, str2) -> str1.length() - str2.length(); words.stream()

.distinct()

.sorted(lengthCompare.thenComparing(String::compareTo))

.forEach(System.*out*::println);

}

}

This program prints:

but you take with your brain heart follow

What if we want to reverse this order? Fortunately, the Comparator interface has been enhanced with many useful default and static methods in Java 8. One such method added is reversed() and you can make

use of that (Listing 6-10).

***Listing 6-10.*** SortByLengthThenNaturalReversed.java

import java.util.Arrays; import java.util.Comparator; import java.util.List;

public class SortByLengthThenNaturalReversed { public static void main(String []args) {

List words =

Arrays.asList("follow your heart but take your brain with you".split(" ")); Comparator<String> lengthCompare = (str1, str2) -> str1.length() - str2.length();
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words.stream()

.distinct()

.sorted(lengthCompare.thenComparing(String::compareTo).reversed())

.forEach(System.out::println);

}

}

This program prints:

follow heart brain your with take you but

# Save Results to a Collection

###### Certification Objectives

Save results to a collection using the collect method and group/partition data using the Collectors class

The Collectors class has methods that support the task of collecting elements to a collection. You can use methods such as toList(), toSet(), toMap(), and toCollection() to create a collection from a stream. Here is a simple example that creates a List from a stream and returns it (Listing 6-11). This code uses collect() method of Stream and the toList() method of the Collectors class.

***Listing 6-11.*** CollectorsToList.java

import java.util.stream.Collectors; import java.util.regex.Pattern; import java.util.List;

public class CollectorsToList {

public static void main(String []args) {

String frenchCounting = "un:deux:trois:quatre"; List gmailList = Pattern.compile(":")

.splitAsStream(frenchCounting)

.collect(Collectors.toList()); gmailList.forEach(System.out::println);

}

}

The collect() method in Stream takes a Collector as an argument:

<R, A> R collect(Collector<? super T, A, R> collector);
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In this code, we have used toList() method in Collectors class to collect the elements from the stream into a List.

Here is an example that uses Collectors.toSet() method (Listing 6-12):

***Listing 6-12.*** CollectorsToSet.java

import java.util.Arrays; import java.util.Set;

import java.util.stream.Collectors;

public class CollectorsToSet {

public static void main(String []args) {

String []roseQuote = "a rose is a rose is a rose".split(" ");

Set words = Arrays.stream(roseQuote).collect(Collectors.toSet()); words.forEach(System.out::println);

}

}

This program prints:

a rose is

This code converts the given sentence in a string into a stream of words. The Collectors.toSet()

method called within the collect() method collects the words into a Set. Since a Set removes duplicates,

this program prints only the words “a”, “rose” and “is” to the console.

Just like Lists and Sets, you can also create Maps from a stream. Here is a program that creates a Map

from a stream of strings (Listing 6-13).

***Listing 6-13.*** CollectorsToMap.java

import java.util.Map;

import java.util.stream.Collectors; import java.util.stream.Stream;

public class CollectorsToMap {

public static void main(String []args) {

Map<String, Integer> nameLength = Stream.of("Arnold", "Alois", "Schwarzenegger")

.collect(Collectors.toMap(name -> name, name -> name.length())); nameLength.forEach((name, len) -> System.out.printf("%s - %d \n", name, len));

}

}

This program prints:

Alois - 5

Schwarzenegger - 14

Arnold - 6
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The Collectors.toMap() method takes two arguments – the first one for keys and the second one for values. Here, we have used the elements in the stream itself as the key and the length of the string as the

value. Did you notice that the order of strings “Arnold”, “Alois”, and “Schwarzenegger” in the stream is not retained? It is because Map does not maintain the insertion order of the elements.

In this code, note that we have used name -> name:

Collectors.toMap(name -> name, name -> name.length())

We can simplify it by passing Function.identity() instead, as in:

Collectors.toMap(Function.identity(), name -> name.length())

Recall that identity() method in Function interface returns the argument it receives (discussed in Chapter [5](http://dx.doi.org/10.1007/978-1-4842-1836-5_5)).

What if you want to use a specific collection–say TreeSet–to aggregate elements from the collect() method? For that you can use Collections.toCollection() method and pass the constructor reference of TreeSet as the argument (Listing 6-14).

***Listing 6-14.*** CollectorsToTreeSet.java

import java.util.Arrays; import java.util.Set; import java.util.TreeSet;

import java.util.stream.Collectors;

public class CollectorsToTreeSet {

public static void main(String []args) {

String []roseQuote = "a rose is a rose is a rose".split(" ");

Set words = Arrays.stream(roseQuote).collect(Collectors.toCollection(TreeSet::new)); words.forEach(System.out::println);

}

}

This program prints:

a is

rose

Remember that a TreeSet orders the elements and hence the output is in sorted order. You can also group the elements in a stream based on certain criteria (Listing 6-15).

***Listing 6-15.*** GroupStringsByLength.java

import java.util.Arrays; import java.util.List; import java.util.Map;

import java.util.stream.Collectors; import java.util.stream.Stream;
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public class GroupStringsByLength {

public static void main(String []args) {

String []string= "you never know what you have until you clean your room".split(" "); Stream<String> distinctWords = Arrays.stream(string).distinct();

Map<Integer, List<String>> wordGroups =

distinctWords.collect(Collectors.groupingBy(String::length)); wordGroups.forEach(

(count, words) -> {

System.out.printf("word(s) of length %d %n", count); words.forEach(System.out::println);

});

}

}

This program prints:

word(s) of length 3 you

word(s) of length 4 know

what have your room

word(s) of length 5 never

until clean

The groupingBy() method in Collectors class takes a Function as an argument. It uses the result of the function to return a Map. The Map object consists of the values returned by the Function and the List of

elements that matched.

What if you want to separate longer words from smaller words? For that you can use partitioningBy()

method in Collectors class (Listing 6-16). The partition method takes a Predicate as an argument.

***Listing 6-16.*** PartitionStrings.java

import java.util.Arrays; import java.util.List; import java.util.Map;

import java.util.stream.Collectors; import java.util.stream.Stream;

public class PartitionStrings {

public static void main(String []args) {

String []string= "you never know what you have until you clean your room".split(" "); Stream<String> distinctWords = Arrays.*stream*(string).distinct();

Map<Boolean, List<String>> wordBlocks = distinctWords.collect(Collectors.*partitioningBy*(str -> str.length() > 4));
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System.*out*.println("Short words (len <= 4): " + wordBlocks.get(false)); System.*out*.println("Long words (len > 4): " + wordBlocks.get(true));

}

}

This program prints:

Short words (len <= 4): [you, know, what, have, your, room] Long words (len > 4): [never, until, clean]

In the partitioningBy() method, we have given the condition str -> str.length() > 4. Now, the result will be divided into two parts: a part with elements that evaluated to true for this condition and

another part that evaluated to false. In this case, we have used partitioningBy() method to divide the words into small words (with words of length <= 4) and long words (with words of length > 4).

how are the methods groupingBy() and partitioningBy() different? the groupingBy() method takes a classification function (of type Function) and returns the input elements and their matching entries based on the classification function (and organizes the results in a Map<K, List<T>>). the partitioningBy() method takes a Predicate as the argument and classifies the entries as true and false based on the given Predicate (and organizes the results in a Map<Boolean, List<T>>).

# Using flatMap Method in Stream

###### Certification Objective

Use flatMap() methods in the Stream API

In the earlier program, we found distinct words in a string after calling split() method:

String []string= "you never know what you have until you clean your room".split(" "); Stream<String> distinctWords = Arrays.*stream*(string).distinct();

What if we want to find distinct (unique) characters in the sentence? How about this code, does it work?

String []string= "you never know what you have until you clean your room".split(" "); Arrays.stream(string)

.map(word -> word.split(""))

.distinct()

.forEach(System.out::print);

This code prints gibberish like this:

Ljava.lang.String;@5f184fc6[Ljava.lang.String;@3feba861[Ljava.lang.String;@5b480cf9[
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Why? Because the word.split() returns a String[] and distinct() removes duplicate references. Since the elements in the stream are of type String[], the forEach() prints calls the default toString()

implementation that prints something that is not human-readable.

One way to solve this problem is to use Arrays.stream() again on word.split(""), and convert the resulting streams into individual entries (i.e., “flatten” the streams) as in: flatMap(word -> Arrays.stream(word.split(""))). With this change, here is the program (Listing 6-17) that prints unique

characters in a sentence.

***Listing 6-17.*** UniqueCharacters.java

import java.util.Arrays;

public class UniqueCharacters {

public static void main(String []args) {

String []string= "you never know what you have until you clean your room".split(" "); Arrays.stream(string)

.flatMap(word -> Arrays.stream(word.split("")))

.distinct()

.forEach(System.out::print);

}

}

This program correctly prints:

younevrkwhatilcm

Let us discuss an example that clearly illustrates the difference between map() and flatMap() methods (Listings 6-18 and 6-19).

***Listing 6-18.*** UsingMap.java

import java.util.Arrays; import java.util.List;

public class UsingMap {

public static void main(String []args) {

List<Integer> integers = Arrays.asList(1, 2, 3, 4, 5); integers.stream()

.map(i -> i \* i)

.forEach(System.out::println);

}

}

This program prints:

1

4

9

16

25
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In this program, we have a List<Integer> with values 1 to 5. Since we have Integer elements, we can directly call map() method and transform the elements to their square values (see Figure 6-3).
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***Figure 6-3.*** *The map() method transforms elements in a stream*

Now, things become difficult if we have a List of List<Integer>, as in Listing 6-19.

***Listing 6-19.*** UsingFlatMap.java

import java.util.Arrays; import java.util.List;

public class UsingFlatMap {

public static void main(String []args) { List<List<Integer>> intsOfInts = Arrays.asList(

Arrays.asList(1, 3, 5),

Arrays.asList(2, 4));

intsOfInts.stream()

.flatMap(ints -> ints.stream())

.sorted()

.map(i -> i \* i)

.forEach(System.out::println);

}

}

The output of this program is same as the previous program (Listing 6-18). It also prints the squares of the values 1 to 5.

In this program, we have a variable intsOfInts that is a List of List<Integer>. When you call the stream() method on intsOfInts, what will be the type of elements? It will be List<Integer>. How do we process the elements within the List<Integer>? For that, one way is to call stream() method on each of its elements. To convert those streams into Integer elements, we call the flatMap() method. After the call to flatMap(), we have a stream of Integers. We can now perform operations such as sorted(), and map() to process or transform those elements. Figure 6-4 visually shows the difference between map() and flatMap() methods in a Stream.
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![](data:image/jpeg;base64,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)

***Figure 6-4.*** *The flatMap() method flattens the streams*

the flatMap() method operates on elements just like map() method. however, flatMap() flattens the streams that result from mapping each of its elements into one flat stream.

Summary

Let us briefly review the key points for each certification objective in this chapter. Please read it before appearing for the exam.

Develop code to extract data from an object using peek() and map() methods including primitive versions of the map() method

* The peek() method is useful for debugging: it helps us understand how the elements are transformed in the pipeline.
* You can transform (or just extract) elements in a stream using map() method

Search for data by using search methods of the Stream classes including findFirst, findAny, anyMatch, allMatch, noneMatch

* You can match for a given predicate in a stream using the allMatch(), noneMatch(), and anyMatch() methods. Unlike the anyMatch() method that returns false when the stream is empty, the allMatch() and noneMatch() methods return true if the stream

is empty.

* You can look for elements in a stream using the findFirst() and findAny()

methods. The findAny() method is faster to use than the findFirst() method in

case of parallel streams.

* The “match” and “find” methods “short-circuit”: the evaluation stops once the result is found and the rest of the stream is not evaluated.
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Develop code that uses the Optional class

* When there are no entries in a stream and operations such as max are called, then instead of returning null or throwing an exception, the (better) approach taken in Java 8 is to return Optional values.
* Primitive type versions of Optional<T> for int, long, and double are

OptionalInteger, OptionalLong, and OptionalDouble respectively.

Develop code that uses Stream data methods and calculation methods

* The Stream<T> interface has data and calculation methods count(), min() and max(); you need to pass a Comparator object as the parameter when invoking these min() and max() methods.
* The primitive type versions of Stream interface have the following data and calculation methods: count(), sum(), average(), min(), and max().
* The summaryStatistics() method in IntStream, LongStream, and DoubleStream

have methods for calculating count, sum, average, minimum, and maximum values

of elements in the stream.

Sort a collection using Stream API

* One way to sort a collection is to get a stream from the collection and call sorted()

method on that stream. The sorted() method sorts the elements in the stream in natural order (it requires that the stream elements implements the Comparable

interface).

* When you want to sort elements in the stream other than the natural order, you can pass a Comparator object to the sorted() method.
* The Comparator interface has been enhanced with many useful static or default methods in Java 8 such as thenComparing() and reversed() methods.

Save results to a collection using the collect method and group/partition data using the Collectors class

* The collect() method of the Collectors class has methods that support the task of collecting elements to a collection.
* The Collectors class provides methods such as toList(), toSet(), toMap(), and

toCollection() to create a collection from a stream.

* You can group the elements in a stream using the Collectors.groupingBy()

method and pass the criteria for grouping (given as a Function) as the argument.

* You can separate the elements in a stream based on a condition (given as a

Predicate) using the partition() method in the Collectors class. .

Use flatMap() method of the Stream API

* The flatMap() method in Stream flattens the streams that result from mapping each element into one flat stream.
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**QUeStION tIMe**

1. Choose the best option based on this code segment:

"abracadabra".chars().distinct().peek(ch -> System.*out*.printf("%c ", ch)).sorted();

* 1. It prints: “a b c d r”

1. It prints: “a b r c d”
2. It crashes by throwing a java.util.IllegalFormatConversionException
3. this code segment terminates normally without printing any output in the console
4. Choose the best option based on this program:

import java.util.function.IntPredicate; import java.util.stream.IntStream;

public class MatchUse {

public static void main(String []args) {

IntStream temperatures = IntStream.of(-5, -6, -7, -5, 2, -8, -9); IntPredicate positiveTemperature = temp -> temp > 0; // #1

if(temperatures.anyMatch(positiveTemperature)) { // #2 int temp = temperatures

.filter(positiveTemperature)

.findAny()

.getAsInt(); // #3

System.out.println(temp);

}

}

}

* 1. this program results in a compiler error in line marked with comment #1

1. this program results in a compiler error in line marked with comment #2
2. this program results in a compiler error in line marked with comment #3
3. this program prints: 2

e. this program crashes by throwing java.lang.IllegalStateException
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1. Choose the best option based on this program:

import java.util.stream.Stream; public class AllMatch {

public static void main(String []args) {

boolean result = Stream.of("do", "re", "mi", "fa", "so", "la", "ti")

.filter(str -> str.length() > 5) // #1

.peek(System.out::println) // #2

.allMatch(str -> str.length() > 5); // #3 System.out.println(result);

}

}

* 1. this program results in a compiler error in line marked with comment #1
  2. this program results in a compiler error in line marked with comment #2
  3. this program results in a compiler error in line marked with comment #3
  4. this program prints: false

e. this program prints the strings “do”, “re”, “mi”, “fa”, “so”, “la”, “ti”, and “false” in separate lines

F. this program prints: true

1. Choose the best option based on this program:

import java.util.\*; class Sort {

public static void main(String []args) {

List<String> strings = Arrays.asList("eeny ", "meeny ", "miny ", "mo "); Collections.sort(strings, (str1, str2) -> str2.compareTo(str1)); strings.forEach(string -> System.out.print(string));

}

}

* 1. Compiler error: improper lambda function definition

1. this program prints: eeny meeny miny mo
2. this program prints: mo miny meeny eeny
3. this program will compile fine, and when run, will crash by throwing a runtime exception.
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1. Choose the best option based on this program:

import java.util.regex.Pattern; import java.util.stream.Stream;

public class SumUse {

public static void main(String []args) {

Stream<String> words = Pattern.compile(" ").splitAsStream("a bb ccc"); System.out.println(words.map(word -> word.length()).sum());

}

}

* 1. Compiler error: Cannot find symbol “sum” in interface Stream<Integer>

1. this program prints: 3
2. this program prints: 5
3. this program prints: 6

e. this program crashes by throwing java.lang.IllegalStateException

1. Choose the best option based on this program:

import java.util.OptionalInt; import java.util.stream.IntStream;

public class FindMax {

public static void main(String args[]) { maxMarks(IntStream.of(52,60,99,80,76)); // #1

}

public static void maxMarks(IntStream marks) {

OptionalInt max = marks.max(); // #2 if(max.ifPresent()) { // #3

System.out.print(max.getAsInt());

}

}

}

* 1. this program results in a compiler error in line marked with comment #1

1. this program results in a compiler error in line marked with comment #2
2. this program results in a compiler error in line marked with comment #3
3. this program prints: 99

192

Chapter 6  Java Stream apI

1. Choose the best option based on this program:

import java.util.Optional; import java.util.stream.Stream;

public class StringToUpper {

public static void main(String args[]){

Stream.of("eeny ","meeny ",null).forEach(StringToUpper::toUpper);

}

private static void toUpper(String str) {

Optional <String> string = Optional.ofNullable(str); System.out.print(string.map(String::toUpperCase).orElse("dummy"));

}

}

* 1. this program prints: eeNY meeNY dummy
  2. this program prints: eeNY meeNY DUmmY
  3. this program prints: eeNY meeNY null
  4. this program prints: Optional[eeNY] Optional[meeNY] Optional[dummy]

e. this program prints: Optional[eeNY] Optional[meeNY] Optional[DUmmY]

**Answers:**

1. D. this code segment terminates normally without printing any output in the console.

a stream pipeline is lazily evaluated. Since there is no terminal operation provided (such as count(), forEach(), reduce(), or collect()), this pipeline is not evaluated and hence the peek() method does not print any output to the console.

1. e. this program crashes by throwing java.lang.IllegalStateException

a stream once used–i.e., once “consumed”–cannot be used again. In this program, anyMatch() is a terminal operation. hence, once anyMatch() is called, the stream in temperatures is considered “used” or “consumed”. hence, calling findAny()

terminal operation on temperatures results in the program throwing java.lang. IllegalStateException.

1. F. this program prints: true

the predicate str -> str.length() > 5 returns false for all the elements because the length of each string is 2. hence, the filter() method results in an empty stream and the peek() method does not print anything. the allMatch() method returns true for an empty stream and does not evalute the given predicate. hence this program prints true.
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1. C. this program prints: mo miny meeny eeny

this is a proper definition of a lambda expression. Since the second argument of Collections.sort() method takes the functional interface Comparator and a matching lambda expression is passed in this code. Note that second argument is compared with the first argument in the lambda expression (str1, str2) -> str2.compareTo(str1). For this reason, the comparison is performed in descending order.

1. a. Compiler error: Cannot find symbol “sum” in interface Stream<Integer>

Data and calculation methods such as sum() and average() are not available in the Stream<T> interface; they are available only in the primitive type versions IntStream, LongStream, and DoubleStream. to create an IntStream, one solution is to use mapToInt() method instead of map() method in this program. If mapToInt() were used, this program

would compile without errors, and when executed, it will print 6 to the console.

1. C. this program results in a compiler error in line marked with comment #3

the ifPresent() method in Optional takes a Consumer<T> as the argument. this program uses ifPresent() without passing an argument and hence it results in a compiler error. If the method isPresent() were used instead of ifPresent() in this program, it will compile

cleanly and print 99 on the console.

1. a. this program prints: eeNY meeNY dummy

Note that the variable string points to Optional.ofNullable(str). When the element null is encountered in the stream, it cannot be converted to uppercase and hence the orElse() method executes to return the string “dummy”. In this program, if Optional.of(str) were used instead of Optional.ofNullable(str) the program would have resulted in throwing a NullPointerException.
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**Chapter 7**

**Exceptions and Assertions**

**Certification Objectives**

Use try-catch and throw statements

**Use catch, multi-catch, and finally clauses**

**Use Autoclose resources with a try-with-resources statement Create custom exceptions and Auto-closeable resources**

**Test invariants by using assertions**

In this chapter, you’ll learn about Java’s support for exception handling in detail. The OCAJP 8 exam (which is a pre-requisite for OCPJP 8 exam) covers fundamentals of exception handling as an exam topic. Hence, we assume that you are already familiar with the basic syntax used for exception handling and types of exceptions. In this chapter, you’ll learn how to provide try, catch, multi-catch, and finally block. You’ll also learn about the recently added language features such as try-with-resources and multi-catch statements.

Following that, you’ll learn how to define your own exception classes (custom exceptions). Finally, we’ll discuss the related topic of assertions and teach you how to use them in your programs. Many programming examples in this chapter make use of I/O functions (Chapters [9](http://dx.doi.org/10.1007/978-1-4842-1836-5_9) and [10](http://dx.doi.org/10.1007/978-1-4842-1836-5_10)) to illustrate the concepts of exception handling.

# Throwable and its Subclasses

In Java the thrown object should be an instance of the class Throwable or one of its subclasses (Throwable is the apex class of the exception hierarchy in Java). Exception handling constructs such as the throw statement, throws clause, and catch clause deal only with Throwable and its subclasses. There are

three important subclasses of Throwable that you need to learn in detail: the Error, Exception, and

RuntimeException classes. Figure 7-1 provides a high-level overview of these classes.
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***Figure 7-1.*** *Java’s exception hierarchy*

Here is a brief description of the three important classes that extends the Throwable class:

* Exceptions of type Exception are known as *checked exceptions*. If code can throw an

Exception, you must handle it using a catch block or declare that the method throws

that exception, forcing the caller of that method to handle that exception.

* RuntimeException is a derived class of the Exception class. The exceptions deriving from this class are known as *unchecked exceptions*. It is optional to handle unchecked

exceptions. If a code segment you write in a method can throw an unchecked exception, it is not mandatory to catch that exception or declare that exception in the throws clause of that method.

* When the JVM detects a serious abnormal condition in the program, it raises an exception of type Error. Exceptions of type Error indicate an abnormal condition in the program. There is no point in catching this exception and trying to continue

execution and pretending nothing has happened. It is a *really* bad practice to do so!

Now, let us start discussing how to throw and catch exceptions.
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Chapter 7  exCeptions and assertions

Throwing Exceptions

###### Certification Objective

Use try-catch and throw statements

Listing 7-1 is a very simple programming example in which you want to echo the text typed as command-line arguments back to the user. Assume that the user must type some text as command-line arguments to echo, or else you need to inform the user about the “error condition.”

***Listing 7-1.*** Echo.java

// A simple program without exception handling code class Echo {

public static void main(String []args) { if(args.length == 0) {

// no arguments passed – display an error to the user System.out.println("Error: No input passed to echo command... "); System.exit(-1);

}

else {

for(String str : args) {

// command-line arguments are separated and passed as an array

// print them by adding a space between the array elements System.out.print(str + " ");

}

}

}

}

In this case, you print the error in the console using a println() statement. This is a trivial program and the error occurred in the main() method, so the error handling is easy. In this case, you can terminate the

program after printing the error message to the console. However, if you are deep within the function calls

in a complex application, you need a better way to indicate that an “exceptional condition” has occurred and then inform the caller about that condition. Further, you often need to recover from an error condition instead of terminating the program. So you need to be able to “handle” an exception or “rethrow” that exception further up in the call stack so that a caller can handle that exception. (We’ll revisit this topic of rethrowing exceptions later in this chapter.) At present, you’ll change the program in Listing 7-1 to throw an

exception instead of printing an error message (in a separate program, Echo1.java), like so:

if(args.length == 0) {

// no arguments passed - throw an exception

throw new IllegalArgumentException("No input passed to echo command");

}

This block inside the if condition for args.length == 0 is the only part that needs to be changed within this program. Note the syntax for throwing an exception: the throw keyword followed by the exception object. Here you make use of IllegalArgumentException, which is already defined in the Java library. Later

in this chapter, you’ll see how to define your own exceptions.
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Now, if you run this program without passing any arguments in the command line, the program will throw an IllegalArgumentException:

Exception in thread "main" java.lang.IllegalArgumentException: No input passed to echo command at Echo1.main(Echo1.java:5)

Since there was no handler for this exception, this uncaught exception terminated the program. In this case, you explicitly threw an exception. Exceptions can also get thrown when you write some code or call Java APIs. Let’s look at an example now.

### Unhandled Exceptions

Consider the program in Listing 7-2, which attempts to read an integer value that the user types in the

console and prints the read integer back to the console. For reading an integer from the console, you make use of the nextInt() method provided in the java.util.Scanner class. To instantiate the Scanner class, you pass in System.in, which is a reference to the *system input stream*.

***Listing 7-2.*** ScanInt1.java

// A simple progam to accept an integer from user import java.util.Scanner;

class ScanInt1 {

public static void main(String [] args) { System.out.println("Type an integer in the console: "); Scanner consoleScanner = new Scanner(System.in);

System.out.println("You typed the integer value: " + consoleScanner.nextInt());

}

}

When you run this program and type an integer, say 10, in the console, the program works correctly and prints the integer back to you successfully.

D:\> java ScanInt1

Type an integer in the console: 10

You typed the integer value: 10

However, what if you (or the user of the program) mistakenly type the string “ten” instead of the integer value “10”? The program will terminate after throwing an exception like this:

D:\> java ScanInt1

Type an integer in the console: ten

Exception in thread "main" java.util.InputMismatchException at java.util.Scanner.throwFor(Scanner.java:909)

at java.util.Scanner.next(Scanner.java:1530)

at java.util.Scanner.nextInt(Scanner.java:2160) at java.util.Scanner.nextInt(Scanner.java:2119) at ScanInt.main(ScanInt1.java:7)
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If you read the documentation of nextInt(), you’ll see that this method can throw

InputMismatchException - “if the next token does not match the Integer regular expression, or is out

of range.” In this simple program, you assume that you (or the user) will always type an integer value as

expected, and when that assumption fails, an exception gets thrown. If there is an exception thrown from a program, and it is left unhandled, the program will terminate abnormally after throwing a stack trace like the ones shown here.

A *stack trace* shows the list of the method (with the line numbers) that was called before the control reached the statement where the exception was thrown. As a programmer, you’ll find it useful to trace the control flow for debugging the program and fix the problem that led to this exception.

So, how do you handle this situation? You need to put this code within try and catch blocks and then handle the exception.

### Try and Catch Statements

###### Certification Objective

Use catch, multi-catch, and finally clauses

Java provides the try and catch keywords to handle any exceptions that can get thrown in the code you write. Listing 7-3 is the improved version of the program from Listing 7-2.

***Listing 7-3.*** ScanInt2.java

// A simple progam to accept an integer from user in normal case,

// otherwise prints an error message

import java.util.Scanner;

import java.util.InputMismatchException;

class ScanInt2 {

public static void main(String [] args) { System.out.println("Type an integer in the console: "); Scanner consoleScanner = new Scanner(System.in);

try {

System.out.println("You typed the integer value: " + consoleScanner.nextInt());

} catch(InputMismatchException ime) {

// nextInt() throws InputMismatchException in case anything

// other than an integer is typed in the console; so handle it System.out.println("Error: You typed some text that is not an integer value...");

}

}

}

If anything other than a valid integer is typed in the input, this program prints a readable error message to the user.

D:\> java ScanInt2

Type an integer in the console: ten

Error: You typed some text that is not an integer value...
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Now let’s analyze this code. The block followed by the try keyword limits the code segment for which you expect that some exceptions could be thrown. If any exception gets thrown from the try block, the Java

runtime will search for a *matching handler* (which we’ll discuss in more detail a bit later). In this case, an exception handler for InputMismatchException is present, which is of exactly the same type as the exception that got thrown. This *exactly matching* catch handler is available just outside the try block in the form of a block preceded by the keyword catch, and this catch block gets executed. In the catch block you caught the exception, so you’re handling the exception here. You are providing a human readable error string rather

than throwing a raw stack trace (as you did in the earlier program in Listing 7-2), so you’re providing a graceful exit for the program.

Multiple Catch Blocks

In Listing 7-2, you used a Scanner object to read an integer from the console. Note that you can use a

Scanner object to read from a String as well (see Listing 7-4).

***Listing 7-4.*** ScanInt3.java

// A program that scans an integer from a given string

import java.util.Scanner;

import java.util.InputMismatchException;

class ScanInt3 {

public static void main(String [] args) { String integerStr = "100";

System.out.println("The string to scan integer from it is: " + integerStr); Scanner consoleScanner = new Scanner(integerStr);

try {

System.out.println("The integer value scanned from string is: " + consoleScanner.nextInt());

} catch(InputMismatchException ime) {

// nextInt() throws InputMismatchException in case

// anything other than an integeris provided in the string System.out.println("Error: Cannot scan an integer from the given string");

}

}

}

This program prints the following:

The string to scan integer from it is: 100 The integer value scanned from string is: 100

What happens if you modify the program in Listing 7-4 so that the string contains a non-integer value,

as in

String integerStr = "hundred";
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The try block will throw an InputMismatchException, which will be handled in the catch block, and you’ll get this output:

The string to scan integer from it is: hundred Error: Cannot scan an integer from the given string

Now, what if you modify the program in Listing 7-4 so that the string contains an empty string, as in

String integerStr = "";

For this, nextInt() will throw a NoSuchElementException, which is not handled in this program, so this program would crash.

The string to scan integer from it is:

Exception in thread "main" java.util.NoSuchElementException at java.util.Scanner.throwFor(Scanner.java:907)

at java.util.Scanner.next(Scanner.java:1530)

at java.util.Scanner.nextInt(Scanner.java:2160) at java.util.Scanner.nextInt(Scanner.java:2119) at ScanInt3.main(ScanInt.java:11)

Further, if you look at the JavaDoc for Scanner.nextInt() method, you’ll find that it can also throw an IllegalStateException (this exception is thrown if the nextInt() method is called on a Scanner object that is already closed). So, let’s provide catch handlers for InputMismatchException, NoSuchElementException, and IllegalStateException (see Listing 7-5).

***Listing 7-5.*** ScanInt4.java

// A program that scans an integer from a given string

import java.util.Scanner;

import java.util.InputMismatchException; import java.util.NoSuchElementException;

class ScanInt4 {

public static void main(String [] args) { String integerStr = "";

System.out.println("The string to scan integer from it is: " + integerStr); Scanner consoleScanner = new Scanner(integerStr);

try {

System.out.println("The integer value scanned from string is: " + consoleScanner.nextInt());

} catch(InputMismatchException ime) {

System.out.println("Error: Cannot scan an integer from the given string");

} catch(NoSuchElementException nsee) {

System.out.println("Error: Cannot scan an integer from the given string");

} catch(IllegalStateException ise) {

System.out.println("Error: nextInt() called on a closed Scanner object");

}

}

}
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Here is the output when you run this program:

The string to scan integer from it is:

Error: Cannot scan an integer from the given string

As you can see from the output, since the string is empty, NoSuchElementException gets thrown. It is caught in the catch handler for this exception, and the code provided inside the catch block gets executed to

result in a graceful exit.

Note how you provided more than one catch handler by stacking them up: you provided specific

(i.e., derived type) exception handlers followed by more general (i.e., base type) exception handlers. If you provide a derived exception type after a base exception type, you get a compiler error. You might not already

know, but NoSuchElementException is the base class of InputMismatchException! See what happens when you try to reverse the order of catch handlers for InputMismatchException and NoSuchElementException.

try {

System.out.println("The integer value scanned from string is: "

+ consoleScanner.nextInt());

} catch(NoSuchElementException nsee) {

System.out.println("Error: Cannot scan an integer from the given string");

} catch(InputMismatchException ime) {

System.out.println("Error: Cannot scan an integer from the given string");

}

This code segment will result in this compiler error:

ScanInt4.java:14: error: exception InputMismatchException has already been caught

} catch(InputMismatchException ime) {

^

1. error

When providing multiple catch handlers, handle specific exceptions before handling general exceptions. if you provide a derived class exception catch handler *after* a base class exception handler, your code will

not compile.

Multi-Catch Blocks

Java provides a feature named *multi-catch blocks* in which you can combine multiple catch handlers. Let’s use this feature to combine the catch clauses of NoSuchElementException and IllegalStateException (see Listing 7-6):

***Listing 7-6.*** ScanInt5.java

// A program that illustrates multi-catch blocks

import java.util.Scanner;

import java.util.NoSuchElementException;
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class ScanInt5 {

public static void main(String [] args) { String integerStr = "";

System.out.println("The string to scan integer from it is: " + integerStr); Scanner consoleScanner = new Scanner(integerStr);

try {

System.out.println("The integer value scanned from string is: " + consoleScanner.nextInt());

} catch(NoSuchElementException | IllegalStateException multie) { System.out.println("Error: An error occured while attempting to scan the integer");

}

}

}

Note how you combine the catch handlers together using the | (OR) operator here (the same operator you use for performing bit-wise OR operation on integral values) for combining the catch clauses of NoSuchElementException and IllegalStateException.

Unlike the combined catch clauses for NoSuchElementException and IllegalStateException, you cannot combine the catch clauses of NoSuchElementException and InputMismatchException. As we’ve already discussed, NoSuchElementException is the base class of InputMismatchException, and you cannot

catch both of them in the multi-catch block. If you try compiling such a multi-catch clause, you’ll get this

compiler error:

ScanInt5.java:11: error: Alternatives in a multi-catch statement cannot be related by subclassing

} catch(InputMismatchException | NoSuchElementException exception) {

^

So what is the alternative? When you need such a catch handler for the exceptions where one exception is the base class of another exception class, providing the catch handler for the base class alone is sufficient (since that base class catch handler will handle the derived class exception if it occurs).

in a multi-catch block, you cannot combine catch handlers for two exceptions that share a base- and derived-class relationship. You can only combine catch handlers for exceptions that do not share the parent-child relationship between them.

How do you know if it is better to combine exception handling blocks or stack them? It is a design choice where you must consider the following aspects: (a) Do the exceptions get thrown for similar reasons or for different reasons? (b) Is the handling code similar or different? If you answer “similar” for both the questions, it is better to combine them; if you say “different” for either one of these two questions, then it is better to separate them.

How about the specific situation in Listing 7-6? Is it better to combine or separate the handlers for the InputMismatchException and IllegalStateException exceptions? You can see that the exception handling is the same for both of the catch blocks. But the reasons for these two exceptions are considerably different. The InputMismatchException gets thrown invalid input is passed (e.g., “hundred” as we discussed earlier).

The IllegalStateException gets thrown because of a programming mistake when you call the nextInt()

method after calling the close() method on Scanner. So, in this case, it is a better design choice to separate

the handlers for these two exceptions.
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##### General Catch Handlers

Did you notice that many exceptions can get thrown when you use APIs related to I/O operations? We just discussed that in order to call just one method, nextInt() of the Scanner class, you need to handle three exceptions: the InputMismatchException, the NoSuchElementException, and the IllegalStateException.

If you keep handling specific exceptions such as this that may or may not actually result in an exceptional

condition when you run the program, most of your code will consist of try-catch code blocks! Is there a better way to say “handle all other exceptions”? Yes, you can provide a *general exception handler*.

Here is the code snippet that shows only the try-catch blocks for the class ScanInt3 from Listing 7-4,

enhanced with a general exception handler:

try {

System.out.println("You typed the integer value: " + consoleScanner.nextInt());

} catch(InputMismatchException ime) {

// if something other than integer is typed, we'll get this exception, so handle it System.out.println("Error: You typed some text that is not an integer value...");

} catch(Exception e) {

// catch IllegalStateException here which is unlikely to occur... System.out.println("Error: Encountered an exception and could not read an integer from the console... ");

}

This code provides a catch handler for the base exception of the type Exception. So, if the try block throws any other exception than the InputMismatchException, and if that exception is a derived class of the Exception

class, this general catch handler will handle it. It is recommended practice to catch specific exceptions, and then

provide a general exception handler to ensure that all other exceptions are handled as well.

##### Releasing Resources

Do you notice that programs we discussed in Listings 7-2, 7-3, and 7-4 have a *resource leak* (because we opened a Scanner object but did not close it)? The word “resource” refers to any of the classes that acquire some system sources from the underlying operating system, such as network, file, database, and other

handles. But how do you know which classes need to be closed? The answer is that if a class implements java.io.Closeable, then you must call the close() method of that class; otherwise, it will result in a resource leak.

the Garbage Collector (GC) is responsible for releasing only memory resources. if you are using any class that acquires system resources, it is your responsibility to release them by calling the close() method on

that object.

ScanInt6 (Listing 7-7) calls the close() method of the Scanner object in its main() method; you want to shorten the code, so you’ll use a general exception handler for handling all exceptions that can be thrown

within the try block.

204

Chapter 7  exCeptions and assertions

***Listing 7-7.*** ScanInt6.java

import java.util.Scanner;

class ScanInt6 {

public static void main(String [] args) { System.out.println("Type an integer in the console: "); Scanner consoleScanner = new Scanner(System.in);

try {

System.out.println("You typed the integer value: " + consoleScanner.nextInt()); System.out.println("Done reading the text... closing the Scanner"); consoleScanner.close();

} catch(Exception e) {

// call all other exceptions here ...

System.out.println("Error: Encountered an exception and could not read an integer from the console... ");

System.out.println("Exiting the program - restart and try the program again!");

}

}

}

Let’s see if this program works.

D:\> java ScanInt6

Type an integer in the console: 10

You typed the integer value: 10

Done reading the text... closing the Scanner

Because the program printed "Done reading the text... closing the Scanner", and completed the execution normally, you can assume that the statement consoleScanner.close(); has executed

successfully. What happens if an exception gets thrown?

*D:\> java ScanInt6*

*Type an integer in the console: ten*

*Error: Encountered an exception and could not read an integer from the console... Exiting the program - restart and try the program again!*

As you can see from the output, the program did not print "Done reading the text... closing the Scanner", so the statement consoleScanner.close(); has not executed. How can you fix it? One way is to call consoleScanner.close() in the catch block as well, like this:

try {

System.out.println("You typed the integer value: " + consoleScanner.nextInt()); System.out.println("Done reading the text... closing the Scanner"); consoleScanner.close();

} catch(Exception e) {
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// call all other exceptions here ... consoleScanner.close();

System.out.println("Error: Encountered an exception and could not read an integer from the console... ");

System.out.println("Exiting the program - restart and try the program again!");

}

This solution will work but is not elegant. You know you can have multiple catch blocks and you have to provide calls to consoleScanner.close(); in all the catch blocks! Is there a better way to release the resources? Yes, you can use release resources in a finally block (see Listing 7-8).

***Listing 7-8.*** ScanInt7.java

import java.util.Scanner;

class ScanInt7 {

public static void main(String [] args) { System.out.println("Type an integer in the console: "); Scanner consoleScanner = new Scanner(System.in);

try {

System.out.println("You typed the integer value: " + consoleScanner.nextInt());

} catch(Exception e) {

// call all other exceptions here ...

System.out.println("Error: Encountered an exception and could not read an integer from the console... ");

System.out.println("Exiting the program - restart and try the program again!");

} finally {

System.out.println("Done reading the integer... closing the Scanner"); consoleScanner.close();

}

}

}

In this case, a finally block is provided after the catch block. This finally block will be executed whether an exception has occurred or not. So, the finally block is a good place to call the close() method on the Scanner object to ensure that this resource is always released.

if you call System.exit() inside a method, it will abnormally terminate the program. so, if the calling method has a finally block, it will not be called and resources may leak. For this reason, it is a bad programming practice to call System.exit() to terminate a program.

Now, let’s see if the scanner is closed both in the case when the program completes normally (i.e., without throwing an exception) and when the program terminates after throwing an exception.

D:\> java ScanInt7

Type an integer in the console: 10

You typed the integer value: 10

Done reading the integer... closing the Scanner
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D:\> java ScanInt7

Type an integer in the console: ten

Error: Encountered an exception and could not read an integer from the console... Exiting the program - restart and try the program again!

Done reading the integer... closing the Scanner

Yes, the statement "Done reading the integer... closing the Scanner" is called whether an exception is thrown or not. Note that you can have a finally block directly after a try block without a catch

block as well; though this feature is used rarely, it is a useful feature.

A note: the finally block is always executed irrespective of whether the code in the try block throws an exception or not. Consider the following method. Will it return true or false to the caller?

boolean returnTest() { try {

return true;

}

finally {

return false;

}

}

This method will always return false because finally is always invoked though it is unintuitive. In fact, if you use the "-Xlint" option, you’ll get this compiler warning: “finally clause cannot complete normally.” (Note that you can have a try block followed by either catch block or finally block or both blocks.)

### The Throws Clause

A method can throw checked exceptions; the clause throw specifies these checked exceptions in the method signature. In the throws clause, you list *checked exceptions* that a method can throw. Why do we need the throws clause? By looking at the throws clause, you can get a clear idea of what exceptions the method can

throw. Understanding checked exceptions is a prerequisite for understanding the throws clause. Since we’ve covered checked exceptions in the previous section on exception types, we’ll cover the throws clause now.

Let’s try reading an integer stored in a file named integer.txt in the current directory. There is an overloaded constructor of the Scanner class that takes a File object as input, so let’s try using it. Listing 7-9

shows the program. Will it work?

***Listing 7-9.*** ThrowsClause1.java

import java.io.File; import java.util.Scanner;

class ThrowsClause1 {

public static void main(String []args) {

System.out.println("Reading an integer from the file 'integer.txt': "); Scanner consoleScanner = new Scanner(new File("integer.txt"));

System.out.println("You typed the integer value: " + consoleScanner.nextInt());

}

}
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This code will result in a compiler error of "unreported exception FileNotFoundException; must be caught or declared to be thrown". If you look at the declaration of this Scanner method, you’ll see a

throws clause:

public Scanner(File source) throws FileNotFoundException {

So, any method that invokes this constructor should either handle this exception or add a throws clause to declare that the method can throw this exception. Add a throws clause to the main() method; see Listing 7-10.

***Listing 7-10.*** ThrowsClause2.java

import java.io.File;

import java.io.FileNotFoundException; import java.util.Scanner;

class ThrowsClause2 {

public static void main(String []args) throws FileNotFoundException { System.out.println("Reading an integer from the file 'integer.txt': "); Scanner consoleScanner = new Scanner(new File("integer.txt"));

System.out.println("You typed the integer value: " + consoleScanner.nextInt());

}

}

If you run this program and there is no file named integer.txt, the program will crash after throwing this exception:

Reading an integer from the file 'integer.txt':

Exception in thread "main" java.io.FileNotFoundException: integer.txt (The system cannot find the file specified)

at java.io.FileInputStream.open(Native Method)

at java.io.FileInputStream.<init>(FileInputStream.java:138) at java.util.Scanner.<init>(Scanner.java:656)

at ThrowsClause2.main(ThrowsClause2.java:7)

Let’s now extract the code inside the main() method to a new method named readIntFromFile(). You have defined it as an instance method, so you also create an object of the ThrowsClause3 class to invoke this method from the main() method. Since the code inside readIntFromFile() can throw a FileNotFoundException, it has to either introduce a catch handler to handle this exception or declare this

exception in its throws clause (see Listing 7-11).

***Listing 7-11.*** ThrowsClause3.java

import java.io.File;

import java.io.FileNotFoundException; import java.util.Scanner;

class ThrowsClause3 {

// since this method does not handle FileNotFoundException,

// the method must declare this exception in the throws clause
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public int readIntFromFile() throws FileNotFoundException { Scanner consoleScanner = new Scanner(new File("integer.txt")); return consoleScanner.nextInt();

}

// since readIntFromFile() throws FileNotFoundException and main() does not handle

// it, the main() method declares this exception in its throws clause public static void main(String []args) throws FileNotFoundException {

System.out.println("Reading an integer from the file 'integer.txt': "); System.out.println("You typed the integer value: "

+ new ThrowsClause3().readIntFromFile());

}

}

The behavior of the program remains the same in both Listings 7-10 and 7-11. However, Listing 7-11 shows how the main() method also must still declare to throw the FileNotFoundException in its throws clause (otherwise, the program will not compile).

### Method Overriding and the Throws Clause

When an overridable method has a throws clause, there are many things to consider while overriding that method. Consider the program in Listing 7-12, which implements an interface named IntReader. This interface declares a single method named readIntFromFile() with the throws clause listing a FileNotFoundException.

***Listing 7-12.*** ThrowsClause4.java

import java.io.File;

import java.io.FileNotFoundException; import java.io.IOException;

import java.util.Scanner;

// This interface is meant for implemented by classes that would read an integer from a file interface IntReader {

int readIntFromFile() throws IOException;

}

class ThrowsClause4 implements IntReader {

// implement readIntFromFile with the same throws clause

// or a more specific throws clause

public int readIntFromFile() throws FileNotFoundException { Scanner consoleScanner = new Scanner(new File("integer.txt")); return consoleScanner.nextInt();

}

// main method elided in this code since the focus here is to understand

// issues related to overriding when throws clause is present

}
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In this code, you can observe a few important facts:

* + You can declare the throws clause for methods declared in interfaces; in fact, you can provide the throws clause for abstract methods declared in abstract classes as well.
  + The method declared in the IntReader interface declares to throw IOException, which is a more general exception than a FileNotFoundException (Figure 7-2).

While implementing a method, it is acceptable to either provide the throws clause

listing the same exception type as the base method or a more specific type than the base method. In this case, the readIntFromFile() method lists a more specific exception (FileNotFoundException) in its throws clause against the more general

exception of IOException listed in the throws clause of the base method declared in the IntReader interface.
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***Figure 7-2.*** *Class hierarchy of FileNotFoundException*

What if you try changing the throws clause? There are many ways to change the throws clause in the overriding method, including the following:

1. Listing more general checked exceptions to throw.
2. Listing more checked exceptions in addition to the given checked exception(s) in the base method.

If you attempt any of these cases, you’ll get a compiler error. For example, if you provide a more general exception than specified in the base class will result in a compiler error.

You can choose not to specify any exception using throws clause in the overridden method provided the overridden method does not throw any checked exception or if it does, it provides a try-catch block.

To summarize, the base class method’s throws clause is a contract that it provides to the caller of that method: it says that the caller should handle the listed exceptions or declare those exceptions in its

throws clause. When overriding the base method, the derived method should also adhere to that contract. The caller of the base method is prepared to handle only the exceptions listed in the base method, so the overriding method cannot throw more general or other than the listed checked exceptions.
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However, note that this discussion that the derived class method’s throws clause should follow the contract for the base method’s throws clause is limited to checked exceptions. Unchecked exceptions can still be added or removed from the contract when compared to the base class method’s throws clause. For example, consider the following:

public int readIntFromFile() throws IOException, NoSuchElementException { Scanner consoleScanner = new Scanner(new File("integer.txt"));

return consoleScanner.nextInt();

}

This is an acceptable throws clause since NoSuchElementException can get thrown from the

readIntFromFile() method. This exception is an unchecked exception, and it gets thrown when the nextInt()

method could not read an integer from the file. This is a common situation, for example, if you have an empty file named integer.txt; an attempt to read an integer from this file will result in this exception.

**@thrOWS taG**

it is a good practice to use the @throws Javadoc tag (or its synonym @exception tag) to document the specific situations or cases in which an (unchecked or checked) exception might be thrown from a method. here is the format for providing @throws tag with an example:

@throws exception-name description-text

@throws IllegalStateException if this scanner is closed

this tag can be used only for methods and constructors.

here is an example of Javadoc comment for nextInt() method in Scanner class:

/\*\*

* Scans the next token of the input as an <tt>int</tt>.

\*

* <p> An invocation of this method of the form
* <tt>nextInt()</tt> behaves in exactly the same way as the
* invocation <tt>nextInt(radix)</tt>, where <code>radix</code>
* is the default radix of this scanner.

\*

* @return the <tt>int</tt> scanned from the input
* @throws InputMismatchException
* if the next token does not match the <i>Integer</i>
* regular expression, or is out of range
* **@throws NoSuchElementException** if input is exhausted
* **@throws** IllegalStateException if this scanner is closed

\*/

public int nextInt() {

return nextInt(defaultRadix);

}

note the @throws tag for InputMismatchException, NoSuchElementException and IllegalStateException. When a method can throw multiple exceptions, they are listed in alphabetical order by convention (as in this case).

211

Chapter 7  exCeptions and assertions

### Points to Remember

Here are some noteworthy points about the throws statement that could help you in the OCPJP 8 exam:

* If a method does not have a throws clause, it does *not* mean it cannot throw any exceptions; it just means it cannot throw any *checked* exceptions.
* Static initialization blocks cannot throw any checked exceptions. Why? Remember that static initialization blocks are invoked when the class is loaded, so there is no way to handle the thrown exceptions in the caller. Further, there is no way to declare the checked exceptions in a throws clause (because they are *blocks*, not methods).
* Non-static initialization blocks can throw checked exceptions; however, all the constructors should declare those exceptions in their throws clause. Why? The compiler merges the code for non-static initialization blocks and constructors during its code generation phase, hence the throws clause of the constructor can be used for declaring the checked exceptions that a non-static initialization block can throw.
* An overriding method cannot declare more checked exceptions in the throws clause than the list of exceptions declared in the throws clause of the base method. Why? The callers of the base method see only the list of the exceptions given in the throws clause of that method and will declare or handle these checked exceptions in their code (and not more than that).
* An overriding method can declare more specific exceptions than the exception(s) listed in the throws clause of the base method; in other words, you can declare derived exceptions in the throws clause of the overriding method.
* If a method is declared in two or more interfaces, and if that method declares to throw different exceptions in the throws clause, the method implementation should list all of these exceptions.

##### Chaining and Rethrowing Exceptions

You can catch exceptions and wrap them into more generic exceptions and throw them higher up in the call stack. When you catch an exception and create a more general exception, you can retain reference to the original exception; this is called *exception chaining*.

catch(LowLevelException lle) {

// wrap the low-level exception to a higher-level exception;

// also, chain the original exception to the newly thrown exception throw new HighLevelException(lle);

}

Chaining exceptions is useful for debugging purposes. When you get a general exception, you can check if there is a chained lower-level exception and try to understand why that lower-level exception occurred.
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# Try-with-Resources

###### Certification Objective

Use Autoclose resources with a try-with-resources statement

It is a fairly common mistake by Java programmers to forget releasing resources, even in the finally block. Also, if you’re dealing with multiple resources, it is tedious to remember to call the close() method in the finally block. Try-with-resources feature (introduced in Java 7) will help make your life easier.

Listing 7-13 makes use of this feature; it is an improved version of Listing 7-8 which made an explicit call to close, as in, consoleScanner.close().

***Listing 7-13.*** TryWithResources1.java

import java.util.Scanner;

class TryWithResources1 {

public static void main(String [] args) { System.out.println("Type an integer in the console: "); try(Scanner consoleScanner = new Scanner(System.in)) {

System.out.println("You typed the integer value: " + consoleScanner.nextInt());

} catch(Exception e) {

// catch all other exceptions here ...

System.out.println("Error: Encountered an exception and could not read an integer from the console... ");

System.out.println("Exiting the program - restart and try the program again!");

}

}

}

Make sure you take a closer look at the syntax for try-with-resources block.

try(Scanner consoleScanner = new Scanner(System.in)) {

In this statement, you have acquired the resources inside the parenthesis after the try keyword, but before the try block. Also, in the example, you don’t provide the finally block. The Java compiler will

internally translate this try-with-resources block into a try-finally block (of course, the compiler will retain

the catch blocks you provide). You can acquire multiple resources in the try-with-resources block. Such resource acquisition statements must be separated using semicolons.

Can you provide try-with-resources statements without any explicit catch or finally blocks? Yes!

Remember that a try block can be associated with a catch block, finally block, or both. A try-with-resources statement block gets expanded internally into a try-finally block. So, you can provide a try-with-resources statement without explicit catch or finally blocks. Listing 7-14 uses a try-with-resources statement without any explicit catch or finally blocks.
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***Listing 7-14.*** TryWithResources2.java

import java.util.Scanner;

class TryWithResources2 {

public static void main(String [] args) { System.out.println("Type an integer in the console: "); try(Scanner consoleScanner = new Scanner(System.in)) {

System.out.println("You typed the integer value: " + consoleScanner.nextInt());

}

}

}

Although it is possible to create a try-with-resources statement without any explicit catch or finally, it doesn’t mean you should do so! For example, since this code does not have a catch block, if you type some invalid input, the program will crash.

D:\> java TryWithResources2 Type an integer in the console: **ten**

Exception in thread "main" java.util.InputMismatchException at java.util.Scanner.throwFor(Scanner.java:864)

at java.util.Scanner.next(Scanner.java:1485)

at java.util.Scanner.nextInt(Scanner.java:2117) at java.util.Scanner.nextInt(Scanner.java:2076)

at TryWithResources2.main(TryWithResources2.java:7)

So, the benefit of a try-with-resources statement is that it simplifies your life by not having to provide finally blocks explicitly. However, you still need to provide necessary catch blocks.

Note that for a resource to be usable with a try-with-resources statement, the class of that resource must implement the java.lang.AutoCloseable interface. This interface declares one single method named close(). Along with try-with-resources feature, AutoCloseable interface was also introduced in Java 7, and the interface is made of the base interface of the Closeable interface. This is to make sure that the existing

resource classes work seamlessly with a try-with-resources statement. In other words, you can use all old stream classes with try-with-resources because they implement the AutoCloseable interface.
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***Figure 7-3.*** *Closeabe Interface extends AutoCloseable Interface*
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You can use more than one resource in a try-with-resources statement. Here is a code snippet for creating a zip file from a given text file that makes use of a try-with-resources statement:

// buffer is the temporary byte buffer used for copying data

// from one stream to another stream byte [] buffer = new byte[1024];

// these stream constructors can throw FileNotFoundException

try (ZipOutputStream zipFile = new ZipOutputStream(new FileOutputStream(zipFileName)); FileInputStream fileIn = new FileInputStream(fileName)) {

zipFile.putNextEntry(new ZipEntry(fileName)); // putNextEntry can throw

// IOException

int lenRead = 0; // the variable to keep track of number of bytes sucessfully read

// copy the contents of the input file into the zip file

while((lenRead = fileIn.read(buffer)) > 0) { // read can throw IOException zipFile.write(buffer, 0, lenRead); // write can throw IOException

}

// the streams will be closed automatically because they are within try-with-

// resources statement

}

In this code, the buffer is a byte array. This array is temporary storage useful for copying raw data from one stream to another stream. In the try-with-resources statement, you open two streams: ZipOutputStream for writing to the zip file and FileInputStream for reading in the text file. (Note: API support for zip (and jar) files is available in java.util.zip package.) You want to read the input text file, zip it, and put that entry

in the zip file. For putting a file/directory entry into the zip file, the ZipOutputStream class provides a method named putNextEntry(), which takes a ZipEntry object as an argument. The statement zipFile.putNextEntry(new ZipEntry(fileName)); puts a file entry named fileName into the zipFile.

For reading the contents of the text file, you use the read() method in the FileInputStream class. The read() method takes the buffer array as the argument. The amount of data to read per iteration (i.e., “data chunk size” to read) is given by the size of the passed array; it is 1024 bytes in this code. The read() method returns the number of bytes it read, and if there is no more data to read, it returns -1. The while loop checks

if read succeeded (using the > 0 condition) before writing it to the zip file.

For writing data to the zip file, you use the write() method in the ZipOutputStream class. The write()

method takes three arguments: the first argument is the data buffer; the second argument is start offset in

the data buffer (which is 0 because you always read from the start of the buffer); and the third is the number of bytes to be written.

Now we come to the main discussion. Note how you open two resources in the try block and semicolons separate these two resource acquisition statements. You do not have an explicit finally block to

release the resources because the compiler will automatically insert calls to the close methods for these two

streams in the finally block(s).

Listing 7-15 is the complete program that makes use of this code segment to illustrate the use of try- with-resources statement for auto-closing multiple streams.
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***Listing 7-15.*** ZipTextFile.java

import java.util.\*; import java.util.zip.\*; import java.io.\*;

// class ZipTextFile takes the name of a text file as input and creates a zip file

// after compressing that text file.

class ZipTextFile {

public static final int CHUNK = 1024; // to help copy chunks of 1KB public static void main(String []args) {

if(args.length == 0) {

System.out.println("Pass the name of the file in the current directory to be zipped as an argument");

System.exit(-1);

}

String fileName = args[0];

// name of the zip file is the input file name with the suffix ".zip" String zipFileName = fileName + ".zip";

byte [] buffer = new byte[CHUNK];

// these constructors can throw FileNotFoundException

try (ZipOutputStream zipFile = new ZipOutputStream(new FileOutputStream(zipFileName)); FileInputStream fileIn = new FileInputStream(fileName)) {

// putNextEntry can throw IOException zipFile.putNextEntry(new ZipEntry(fileName));

int lenRead = 0; // variable to keep track of number of bytes

// successfully read

// copy the contents of the input file into the zip file while((lenRead = fileIn.read(buffer)) > 0) {

// both read and write methods can throw IOException zipFile.write (buffer, 0, lenRead);

}

// the streams will be closed automatically because they are

// within try-with-resources statement

}

// this can result in multiple exceptions thrown from the try block;

// use "suppressed exceptions" to get the exceptions that were suppressed! catch(Exception e) {

System.out.println("The caught exception is: " + e); System.out.print("The suppressed exceptions are: "); for(Throwable suppressed : e.getSuppressed()) {

System.out.println(suppressed);

}

}

}

}

216

Chapter 7  exCeptions and assertions

We’ve already discussed try-with-resources block. What we have not discussed is *suppressed exceptions*.

In a try-with-resources statement, there might be more than one exception that could get thrown; for example, one within the try block, one within the catch block, and another one within the finally block. However, only one exception can be caught, so the other exception(s) will be listed as suppressed

exceptions. From a given exception object, you can use the method getSuppressed() to get the list of

suppressed exceptions.

Points to Remember

Here are some interesting points about try-with-resources statement that will help you in the OCPJP 8 exam:

* You cannot assign to the resource variables declared in the try-with-resources within the body of the try-with-resources statement. This is to make sure that the same resources acquired in the try-with-resources header are released in the finally block.
* It is a common mistake to close a resource explicitly inside the try-with-resources statement. Remember that try-with-resources expands to calling the close() method in the finally block, so the expanded code will have a double call to the close() method if you explicitly provide a close() method. Consider the following code:

try(Scanner consoleScanner = new Scanner(System.in)) { System.out.println("You typed the integer value: " + consoleScanner.nextInt());

consoleScanner.close();

// explicit call to close() method - remember that try-with-resources

// statement will also expand to calling close() in finally method;

// hence this will result in call to close() method in Scanner twice!

}

* The documentation of the close() method in the Scanner class says that if the scanner object is already closed, then invoking the method again will have no effect.

So, you are safe in this case. However, in general, you cannot expect all the resources to have implemented a close() method that is safe to call twice. So, it is a bad practice to explicitly call the close() method inside a try-with-resource statement.

# Custom Exceptions

###### Certification Objective

Create custom exceptions and Auto-closeable resources

In most situations, it will be sufficient to throw exceptions that are already provided in the Java library. For example, if you’re checking for the validity of the arguments passed to a public function, and you find

them to be null or out of expected range, you can throw an IllegalArgumentException. However, for

most non-trivial applications, it will be necessary for you to develop your own exception classes (custom

exceptions) to indicate exceptional conditions.

How do you define a custom exception? There are two options: you can extend either the Exception or

RuntimeException class depending on your need.
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If you want to force the users of your custom exception to handle the exception, then you can extend your exception class from the Exception class – that will make your custom exception a checked exception.

If you want to give flexibility to the users of your custom exception, and leave it to the users of your

exception to decide if they want to handle the exception or not, you can derive your exception from the

RuntimeException class.

So you need to make a decision if you want to make your custom exception a checked exception or unchecked exception by extending from either Exception class or RuntimeException class.

How about extending the Throwable or Error class for custom exceptions? The Throwable class is too

generic to make it the base class of your exception, so it is not recommended. The Error class is reserved for fatal exceptions that the JVM can throw (such as StackOverflowError), so it is not advisable to make this the

base class of your exception.

 Custom exceptions should extend either the Exception or RuntimeException class. it is a bad practice to create custom exceptions by extending the Throwable or Error classes.

For extending from a base class, you need to see what methods the base class provides. In this case, you want to create a custom exception by extending the Exception or RuntimeException classes. Since the Exception class is the base class of the RuntimeException class, it is sufficient to know the members of the Exception class. Table 7-1 lists the important methods (including constructors) of the Exception class.

***Table 7-1.*** *Important Methods and Constructors of the Exception Class*

###### Member Short description

Exception() Default constructor of the Exception class with no additional (or detailed) information on the exception.

Exception(String) Constructor that takes a detailed information string about the

constructor as an argument.

Exception(String, Throwable) In addition to a detailed information string as an argument, this

exception constructor takes the cause of the exception (which is

another exception) as an argument.

Exception(Throwable) Constructor that takes the cause of the exception as an argument.

String getMessage() Returns the detailed message (passed as a string when the exception

was created).

Throwable getCause() Returns the cause of the exception (if any, or else returns null).

Throwable[] getSuppressed() Returns the list of suppressed exceptions (typically caused when

using a try-with-resources statement) as an array.

void printStackTrace() Prints the stack trace (i.e., the list of method calls with relevant line

numbers) to the console (standard error stream). If the cause of an

exception (which is another exception object) is available in the exception, then that information will also be printed. Further, if there are any suppressed exceptions, they are also printed.
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For illustrating how to create your own exception classes, assume that you want to create a custom exception named InvalidInputException. When you try to read input (read an integer, in this case), and if it fails, you want to throw this InvalidInputException. Listing 7-16 defines this exception class by extending the RuntimeException class.

***Listing 7-16.*** InvalidInputException.java

// a custom "unchecked exception" that is meant to be thrown

// when the input provided by the user is invalid class InvalidInputException extends RuntimeException {

// default constructor

public InvalidInputException() { super();

}

// constructor that takes the String detailed information we pass while

// raising an exception

public InvalidInputException(String str) { super(str);

}

// constructor that remembers the cause of the exception and

// throws the new exception

public InvalidInputException(Throwable originalException) { super(originalException);

}

// first argument takes detailed information string created while

// raising an exception

// and the second argument is to remember the cause of the exception public InvalidInputException(String str, Throwable originalException) {

super(str, originalException);

}

}

In this InvalidInputException class, you did not introduce any new fields but you can add any fields if necessary. This is also a simple custom exception where the constructors simply call the base class versions of the same constructor type. The class CustomExceptionTest (see Listing 7-17) shows how to make use of this custom exception.

***Listing 7-17.*** CustomExceptionTest.java

import java.util.Scanner;

import java.util.NoSuchElementException;

// class for testing the custom exception InvalidInputException class CustomExceptionTest {

public static int readIntFromConsole() {

Scanner consoleScanner = new Scanner(System.in); int typedInt = 0;
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try {

typedInt = consoleScanner.nextInt();

} catch(NoSuchElementException nsee) {

System.out.println("Wrapping up the exception and throwing it...");

throw new InvalidInputException("Invalid integer input typed in console", nsee);

} catch(Exception e) {

// call all other exceptions here ...

System.out.println("Error: Encountered an exception and could not read an integer from the console... ");

}

return typedInt;

}

public static void main(String [] args) { System.out.println("Type an integer in the console: "); try {

System.out.println("You typed the integer value: " + readIntFromConsole());

} catch(InvalidInputException iie) { System.out.println("Error: Invalid input in console... ");

System.out.println("The current caught exception is of type: " + iie); System.out.println("The originally caught exception is of type: " +

iie.getCause());

}

}

}

First compile and run this program before reading the discussion of the code.

D:\> java CustomExceptionTest Type an integer in the console: one

Wrapping up the exception and throwing it... Error: Invalid input in console...

The current caught exception is of type: InvalidInputException: Invalid integer input typed in console

The originally caught exception is of type: java.util.InputMismatchException

In this code, you use InvalidInputException just like any other exception already defined in the Java library. You are catching the InvalidInputException InputMismatchException (which extends InvalidInputException for which catch handler is provided) thrown from the readIntFromConsole() method in the main() method. The following statement invokes the toString() method of the InvalidInputException:

System.out.println("The current caught exception is of type: " + iie);

You did not override the toString() method, so the InvalidInputException class inherits the default implementation of the toString() method from the RuntimeException base class. This default toString() method prints the name of the exception thrown (InvalidInputException) and it also includes the detailed information string ("Invalid integer input typed in console") that you passed while creating the exception object. The last statement in the main() method is to get the cause of the exception.

System.out.println("The originally caught exception is of type: " + iie.getCause());
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Since the cause of InvalidInputException is InputMismatchException, this exception name is printed in the console as a fully qualified name, java.util.InputMismatchException. You can think of InputMismatchException *causing* InvalidInputException; these two exceptions are known as *chained*

*exceptions*.

# Assertions

###### Certification Objective

Test invariants by using assertions

When creating application programs, you assume many things. However, often it happens that the assumptions don’t hold, resulting in an erroneous condition. The assert statement is used to check or test your assumptions about the program.

The keyword assert provides support for assertions in Java. Each assertion statement contains a

Boolean expression. If the result of the Boolean expression is true, it means the assumption is true, so

nothing happens. However, if the Boolean result is false, then the assumption you had about the program holds no more, and an AssertionError is thrown. Remember that the Error class and its derived classes indicate serious runtime errors and are not meant to be handled. In the same way, if an AssertionError is

thrown, the best course of action is not to catch the exception and to allow the program to terminate. After

that, you need to examine why the assumption did not hold true and then fix the program.

There are many reasons you should add assertions to the program. One reason is that it helps find the problems early; when you check your assumptions in the program, and when any of them fail, you immediately know where to look out for the problem and what to fix. Also, when other programmers read your code with assertions, they will be in a better position to understand the code because you are making your assumptions explicit using assertions.

Assert Statement

Assert statements in Java are of two forms:

assert booleanExpression;

assert booleanExpression : "Detailed error message string";

It is a compiler error if a non-Boolean expression is used within the assert statement. Listing 7-18 contains the first example for assertions.

***Listing 7-18.*** AssertionExample1.java

class AssertionExample1 {

public static void main(String []args) { int i = -10;

if(i < 0) {

// if negative value, convert into positive value i = -i;

}
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System.out.println("the value of i is: " + i);

// at this point the assumption is that i cannot be negative;

// assert this condition since its an assumption that will always hold assert (i >= 0) : "impossible: i is negative!";

}

}

In this program, you are checking if the value of i is < 0; you are using the expression –i to convert it to a positive value. Once the condition check if(i < 0) is completed, the value of i cannot be negative, or that is your assumption. Such assumptions can be asserted with an assert statement. Here is the assert statement:

assert (i >= 0) : "impossible: i is negative!";

The program will run fine if the Boolean expression (i >= 0) evaluates to true. However, if it evaluates to false, the program will crash by throwing an AssertionError. Let’s check this behavior (you need to use the

–ea flag to enable assertions at runtime; we will discuss more about this flag in a moment).

D:\>java -ea AssertionExample1 the value of i is: 10

Yes, this program executed successfully without throwing any exceptions.

Is there any value of i for which the condition will fail? Yes, there is! If the value of i is a minimum possible value of integer, then it cannot be converted into a positive value. Why? Remember that the range of integers is -231 to 231 – 1, so the integer values the value of i as -2147483648 to 2147483647. In other words,

the positive value 2147483648 is not in the range of integers. So, if the value of i is -2147483648, then the expression -i will *overflow* and again result in the value -2147483648. Thus, your assumption is not true.

In Listing 7-26, change the value of i to the minimum value of an integer, as in the following:

int i = Integer.MIN\_VALUE;

Now, try running this program.

D:\> java -ea AssertionExample1 the value of i is: -2147483648

Exception in thread "main" java.lang.AssertionError: impossible: i is negative! at AssertionExample1.main(AssertionExample1.java:12)

In this output, note how the assertion failed. The application crashes because the program threw the

AssertionError, and there is no handler, so the program terminates.

An important point to remember from an exam perspective is that assertions are disabled by default at runtime; to enable assertions at runtime, use an -ea switch (or its longer form of -enableasserts). To disable assertions at runtime, use a -da switch. If assertions are disabled by default at runtime, then what is the use of -da switch? There are many uses. For example, if you want to enable assertions for all classes

within a given package and want to disable asserts in a specific class in that package, then a -da switch is

useful. Table 7-2 lists the important command-line arguments and their meaning. Note that you need not

recompile your programs to enable or disable assertions; just use the command-line arguments when invoking the JVM to enable or disable them.
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***Table 7-2.*** *Important Command-Line Arguments for Enabling/Disabling Assertions*

**Command-Line Argument Short Description**

-ea Enables assertions by default (except system classes).

-ea:<class name> Enables assertions for the given class name.

-ea:<package name>... Enables assertions in all the members of the given package <package name>.

-ea:... Enable assertions in the given unnamed package.

-esa Short for -enablesystemsassertions; enables assertions in system classes.

This option is rarely used.

-da Disable assertions by default (except system classes).

-da:<class name> Disable assertions for the given class name.

-da:<package name>... Disables assertions in all the members of the given package <package name>.

-da:... Disable assertions in the given unnamed package.

-dsa Short for -disablesystemsassertions; disables assertions in system classes.

This option is rarely used.

# Summary

Let us briefly review the key points for each certification objective in this chapter. Please read it before appearing for the exam.

Use try-catch and throw statements

* When an exception is thrown from a try block, the JVM looks for a matching catch handler from the list of catch handlers in the method call-chain. If no matching handler is found, that unhandled exception will result in crashing the application.
* While providing multiple exception handlers (stacked catch handlers), specific exception handlers should be provided before general exception handlers.
* You can programmatically access the stack trace using the methods such as printStackTrace() and getStackTrace(), which can be called on any exception object.

Use catch, multi-catch, and finally clauses

* A try block can have multiple catch handlers. If the cause of two or more exceptions is similar, and the handling code is also similar, you can consider combining the handlers and make it into a multi-catch block.
* A catch block should either handle the exception or rethrow it. To *hide* or *swallow* an exception by catching an exception and doing nothing is really a bad practice.
* You can wrap one exception and throw it as another exception. These two exceptions become *chained exceptions*. From the thrown exception, you can get the cause of the exception.
* The code inside a finally block will be executed irrespective of whether a try block has successfully executed or resulted in an exception.
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Use autoclose resources with a try-with-resources statement

* Forgetting to release resources by explicitly calling the close() method is a common mistake. You can use a try-with-resources statement to simplify your code and

auto-close resources.

* You can auto-close multiple resources within a try-with-resources statement. These resources need to be separated by semicolons in the try-with-resources statement header.
* If a try block throws an exception, and a finally block also throws exception(s), then the exceptions thrown in the finally block will be added as suppressed exceptions to the exception that gets thrown out of the try block to the caller.

Create custom exceptions and auto-closeable resources

* It is recommended that you derive custom exceptions from either the Exception or

RuntimeException class.

* A method’s throws clause is part of the contract that its overriding methods in derived classes should obey.
* An overriding method can provide the same throw clause as the base method’s throws clause or a more specific throws clause than the base method’s throws clause.
* The overriding method cannot provide a more general throws clause or declare to throw additional checked exceptions when compared to the base method’s throws clause.
* For a resource to be usable in a try-with-resources statement, the class of that resource must implement the java.lang.AutoCloseable interface and define the close() method.

Test invariants by using assertions

* Assertions are condition checks in the program and should be used for explicitly checking the assumptions you make while writing programs.
* The assert statement is of two forms: one that takes a Boolean argument and one that takes an additional string argument.
* If the Boolean condition given in the assert argument fails (i.e., evaluates to false), the program will terminate after throwing an AssertionError. It is not advisable to catch and recover from when an AssertionError is thrown by the program.
* By default, assertions are disabled at runtime. You can use the command-line arguments of –ea (for enabling asserts) and –da (for disabling asserts) and their variants when you invoke the JVM.
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**QUeStION tIMe!**

1. Consider the following class hierarchy from the package java.nio.file and answer the question.
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in the following class definitions, the base class Base has the method foo() that throws a

FileSystemException; the derived class Deri extending the class Base overrides the foo() definition.

class Base {

public void foo() throws FileSystemException { throw new FileSystemException("");

}

}

class Deri extends Base {

/\* provide foo definition here \*/

}

Which of the following overriding definitions of the foo() method in the Deri class are compatible with the base class foo() method definition? Choose aLL the foo() method definitions that could compile without errors when put in the place of the comment: /\* provide foo definition here \*/

A.

public void foo() throws IOException { super.foo();

}

B.

public void foo() throws AccessDeniedException { throw new AccessDeniedException("");

}
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C.

public void foo() throws FileSystemException, RuntimeException { throw new NullPointerException();

}

D.

public void foo() throws Exception { throw new NullPointerException();

}

1. Consider the following program:

class ChainedException { public static void foo() {

try {

throw new ArrayIndexOutOfBoundsException();

} catch(ArrayIndexOutOfBoundsException oob) { RuntimeException re = new RuntimeException(oob); re.initCause(oob);

throw re;

}

}

public static void main(String []args) { try {

foo();

} catch(Exception re) { System.out.println(re.getClass());

}

}

}

When executed, this program prints which of the following?

* 1. class java.lang.RuntimeException

1. class java.lang.IllegalStateException
2. class java.lang.Exception

d. class java.lang.ArrayIndexOutOfBoundsException

1. Consider the following program:

class ExceptionTest {

public static void foo() { try {

throw new ArrayIndexOutOfBoundsException();

} catch(ArrayIndexOutOfBoundsException oob) { throw new Exception(oob);

}

}
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public static void main(String []args) { try {

foo();

} catch(Exception re) { System.out.println(re.getCause());

}

}

}

Which one of the following options correctly describes the behavior of this program?

a. java.lang.Exception

* 1. java.lang.ArrayIndexOutOfBoundsException
  2. class java.lang.IllegalStateException

d. this program fails with compiler error(s)

1. Consider the following program:

import java.io.FileNotFoundException; import java.sql.SQLException;

class MultiCatch {

public static void fooThrower() throws FileNotFoundException { throw new FileNotFoundException();

}

public static void barThrower() throws SQLException { throw new SQLException();

}

public static void main(String []args) { try {

fooThrower(); barThrower();

} catch(FileNotFoundException || SQLException multie) { System.out.println(multie);

}

}

}

Which one of the following options correctly describes the behavior of this program?

* 1. this program prints the following: java.io.FileNotFoundException

1. this program prints the following: java.sql.SQLException
2. this program prints the following: java.io.FileNotFoundException || java.sql.SQLException

d. this program fails with compiler error(s)

227

Chapter 7  exCeptions and assertions

1. Consider the following class hierarchy from the package javax.security.auth.login

and answer the questions.
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* 1. Which of the following handlers that makes use of multi-catch exception handler feature will compile without errors?

a. catch (AccountException | LoginException exception)

1. catch (AccountException | AccountExpiredException exception)
2. catch (AccountExpiredException | AccountNotFoundException exception)

d. catch (AccountExpiredException exception1 | AccountNotFoundException exception2)

* 1. Consider the following code segment, which makes use of this exception hierarchy:

try {

LoginException le = new AccountNotFoundException(); throw (Exception) le;

}

catch (AccountNotFoundException anfe) {

System.out.println("In the handler of AccountNotFoundException");

}

catch (AccountException ae) {

System.out.println("In the handler of AccountException");

}

catch (LoginException le) {

System.out.println("In the handler of LoginException");

}

catch (Exception e) {

System.out.println("In the handler of Exception");

}
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When executed, which of the following statements will this code segment print?

a. in the handler of AccountNotFoundException

1. in the handler of AccountException
2. in the handler of LoginException

d. in the handler of Exception

1. Consider the following program:

import java.sql.SQLException;

class CustomSQLException extends SQLException {} class BaseClass {

void foo() throws SQLException {

throw new SQLException();

}

}

class DeriClass extends BaseClass {

public void foo() throws CustomSQLException { // LINE A throw new CustomSQLException();

}

}

class EHTest {

public static void main(String []args) { try {

BaseClass base = new DeriClass(); base.foo();

} catch(Exception e) { System.out.println(e);

}

}

}

Which one of the following options correctly describes the behavior of this program?

a. the program prints the following: SQLException

1. the program prints the following: CustomSQLException
2. the program prints the following: Exception

d. When compiled, the program will result in a compiler error in line marked with comment Line a due to incompatible throws clause in the overridden

foo method

229

Chapter 7  exCeptions and assertions

1. Consider the following program:

class EHBehavior {

public static void main(String []args) { try {

int i = 10/0; // LINE A System.out.print("after throw -> ");

} catch(ArithmeticException ae) { System.out.print("in catch -> "); return;

} finally {

System.out.print("in finally -> ");

}

System.out.print("after everything");

}

}

Which one of the following options best describes the behavior of this program?

* 1. the program prints the following: in catch -> in finally -> after everything

1. the program prints the following: after throw -> in catch -> in finally -> after everything
2. the program prints the following: in catch -> after everything
3. the program prints the following: in catch -> in finally ->
4. When compiled, the program results in a compiler error in line marked with comment in Line a for divide-by-zero
5. Consider the following program:

import java.util.Scanner; class AutoCloseableTest {

public static void main(String []args) {

try (Scanner consoleScanner = new Scanner(System.in)) { consoleScanner.close(); // CLOSE consoleScanner.close();

}

}

}

Which one of the following statements is correct?

* 1. this program terminates normally without throwing any exceptions

1. this program throws an IllegalStateException
2. this program throws an IOException
3. this program throws an AlreadyClosedException
4. this program results in a compiler error in the line marked with the comment CLOSE
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* 1. Consider the following program:

class AssertionFailure {

public static void main(String []args) { try {

assert false;

} catch(RuntimeException re) { System.out.println("RuntimeException");

} catch(Exception e) { System.out.println("Exception");

} catch(Error e) { // LINE A System.out.println("Error" + e);

} catch(Throwable t) { System.out.println("Throwable");

}

}

}

This program is invoked from the command line as follows:

java AssertionFailure

Choose one of the following options describes the behavior of this program:

* + 1. Compiler error at line marked with comment Line a
  1. prints "runtimeexception" in console
  2. prints "exception"

1. prints "error"
2. prints "throwable"

F. does not print any output on console

* 1. Consider the following program:

import java.io.\*; class ExceptionTest {

public static void thrower() throws Exception { try {

throw new IOException();

} finally {

throw new FileNotFoundException();

}

}

public static void main(String []args) { try {

thrower();

} catch(Throwable throwable) { System.out.println(throwable);

}

}

}
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When executed, this program prints which one of the following?

1. java.io.ioexception
2. java.io.FilenotFoundexception
3. java.lang.exception
4. java.lang.throwable

**Answers**:

* 1. options B and C

in option a and d, the throws clause declares to throw exceptions IOException and Exception respectively, which are more general than the FileSystemException, so they are not compatible with the base method definition. in option B, the foo() method declares to throw AccessDeniedException, which is more specific than FileSystemException, so it is compatible with the base definition of the foo()

method. in option C, the throws clause declares to throw FileSystemException, which is the same as in the base definition of the foo() method. additionally it declares to throw RuntimeException, which is not a checked exception, so the definition of the foo() method is compatible with the base definition of the foo() method.

* 1. B. class java.lang.IllegalStateException

in the expression new RuntimeException(oob);, the exception object oob is already chained to the RuntimeException object. the method initCause() cannot be

called on an exception object that already has an exception object chained during the constructor call. hence, the call re.initCause(oob); results in initCause() throwing an IllegalStateException.

* 1. d. this program fails with compiler error(s)

the foo() method catches ArrayIndexOutOfBoundsException and chains it to an

Exception object. however, since Exception is a checked exception, it must be declared in the throws clause of foo(). hence this program results in this compiler error:

ExceptionTest.java:6: error: unreported exception Exception; must be caught or declared to be thrown

throw new Exception(oob);

^

1 error

* 1. d. this program fails with compiler error(s)

For multi-catch blocks, the single pipe (|) symbol needs to be used and not double pipe (||), as provided in this program. hence this program will fail with compiler error(s).

* 1. C. catch (AccountExpiredException | AccountNotFoundException exception)

For a and B, the base type handler is provided with the derived type handler, hence the multi-catch is incorrect. For d, the exception name exception1 is redundant and will result in a syntax error. C is the correct option and this will compile fine without errors.
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* 1. a. in the handler of AccountNotFoundException

in this code, the created type of the exception is AccountNotFoundException. though the exception object is stored in the variable of type LoginException and then type- casted to Exception, the dynamic type of the exception remains the same, which is AccountNotFoundException. When looking for a catch handler, the Java runtime looks

for the exact handler based on the dynamic type of the object. since it is available

immediately as the first handler, this exactly matching catch handler got executed.

* + 1. B. the program prints the following: CustomSQLException

the exception thrown is CustomSQLException object from the overridden foo method in DeriClass. note that SQLException is a checked exception since it extends the exception class. inside the BaseClass, the foo method lists SQLException in its throws clause. in the DeriClass, the overridden foo method lists CustomSQLException

in its throws clause: it is acceptable to have a more restrictive exception throws

clause in a derived class. hence, the given program compiles successfully and prints

CustomSQLException.

* + 1. d. the program prints the following: in catch -> in finally ->

the statement println("after throw -> "); will never be executed since the line marked with the comment Line a throws an exception. the catch handles ArithmeticException, so println("in catch -> "); will be executed.

Following that, there is a return statement, so the function returns. But before

the function returns, the finally statement should be called, hence the statement println("in finally -> "); will get executed. so, the statement println("after everything"); will never get executed.

* + 1. a. this program terminates normally without throwing any exceptions

the try-with-resources statement internally expands to call the close() method in the finally block. if the resource is explicitly closed in the try block, then calling close() again does not have any effect. From the description of the close() method in the AutoCloseable interface: “Closes this stream and releases any system resources

associated with it. if the stream is already closed, then invoking this method has no

effect.”

* + 1. F. does not print any output on the console

By default, assertions are disabled. if -ea (or the -enableassertions option to enable assertions), then the program would have printed "Error" since the exception thrown in the case of assertion failure is java.lang.AssertionError, which is derived from the Error class.

* + 1. B. java.io.FileNotFoundException

if both the try block and finally block throw exceptions, the exception thrown from the try block will be ignored. hence, the method thrower() throws

a FileNotFoundException. the dynamic type of the variable throwable is

FileNotFoundException, so the program prints that type name.
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**Chapter 8**

**Using the Java SE 8 Date/Time API**

**Certification Objectives**

Create and manage date-based and time-based events including a combination of date and time into a single object using LocalDate, LocalTime, LocalDateTime, Instant, Period, and Duration

**Work with dates and times across timezones and manage changes resulting from daylight savings including format date and times values**

**Define and create and manage date-based and time-based events using Instant, Period, Duration, and TemporalUnit**

The new Java date and time API is provided in the java.time package. This new API in Java 8 replaces the older classes supporting date- and time-related functionality such as the Date, Calendar, and TimeZone classes provided as part of the java.util package.

Why did Java 8 introduce a new date and time API when it already had classes such as Date and Calendar from the early days of Java? The main reason was *inconvenient API design*. For example, the Date class has both date and time components; if you only want time information and not date-related

information, you have to set the date-related values to zero. Some aspects of the classes are unintuitive as well. For example, in the Date constructor, the range of date values is 1 to 31 but the range of month

values is 0 to 11 (not 1 to 12)! Further, there are many concurrency-related issues with java.util.Date and

SimpleDateFormatter because they are not thread-safe.

Java 8 provides very good support for date- and time-related functionality in the newly introduced java.time package. Most of the classes in this package are immutable and thread-safe. This chapter explains how to use important classes and interfaces in this package, including LocalDate, LocalTime, LocalDateTime, Instant, Period, Duration, and TemporalUnit. You also learn how to work with time zones

and daylight savings and how to format date and times values.

The java.time API incorporates the concept of *fluent interfaces*: it is designed in such a way that the code is more readable and easier to use. For this reason, classes in this package have numerous static

methods (many of them factory methods). In addition, the methods in the classes follow a common naming convention (for example, they use the prefixes plus and minus to add or subtract date or time values).
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# Understanding Important Classes in java.time

###### Certification Objectives

Create and manage date-based and time-based events including a combination of date and time into a single object using LocalDate, LocalTime, LocalDateTime, Instant, Period, and Duration

**Define and create and manage date-based and time-based events using Instant, Period, Duration, and TemporalUnit**

The java.time package consists of four subpackages:

* java.time.temporal—Accesses date/time fields and units
* java.time.format—Formats the input and output of date/time objects
* java.time.zone—Handles time zones
* java.time.chrono—Supports calendar systems such as Japanese and Thai calendars

This chapter focuses only on date/time topics covered by the exam objectives. Let’s get started by learning to use the LocalDate, LocalTime, LocalDateTime, Instant, Period, and Duration classes.

Using the LocalDate class

java.time.LocalDate represents a date without time or time zone. LocalDate is represented in the ISO-8601 calendar system in a year-month-day format (YYYY-MM-DD): for example, 2015-10-26.

the Java 8 date and time api uses isO 8601 as the default calendar format. in this internationally accepted format, the date and time values are sorted from the largest to the smallest unit of time: year, month/week, day, hour, minute, second, and millisecond/nanosecond.

Here’s an example that uses LocalDate: LocalDate today = LocalDate.now();

System.out.println("Today's date is: " + today);

This code printed the following when we ran it:

Today's date is: 2015-10-26

The LocalDate.now() method gets the current date using the system clock, based on the default time zone. You can get a LocalDate object by explicitly specifying the day, month, and year components:

LocalDate newYear2016 = LocalDate.of(2016, 1, 1); System.out.println("New year 2016: " + newYear2016);
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This code prints the following:

New year 2016: 2016-01-01

How about this code?

LocalDate valentinesDay = LocalDate.of(2016, 14, 2); System.out.println("Valentine's day is on: " + valentinesDay);

It throws an exception:

Exception in thread "main" java.time.DateTimeException: Invalid value for MonthOfYear (valid values 1 - 12): 14

In this case, the month and dayOfMonth argument values are interchanged. The of() method of

LocalDate is declared as follows:

LocalDate of(int year, int month, int dayOfMonth)

To avoid making this mistake, you can use the overloaded version LocalDate.of(int year, Month month, int day). The second argument, java.time.Month, is an enumeration that represents the 12 months

of the year. If you interchange the day and month arguments, you get a compiler error. Here is the improved

version that uses this enumeration:

LocalDate valentinesDay = LocalDate.of(2016, Month.FEBRUARY, 14); System.out.println("Valentine's day is on: " + valentinesDay);

This code prints

Valentine's day is on: 2016-02-14

The LocalDate class has methods with which you can add or subtract days, weeks, months, or years to or from the current LocalDate object. For example, suppose your visa expires 180 days from now. Here is a code segment that shows the expiry date (assuming today’s date is 2015-10-26):

long visaValidityDays = 180L; LocalDate currDate = LocalDate.now();

System.out.println("My Visa expires on: " + currDate.plusDays(visaValidityDays));

This code segment prints the following:

My Visa expires on: 2016-04-23

In addition to the plusDays() method, LocalDate also provides plusWeeks(), plusMonths(), and plusYears() methods, as well as methods for subtracting: minusDays(), minusWeeks(), minusMonths(), and minusYears(). Table 8-1 lists a few more methods in the LocalDate class that you need to know (this table mentions classes such as ZoneId—they’re discussed later in this chapter).
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***Table 8-1.*** *Important Methods in the LocalDate Class*

**Method Short Description Example Code**

LocalDate now(Clock clock)

LocalDate now(ZoneId zone)

LocalDate ofYearDay(int year, int dayOfYear)

LocalDate parse(CharSequence dateString)

LocalDate ofEpochDay(Long epochDay)

Returns a LocalDate object with the current date using the passed clock or zone argument

Returns the LocalDate from the year and dayOfYear

passed as arguments

Returns the LocalDate from the dateString passed as

the argument

Returns the LocalDate by adding the number of days

to the epoch starting day (the epoch starts in 1970)

// assume today's date is 26 Oct 2015

LocalDate.now(Clock.systemDefaultZone());

// returns current date as 2015-10-26

LocalDate.now(ZoneId.of("Asia/Kolkata"));

// returns current date as 2015-10-26

LocalDate.now(ZoneId.of("Asia/Tokyo"));

// returns current date as 2015-10-27

LocalDate.ofYearDay(2016,100);

// returns date as 2016-04-09

LocalDate.parse("2015-10-26");

// returns a LocalDate corresponding

// to the passed string argument; hence it

// returns date as 2015-10-26

LocalDate.ofEpochDay(10);

// returns 1970-01-11;

### Using the LocalTime Class

The java.time.LocalTime class is similar to LocalDate except that LocalTime represents time without dates or time zones. The time is in the ISO-8601 calendar system format: HH:MM:SS.nanosecond. Both LocalTime and LocalDate use the system clock and the default time zone.

Here is an example that uses LocalTime:

LocalTime currTime = LocalTime.now(); System.out.println("Current time is: " + currTime);

When we executed it, it printed the following:

Current time is: 12:23:05.072

As mentioned, LocalTime uses the system clock and its default time zone. To create different time objects based on specific time values, you can use the overloaded of() method of the LocalTime class:

System.out.println(LocalTime.of(18,30));

// prints: 18:30
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LocalTime provides many useful methods with which you can add or subtract hours, minutes, seconds, and nanoseconds. For example, assume that you have a meeting 6.5 hours from now, and you want to find

the exact meeting time. Here is a code segment for that:

long hours = 6; long minutes = 30;

LocalTime currTime = LocalTime.now(); System.out.println("Current time is: " + currTime);

System.out.println("My meeting is at: " + currTime.plusHours(hours).plusMinutes(minutes));

This code segment prints the following:

Current time is: 12:29:13.624 My meeting is at: 18:59:13.624

In addition to plusHours(), LocalTime supports plusMinutes(), plusSeconds(), and plusNanos() methods; also, for subtracting, it supports minusHours(), minusMinutes(), minusNanos(), and minusSeconds(). Table 8-2 lists some of the important methods in the LocalTime class.

***Table 8-2.*** *Important Methods in the LocalTime Class*

**Method Short Description Example Code**

LocalTime now(Clock clock)

LocalTime now(ZoneId zone)

LocalTime ofSecondOfDay(long daySeconds)

LocalTime parse(CharSequence timeString)

Returns a LocalTime object with the current time using the passed clock or zone argument

Returns the LocalTime from

daySeconds passed as the

argument (note that a 24-hour

day has 86,400 seconds)

Returns the LocalTime from the dateString passed as the

argument

LocalTime.now(Clock.systemDefaultZone())

// returns current time as 18:30:35.744

LocalDate.now(ZoneId.of("Asia/Tokyo");

// returns current time as 22:00:35.193

LocalTime.ofSecondOfDay(66620);

// returns 18:30:20 because

// 66620 seconds have elapsed

LocalTime.parse("18:30:05");

// returns a LocalTime object

// corresponding to the given String

// hence it prints: 18:30:05

### Using the LocalDateTime Class

The class java.time.LocalDateTime represents both date and time without time zones. You can think of LocalDateTime as a logical combination of the LocalTime and LocalDate classes. The date and time formats use the ISO-8601 calendar system: YYYY-MM-DD HH:MM:SS.nanosecond.

Here is a simple example that prints today’s date and the current time:

LocalDateTime currDateTime = LocalDateTime.now(); System.out.println("Today's date and current time is: " + currDateTime);
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When we ran this code, it printed the following:

Today's date and current time is: 2015-10-29T21:04:36.376

In this output, note that the character *T* stands for *time*, and it separates the date and time components. Using LocalDateTime.now() gets the current date and time using the system clock and its default time zone.

Many classes in the java.time package, including LocalDate, LocalTime, and LocalDateTime, support

isAfter() and isBefore() methods for comparison:

LocalDateTime christmas = LocalDateTime.of(2015, 12, 25, 0, 0);

LocalDateTime newYear = LocalDateTime.of(2016, 1, 1, 0, 0);

System.out.println("New Year 2016 comes after Christmas 2015? "+newYear.isAfter(christmas));

This code prints the following:

New Year 2016 comes after Christmas 2015? true

You can use the toLocalDate() and toLocalTime() methods, respectively, to get LocalDate and

LocalTime objects from a given LocalDateTime object:

LocalDateTime dateTime = LocalDateTime.now(); System.out.println("Today's date and current time: " + dateTime); System.out.println("The date component is: " + dateTime.toLocalDate()); System.out.println("The time component is: " + dateTime.toLocalTime());

When we executed this code, it printed

Today's date and current time: 2015-11-04T13:19:10.497 The date component is: 2015-11-04

The time component is: 13:19:10.497

Similar to the methods listed in Tables 8-1 and 8-2, LocalDateTime has methods such as now(), of(), and parse(). Again, similar to LocalDate and LocalTime, this class also provides methods to add or subtract

years, months, days, hours, minutes, seconds, and nanoseconds. To avoid repetition, these methods are not

listed again here.

### Using the Instant Class

Suppose you want to trace the execution of a Java application or store the application events in a file. For these purposes, you need to get timestamp values, and you can do so using the java.time.Instant class. The instant values began on January 1, 1970, at 00:00:00 hours (known as the *Unix epoch*).

The Instant class internally uses a long variable that holds the number of seconds since the start of the Unix epoch: 1970-01-01T00:00:00Z (values that occur before this epoch are treated as negative values). In addition, Instant uses an integer variable to store the number of nanoseconds elapsed for each second. The program in Listing 8-1 uses the Instant class.
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***Listing 8-1.*** UsingInstant.java import java.time.Instant;

public class UsingInstant {

public static void main(String args[]){

// prints the current timestamp with UTC as time zone Instant currTimeStamp = Instant.now(); System.out.println("Instant timestamp is: "+ currTimeStamp);

// prints the number of seconds as Unix timestamp from epoch time System.out.println("Number of seconds elapsed: " + currTimeStamp.getEpochSecond());

// prints the Unix timestamp in milliseconds

System.out.println("Number of milliseconds elapsed: " + currTimeStamp.toEpochMilli());

}

}

When executed, it prints the following:

Instant timestamp is: 2015-11-02T03:16:04.502Z Number of seconds elapsed: 1446434164

Number of milliseconds elapsed: 1446434164502

What is the difference between LocalDateTime and Instant? Here is an example that illustrates:

LocalDateTime localDateTime = LocalDateTime.now(); Instant instant = Instant.now();

System.out.println("LocalDateTime is: " + localDateTime + " \nInstant is: " + instant);

When we executed this, it printed the following:

LocalDateTime is: 2015-11-02T17:21:11.402 Instant is: 2015-11-02T11:51:11.404Z

As you can see, the time value printed by LocalDateTime is different from the result of Instant. Why? Because we live in the Asia/Kolkata time zone, which is +05:30 hours from Greenwich time. LocalDateTime uses the default time zone, but Instant doesn’t.

### Using the Period Class

The java.time.Period class is used to measure an amount of time in terms of years, months, and days. Assume that you have bought some expensive medicine and want to use it before it expires. Here is how you

can find out when it will expire:

LocalDate manufacturingDate = LocalDate.of(2016, Month.JANUARY, 1); LocalDate expiryDate = LocalDate.of(2018, Month.JULY, 18);

Period expiry = Period.between(manufacturingDate, expiryDate); System.out.printf("Medicine will expire in: %d years, %d months, and %d days (%s)\n",

expiry.getYears(), expiry.getMonths(), expiry.getDays(), expiry);
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This code segment prints the following:

Medicine will expire in: 2 years, 6 months, and 17 days (P2Y6M17D)

This example uses the Period.between() method, which takes two LocalDate values as arguments and returns a Period. This program uses the methods getYears(), getMonths(), and getDays() (these three methods return an int value), which respectively return the number of years, months, and days in the given period. The toString() method of Period prints the value P2Y6M17D. In this string, the characters P, Y, M, and D, respectively, stand for *period*, *years*, *months*, and *days*.

From a Period, you can add or subtract years, months, and days using the methods plusYears(), plusMonths(), plusDays(), minusYears(), minusMonths(), and minusDays(). Table 8-3 lists other important

methods in this class.

***Table 8-3.*** *Important Methods in the Period Class*

**Method Short Description Example Code**

Period of(int years, int months, int days)

Period ofWeeks(int unit) Period ofDays(int unit) Period ofMonths(int unit) Period ofYears (int unit)

Period parse(CharSequence string)

Returns a Period

object based on the

given arguments

Returns a Period

object based on the

unit in the argument

Returns a Period from the string passed as

the argument

LocalDate christmas = LocalDate.of(2015, 12, 25);

System.out.println( Period.between(LocalDate.now(), christmas));

// prints P1M23D as of 2015-11-02

Period.ofWeeks(2)

// returns P14D

Period.ofDays(15)

// returns P15D

Period.ofMonths(6)

// returns P6M

Period.ofYears(4)

// returns P4Y

Period.parse("P4Y6M15D");

// returns P4Y6M15D

the Java 8 date and time api differentiates how humans and computers use date- and time-related information. For example, the Instant class represents a Unix timestamp and internally uses long and int variables. Instant values are not very readable or usable by humans because the class does not support methods related to day, month, hours, and so on (in contrast, the Period class supports such methods).
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We discussed the Period class earlier—it represents time in terms of years, months, and days. Duration is the time equivalent of Period. The Duration class represents time in terms of hours, minutes, seconds, and so on. It is suitable for measuring machine time or when working with Instance objects. Similar to the Instance class, the Duration class stores the seconds component as a long value and nanoseconds using an int value.

Say you want to wish your best friend Becky a happy birthday at midnight tonight. Here is how you can

find out how many hours to go:

LocalDateTime comingMidnight = LocalDateTime.of(LocalDate.now().plusDays(1), LocalTime.MIDNIGHT);

LocalDateTime now = LocalDateTime.now();

Duration between = Duration.between(now, comingMidnight); System.out.println(between);

This code prints the following:

PT7H13M42.003S

This example uses the overloaded version of the of() method in the LocalDateTime class: LocalDateTime of(LocalDate, LocalTime). The LocalDate.now() call returns the current date, but you need to add a day to this value so that you can use LocalTime.MIDNIGHT to refer to the upcoming midnight. The between() method in Duration takes two time values—in this case, two LocalDateTime objects. When

we executed this program, the time was 16:46:17; from then to midnight was 7 hours, 13 minutes, and

42 seconds. That is indicated by the toString() output, Period: PT7H13M42.003S. The prefix PT indicates eriod time, H indicates hours, M indicates minutes, and S indicates seconds.

Table 8-4 lists some of the important methods of the Duration class. TemporalUnit and ChronoUnit are

discussed later in this chapter.

***Table 8-4.*** *Important Methods in the Duration Class*

###### Method Short Description Example Code

Duration of(long number, TemporalUnit unit)

Duration ofDays(long unit) Duration ofHours(long unit) Duration ofMinutes(long unit) Duration ofSeconds(long unit) Duration ofMillis(long unit) Duration ofNanos(long unit)

Duration parse(CharSequence string)

Returns a Duration object for the given number in the specified format

Returns Duration based on the unit given in the argument

Returns a Period from the string

passed as the argument

Duration.of(3600, ChronoUnit. MINUTES) // returns "PT60H"

Duration.ofDays(4)

// returns "PT96H" Duration.ofHours(2)

// returns "PT2H" Duration.ofMinutes(15)

// returns "PT15M" Duration.ofSeconds(30)

//returns "PT30S" Duration.ofMillis(120)

// returns "PT0.12S" Duration.ofNanos(120)

// returns "PT0.00000012S"

Duration.parse("P2DT10H30M")

// returns a Duration object

// with value PT58H30M
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***Figure 8-1.*** *Summary of the Instant, Period, and Duration classes*

# Using the TemporalUnit Interface

The TemporalUnit interface is part of the java.time.temporal package. It represents date or time units such as seconds, hours, days, months, years, and so on. The enumeration java.time.temporal.ChronoUnit

implements this interface. Instead of using constant values, it is better to use their equivalent enumeration values. Why? Because using enumeration values in ChronoUnit results in more readable code; further, you are less likely to make mistakes.

Listing 8-2 prints the enumeration values, whether they are date-based or time-based, and the duration.

***Listing 8-2.*** ChronoUnitValues.java import java.time.temporal.ChronoUnit;

public class ChronoUnitValues {

public static void main(String []args) { System.out.println("ChronoUnit DateBased TimeBased Duration"); System.out.println("---------------------------------------");

for(ChronoUnit unit : ChronoUnit.values()) { System.out.printf("%10s \t %b \t\t %b \t\t %s %n",

unit, unit.isDateBased(), unit.isTimeBased(), unit.getDuration());

}

}

}
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The result is as follows:

ChronoUnit DateBased TimeBased Duration

--------------------------------------- --------------------

|  |  |  |  |
| --- | --- | --- | --- |
| Nanos | false | true | PT0.000000001S |
| Micros | false | true | PT0.000001S |
| Millis | false | true | PT0.001S |
| Seconds | false | true | PT1S |
| Minutes | false | true | PT1M |
| Hours | false | true | PT1H |
| HalfDays | false | true | PT12H |
| Days | true | false | PT24H |
| Weeks | true | false | PT168H |
| Months | true | false | PT730H29M6S |
| Years | true | false | PT8765H49M12S |
| Decades | true | false | PT87658H12M |
| Centuries | true | false | PT876582H |
| Millennia | true | false | PT8765820H |
| Eras | true | false | PT8765820000000H |
| Forever | false | false | PT2562047788015215H30M7.999999999S |

Numerous methods in the java.time package take TemporalUnit as the argument. For example, consider the of() method in the Duration class:

Duration of(long amount, TemporalUnit unit)

Because the ChronoUnit enumeration implements the TemporalUnit interface, you can pass a

ChronoUnit enumeration value as the second argument in this constructor:

System.out.println(Duration.of(1, ChronoUnit.MINUTES).getSeconds());

// prints: 60

System.out.println(Duration.of(1, ChronoUnit.HOURS).getSeconds());

// prints:3600

System.out.println(Duration.of(1, ChronoUnit.DAYS).getSeconds());

// prints: 86400

As you can see from this example, ChronoUnit helps you deal with time unit values such as seconds, minutes, and hours and date values such as days, months, and years.

# Dealing with Time Zones and Daylight Savings

###### Certification Objective

Work with dates and times across timezones and manage changes resulting from daylight savings including format date and times values

The previous section discussed some of the important classes in the java.time package. This section discusses how to work with dates and times across time zones, deal with daylight savings, and format date

and time values.
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Using Time Zone–Related Classes

There are three important classes related to time zones that you need to know in order to work with dates and times across time zones: ZoneId, ZoneOffset, and ZonedDateTime. Let’s discuss them now.

### Using the ZoneId Class

In the java.time package, the java.time.ZoneId class represents time zones. Time zones are typically identified using an offset from Greenwich Mean Time (GMT, also known as UTC/Greenwich).

For instance, we live in India, and the only time zone in India is Asia/Kolkata (zones are given using this region/city format). This code prints the time zone:

System.out.println("My zone id is: " + ZoneId.systemDefault());

For our time zone, it printed this:

My zone id is: Asia/Kolkata

You can get the list of time zones by calling the static method getAvailableZoneIds() in ZoneId, which returns a Set<String>:

Set<String> zones = ZoneId.getAvailableZoneIds(); System.out.println("Number of available time zones is: " + zones.size()); zones.forEach(System.out::println);

Here is the result:

Number of available time zones is: 589 Asia/Aden

America/Cuiaba

// rest of the output elided...

You can pass any of these time-zone identifiers to the of() method to create the corresponding ZoneId

object, as in

ZoneId AsiaKolkataZoneId = ZoneId.of("Asia/Kolkata");

### Using the ZoneOffset Class

ZoneId identifies a time zone, such as Asia/Kolkata. Another class, ZoneOffset, represents the time-zone offset from UTC/Greenwich. For example, zone ID “Asia/Kolkata” has a zone offset of +05:30 (plus 5 hours and 30 minutes) from UTC/Greenwich. The ZoneOffset class extends the ZoneId class. We discuss an

example that uses ZoneOffset in the next section.
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In Java 8, if you want to deal only with the date, time, or time zone, you can use LocalDate, LocalTime, or ZoneId, respectively. What if you want all three—date, time, and time zone—together? For that, you can use the ZonedDateTime class:

LocalDate currentDate = LocalDate.now(); LocalTime currentTime = LocalTime.now(); ZoneId myZone = ZoneId.systemDefault();

ZonedDateTime zonedDateTime = ZonedDateTime.of(currentDate, currentTime, myZone); System.out.println(zonedDateTime);

Here is the result:

2015-11-05T11:38:40.647+05:30[Asia/Kolkata]

This code segment uses the overloaded static method ZonedDateTime of(LocalDate, LocalTime, ZoneID). Given a LocalDateTime, you can use a ZoneId to get a ZonedDateTime object:

LocalDateTime dateTime = LocalDateTime.now(); ZoneId myZone = ZoneId.systemDefault();

ZonedDateTime zonedDateTime = dateTime.atZone(myZone);

To illustrate the conversion between these different time zone–related classes, here is a code segment that creates a ZoneId object, adds that zone information to a LocalDateTime object to get a ZonedDateTime object, and finally gets the zone offset from the ZonedDateTime:

ZoneId myZone = ZoneId.of("Asia/Kolkata"); LocalDateTime dateTime = LocalDateTime.now(); ZonedDateTime zonedDateTime = dateTime.atZone(myZone); ZoneOffset zoneOffset = zonedDateTime.getOffset(); System.out.println(zoneOffset);

It prints the following:

+05:30

Assume that you are in Singapore, the date is January 1, 2016, and the time is 6:00 a.m. Before talking to your friend who lives in Auckland (New Zealand), you want to find out the time difference between

Singapore and Auckland. Listing 8-3 shows a program that uses the ZoneId, ZonedDateTime, and Duration

classes, to illustrate how to use these classes together.

***Listing 8-3.*** TimeDifference.java

import java.time.LocalDateTime; import java.time.Month;

import java.time.ZoneId;

import java.time.ZonedDateTime; import java.time.Duration;
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public class TimeDifference {

public static void main(String[] args) {

ZoneId singaporeZone = ZoneId.of("Asia/Singapore"); ZonedDateTime dateTimeInSingapore = ZonedDateTime.of( LocalDateTime.of(2016, Month.JANUARY, 1, 6, 0), singaporeZone);

ZoneId aucklandZone = ZoneId.of("Pacific/Auckland"); ZonedDateTime sameDateTimeInAuckland =

dateTimeInSingapore.withZoneSameInstant(aucklandZone);

Duration timeDifference = Duration.between(

dateTimeInSingapore.toLocalTime(), sameDateTimeInAuckland.toLocalTime());

System.out.printf("Time difference between %s and %s zones is %d hours", singaporeZone, aucklandZone, timeDifference.toHours());

}

}

Here is the result:

Time difference between Asia/Singapore and Pacific/Auckland zones is 5 hours

This program creates two ZoneIds: one for Singapore and another for Auckland. After creating a ZonedDateTime object for the Singapore time zone with the given date and time, you get the equivalent ZonedDateTime object for Auckland by calling the withZoneSameInstant() method of the ZonedDateTime class. To find the time difference in hours, you use the Duration.between() method and the toHours() method of Duration.

### Dealing with Daylight Savings

The amount of daylight does not remain the same throughout the year, because the seasons change. There is more daylight in summer, for example. With daylight savings time (DST), the clock is set one hour earlier or later to make the best use of the daylight. As the saying goes, “Spring forward, fall back”—the clock is typically set one hour earlier when Spring begins and one hour later at the start of Fall:

ZoneId kolkataZone = ZoneId.of("Asia/Kolkata");

Duration kolkataDST = kolkataZone.getRules().getDaylightSavings(Instant.now()); System.out.printf("Kolkata zone DST is: %d hours %n", kolkataDST.toHours());

ZoneId aucklandZone = ZoneId.of("Pacific/Auckland");

Duration aucklandDST = aucklandZone.getRules().getDaylightSavings(Instant.now()); System.out.printf("Auckland zone DST is: %d hours", aucklandDST.toHours());

Here is the result (when executed on November 5, 2015):

Kolkata zone DST is: 0 hours Auckland zone DST is: 1 hours
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The call zoneId.getRules().getDaylightSavings(Instant.now()); returns a Duration object based on whether DST is in effect at that time. If Duration.isZero() is false, DST is in effect in that zone;

otherwise, it is not. In this example, the Kolkata time zone does not have DST in effect, but the Auckland

time zone has +1 hour of DST.

# Formatting Dates and Times

When programming with dates and times, you often have to print them in different formats. Also, you may have to read date/time information given in different formats. To read or print date and time values in

various formats, you can use the DateTimeFormatter class in the java.time.format package.

The DateTimeFormatter class provides many predefined constants for formatting date and time values.

Here is a list of a few such predefined formatters (with sample output values):

* ISO\_DATE (2015-11-05)
* ISO\_TIME (11:25:47.624)
* RFC\_1123\_DATE\_TIME (Thu, 5 Nov 2015 11:27:22 +0530)
* ISO\_ZONED\_DATE\_TIME (2015-11-05T11:30:33.49+05:30[Asia/Kolkata])

Here is a simple example that uses the predefined ISO\_TIME of type DateTimeFormatter:

LocalTime wakeupTime = LocalTime.of(6, 0, 0);

System.out.println("Wake up time: " + DateTimeFormatter.ISO\_TIME.format(wakeupTime));

This printed the following:

Wake up time: 06:00:00

What if you want to use a custom format instead of any of the predefined formats? To do so, you can use the ofPattern() method in the DateTimeFormatter class:

DateTimeFormatter customFormat = DateTimeFormatter.ofPattern("dd MMM yyyy"); System.out.println(customFormat.format(LocalDate.of(2016, Month.JANUARY, 01)));

Here is the result:

01 Jan 2016

You encode the format of the date or time using letters to form a date or time pattern string. Usually these letters are repeated in the pattern.

 Uppercase and lowercase letters can have similar or different meanings when used in format strings for dates and times. read the Javadoc for these patterns carefully before trying to use these letters. For example, in dd-mm-yy, *MM* refers to *month*; however, in dd-mm-yy, *mm* refers to *minutes* !
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The previous code segment gave a simple example of creating a custom date format. Similar letters are available for creating custom date and time pattern strings. Here is the list of important letters and their meanings for creating patterns for dates (with examples):

* G (era: BC, AD)
* y (year of era: 2015, 15)
* Y (week-based year: 2015, 15)
* M (month: 11, Nov, November)
* w (week in year: 13)
* W (week in month: 2)
* E (day name in week: Sun, Sunday)
* D (day of year: 256)
* d (day of month: 13)

The program in Listing 8-4 uses simple and complex pattern strings to create custom date formats.

***Listing 8-4.*** CustomDatePatterns.java import java.time.LocalDateTime;

import java.time.format.DateTimeFormatter;

public class CustomDatePatterns {

public static void main(String []args) {

// patterns from simple to complex ones String [] dateTimeFormats = {

"dd-MM-yyyy", /\* d is day (in month), M is month, y is year \*/

"d '('E')' MMM, YYYY", /\*E is name of the day (in week), Y is year\*/ "w'th week of' YYYY", /\* w is the week of the year \*/

"EEEE, dd'th' MMMM, YYYY" /\*E is day name in the week \*/

};

LocalDateTime now = LocalDateTime.now(); for(String dateTimeFormat : dateTimeFormats) {

System.out.printf("Pattern \"%s\" is %s %n", dateTimeFormat, DateTimeFormatter.ofPattern(dateTimeFormat).format(now));

}

}

}

Here is the result:

Pattern "dd-MM-yyyy" is 05-11-2015

Pattern "d '('E')' MMM, YYYY" is 5 (Thu) Nov, 2015 Pattern "w'th week of' YYYY" is 45th week of 2015

Pattern "EEEE, dd'th' MMMM, YYYY" is Thursday, 05th November, 2015

As you can see, repeated letters result in a longer form for an entry. For example, when you use E

(which is the name of the day in the week), the result is “Thu”, whereas using EEEE prints the full form of the

day name, which is “Thursday”.
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Another important thing to notice is how to print text within the given pattern string. For that, you use text separated by single quotes, which is printed as is by DateTimeFormatter. For example, '('E')' prints “(Wed)”. If you give an incorrect pattern or forget to use single quotes to separate your text from pattern letters in the pattern string, you get a DateTimeParseException for passing an “Illegal pattern.”

Now, let’s look at a similar example for creating custom time-pattern strings. Here is the list of important

letters for defining a custom time pattern:

a (marker for the text a.m./p.m. marker)

H (hour: value range 0–23)

k (hour: value range 1–24)

K (hour in a.m./p.m.: value range 0–11) h (hour in a.m./p.m.: value range 1–12) m (minute

s (second)

S (fraction of a second)

z (time zone: general time-zone format)

For more letters and their descriptions, see the Javadoc for the DateTimeFormatter class. Listing 8-5 shows a program that uses simple and complex pattern strings to create custom time formats.

***Listing 8-5.*** CustomTimePatterns.java import java.time.LocalTime;

import java.time.format.DateTimeFormatter;

// Using examples, illustrates how to use "pattern strings" for creating custom time formats class CustomTimePatterns {

public static void main(String []args) {

// patterns from simple to complex ones String [] timeFormats = {

"h:mm", /\* h is hour in am/pm (1-12), m is minute \*/

"hh 'o''clock'", /\* '' is the escape sequence to print a single quote \*/ "H:mm a", /\* H is hour in day (0-23), a is am/pm\*/

"hh:mm:ss:SS", /\* s is seconds, S is milliseconds \*/ "K:mm:ss a" /\* K is hour in am/pm(0-11) \*/

};

LocalTime now = LocalTime.now(); for(String timeFormat : timeFormats) {

System.out.printf("Time in pattern \"%s\" is %s %n", timeFormat, DateTimeFormatter.ofPattern(timeFormat).format(now));

}

}

}
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Here is the result:

Time in pattern "h:mm" is 12:27

Time in pattern "hh 'o''clock'" is 12 o'clock Time in pattern "H:mm a" is 12:27 PM

Time in pattern "hh:mm:ss:SS" is 12:27:10:41 Time in pattern "K:mm:ss a" is 0:27:10 PM

Note how the output differs based on the pattern string used.

# Flight Travel Example

Let’s look at an example that uses many of the classes covered so far. Assume that you need to catch a flight from Singapore on January 1, 2016 at 6:00 a.m. The flight takes 10 hours to reach Auckland, New Zealand. Can you get the arrival time in Auckland? The program in Listing 8-6 solves this problem.

***Listing 8-6.*** FlightTravel.java

import java.time.Month; import java.time.ZoneId;

import java.time.ZonedDateTime; import java.time.LocalDateTime;

import java.time.format.DateTimeFormatter;

public class FlightTravel {

public static void main(String[] args) { DateTimeFormatter dateTimeFormatter =

DateTimeFormatter.ofPattern("dd MMM yyyy hh.mm a");

// Leaving on 1st Jan 2016, 6:00am from "Singapore" ZonedDateTime departure = ZonedDateTime.of(

LocalDateTime.of(2016, Month.JANUARY, 1, 6, 0), ZoneId.of("Asia/Singapore"));

System.out.println("Departure: " + dateTimeFormatter.format(departure));

// Arrival on the same day in 10 hours in "Auckland" ZonedDateTime arrival =

departure.withZoneSameInstant(ZoneId.of("Pacific/Auckland"))

.plusHours(10);

System.out.println("Arrival: " + dateTimeFormatter.format(arrival));

}

}

Here is the result:

Departure: 01 Jan 2016 06.00 AM

Arrival: 01 Jan 2016 09.00 PM
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Let’s briefly review the key points from each certification objective in this chapter. Please read it before appearing for the exam.

Create and manage date-based and time-based events including a combination of date and time into a single object using LocalDate, LocalTime, LocalDateTime, Instant, Period, and Duration

* The Java 8 date and time API uses ISO 8601 as the default calendar format.
* The java.time.LocalDate class represents a date without time or time zones; the java.time.LocalTime class represents time without dates and time zones; the java.time.LocalDateTime class represents both date and time without time zones.
* The java.time.Instant class represents a Unix timestamp.
* The java.time.Period is used to measure the amount of time in terms of years, months, and days.
* The java.time.Duration class represents time in terms of hours, minutes, seconds, and fraction of seconds.

Work with dates and times across timezones and manage changes resulting from daylight savings including Format date and times values

* ZoneId identifies a time zone; ZoneOffset represents time zone offset from UTC/Greenwich.
* ZonedDateTime provides support for all three aspects: date, time, and time zone.
* You have to account for daylight savings time (DST) when working with different time zones.
* The java.time.format.DateTimeFormatter class provides support for reading or printing date and time values in different formats.
* The DateTimeFormatter class provides predefined constants (such as ISO\_DATE and

ISO\_TIME) for formatting date and time values.

* You encode the format of the date or time using case-sensitive letters to form a date or time pattern string with the DateTimeFormatter class.

Define and create and manage date-based and time-based events using Instant, Period, Duration, and TemporalUnit

* The enumeration java.time.temporal.ChronoUnit implements the

java.time.temporal.TemporalUnit interface.

* Both TemporalUnit and ChronoUnit deal with time unit values such as seconds, minutes, and hours and date values such as days, months, and years.
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**QUeStION tIMe**

1. **Choose the correct option based on this code segment:**

LocalDate babyDOB = LocalDate.of(2015, Month.FEBRUARY, 20); LocalDate now = LocalDate.of(2016, Month.APRIL, 10);

System.out.println(Period.between(now, babyDOB).getYears()); // PERIOD\_CALC

* 1. the code segment results in a compiler error in the line marked with the comment PERIOD\_CALC

1. the code segment throws a DateTimeException
2. the code segment prints: 1
3. the code segment prints: -1
4. **Which one of the following classes is best suited for storing timestamp values of application events in a file?**
   1. java.time.ZoneId class
5. java.time.ZoneOffset class
6. java.time.Instant class
7. java.time.Duration class

e. java.time.Period class

###### Given this code segment

ZoneId zoneId = ZoneId.of("Asia/Singapore"); ZonedDateTime zonedDateTime =

ZonedDateTime.of(LocalDateTime.now(), zoneId); System.out.println(zonedDateTime.getOffset());

###### assume that the time-offset value for the Asia/Singapore time zone from UTC/Greenwich is +08:00. Choose the correct option.

* 1. this code segment results in throwing DateTimeException

1. this code segment results in throwing UnsupportedTemporalTypeException
2. the code segment prints: Asia/Singapore
3. the code segment prints: +08:00

e. this code segment prints: +08:00 [Asia/Singapore]

###### Choose the correct option based on this code segment:

DateTimeFormatter dateFormat = DateTimeFormatter.ISO\_DATE; // DEF LocalDate dateOfBirth = LocalDate.of(2015, Month.FEBRUARY, 31); System.out.println(dateFormat.format(dateOfBirth)); // USE
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a. the program gives a compiler error in the line marked with the comment DEF

* 1. the program gives a compiler error in the line marked with the comment USE
  2. the code segment prints: 2015-02-31
  3. the code segment prints: 2015-02-03

e. this code segment throws java.time.DateTimeException with the message

"Invalid date 'FEBRUARY 31'"

###### Consider this code segment:

DateTimeFormatter formatter = DateTimeFormatter.ofPattern("EEEE", Locale.US);

System.out.println(formatter.format(LocalDateTime.now()));

###### Which of the following outputs matches the string pattern "EEEE" given in this code segment?

* 1. F

1. Friday
2. sept
3. september

**Answers:**

1. the code segment prints: -1

here are the arguments to the between() method in the Period class:

Period between(LocalDate startDateInclusive, LocalDate endDateExclusive)

the first argument is the start and the second argument is the end, and hence the call Period.between(now, babyDOB) results in -1 (not +1).

1. C. Instant class

the Instant class stores the number of seconds elapsed since the start of the Unix epoch (1970-01-01t00:00:00Z). the Instant class is suitable for storing a log of application events in a file as timestamp values.

the ZoneId and ZoneOffset classes are related to time zones and hence are unrelated to storing timestamp values. the Duration class is for time-based values in terms of quantity of time (such as seconds, minutes, and hours). the Period

class is for date-based values such as years, months, and days.

1. D. the code segment prints: +08:00

given a ZonedDateTime object, the getOffset() method returns a ZoneOffset

object that corresponds to the offset of the time zone from UtC/greenwich. given that

the time-offset value for the asia/singapore zone from UtC/greenwich is +08:00, the

toString() method of ZoneOffset prints the string “+08:00” to the console.
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1. e. this code segment throws java.time.DateTimeException with the message

"Invalid date 'FEBRUARY 31'".

the date value 31 passed in the call LocalDate.of(2015, 2, 31); is invalid for the month February, and hence the of() method in the LocalDate class throws DateTimeException.

One of the predefined values in DateTimeFormatter is ISO\_DATE. hence, it does not result in a compiler error for the statement marked with the comment DEF.

the statement marked with the comment USE compiles without errors because it is the correct way to use the format() method in the DateTimeFormatter class.

1. B. Friday

E is the day name in the week; the pattern "EEEE" prints the name of the day in its full format. “Fri” is a short form that would be printed by the pattern "E",

but "EEEE" prints the day of the week in full form: for example, “Friday”. Because the locale is Locale.US, the result is printed in english. the output “sept” or “september” is impossible because E refers to the name in the week, not

in a month.
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**Java I/O Fundamentals**

**Certification Objectives**

Read and write data from the console

**Use BufferedReader, BufferedWriter, File, FileReader, FileWriter, FileInputStream, FileOutputStream, ObjectOutputStream, ObjectInputStream, and PrintWriter in the java.io package**

In this chapter, we’ll introduce you to the fundamentals of Java I/O programming. We’ll cover two topics: how to read and write data from console, and then how to use (file) streams to read and write data.

The support for file manipulation is provided in the java.io and java.nio packages. In the initial part of this chapter, we’ll focus only on the java.io package; later, we’ll focus on reading and writing data using streams, but none of the other features provided in the java.io package. The java.nio package provides comprehensive support for file I/O, and we cover it in Chapter [10](http://dx.doi.org/10.1007/978-1-4842-1836-5_10).

# Reading from and Writing to Console

###### Certification Objective

Read and write data from the console

For reading from and writing to console, you can use standard input, output, and error streams or use the Console class. Let us discuss both of these approaches now.

Understanding Standard Streams

The public static fields in, out, and err in java.lang.System class respectively represent the standard input, output and error streams. System.in is of type java.io.InputStream and System.out and System.err are of type java.io.PrintStream.
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Here is a programming example that reads and prints an integer from console (Listing 9-1):

***Listing 9-1.*** Read.java

import java.io.IOException;

class Read {

public static void main(String []args) { System.out.print("Type a character: "); int val = 0;

try {

// the return type of read is int, but it returns a byte value! val = System.in.read();

} catch(IOException ioe) { System.err.println("Cannot read input " + ioe); System.exit(-1);

}

System.out.println("You typed: " + val);

}

}

Here is a sample run of the program:

D:\> $ java Read Type a character: 5 You typed: 53

The return type of read method is int but it returns a byte value in the range 0 to 255 (yes, it is unintuitive). Hence, for the input 5, the program prints its ASCII value 53. The read method “blocks”

(i.e., waits) for the user input; if an I/O exception occurs when reading, the method throws an IOException.

This program illustrates the use of all the three streams – System.in is used here to get the input from console, System.out is used for printing the read integer value, and System.err is used for issuing the error in case an I/O exception occurs.

The overloaded read method is low-level in nature and works in terms of bytes. Reading other types of input such as Strings requires using it with Reader or Scanner classes, as in:

BufferedReader br = new BufferedReader(new InputStreamReader(System.in)); String str = br.readLine();

// or use java.util.Scanner, as in:

Scanner scanner = new Scanner(System.in); String str = scanner.next();

We will discuss more about Reader and Scanner classes later in this chapter.
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The standard streams are initialized when the JVM starts. Sometimes it is useful to redirect the standard streams by reassigning them. The method System.setIn takes an InputStream object, and the methods System.setOut and System.setError take PrintStream objects as arguments. Here is a code snippet that captures the standard output into a file by reassigning the System.out stream to an output text file:

import java.io.\*; class StreamTest {

public static void main(String []args ){

try{

PrintStream ps = new PrintStream("log.txt"); System.setOut(ps);

System.out.println("Test output to System.out");

} catch(Exception ee){ ee.printStackTrace();

}

}

}

When you execute this code segment, the program will create a file named “log.txt” and print the string “Test output to System.out” in that file.

Redirecting the streams is useful in many situations. For example, instead of reading from console, you may want to read the input from a text file for testing purposes. You can achieve that by redirecting the standard input stream to the text file. Similarly, you may want to reassign the error stream to a text file to store all the error messages in a log file. You can achieve that by calling the System.setErr method.

### Understanding the Console Class

Using the Console class helps reading the data from the console and writing the data to the console. Note that the word “console” here refers to the character input device (typically a keyboard), and the character display device (typically the screen display). You can obtain a reference to the console using the System.console() method; if the JVM is not associated with any console, this method will return null.

Your first exercise is to implement a simple Echo command that prints back the line of text typed as input when you run this program (Listing 9-2).

***Listing 9-2.*** Echo.java

import java.io.Console;

// simple implementation of Echo command class Echo {

public static void main(String []args) {

// get the System console object Console console = System.console(); if(console == null) {

System.err.println("Cannot retrieve console object - are you running your application from an IDE? Exiting the application ... ");

System.exit(-1); // terminate the application

}
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// read a line and print it through printf console.printf(console.readLine());

}

}

Here is how the program behaves for different output (in the first run, we type “hello world” as input and in the second run we terminate the program):

D:\>java Echo hello world hello world

D:\>java Echo

^Z

Exception in thread "main" java.lang.NullPointerException

at java.util.regex.Matcher.getTextLength(Matcher.java:1234)

... [this part of the stack trace elided to save space] at Echo.main(Echo.java:14)

For normal text input, this program works fine. If you type no input and try terminating the program with ^z or ^d (Ctrl+Z or Ctrl+D key combinations), then the program receives no input, so the readLine() method returns null; when printf takes a null argument, it throws a NullReferenceException.

Note that you ran this program from the command line. The method System.console() will succeed if the JVM is invoked from a command line without redirecting input or output streams since the JVM will be associated with a console (typically a keyboard and display screen). If the JVM is invoked indirectly by IDE, or if the JVM is invoked from a background process, then the method call System.console() will fail and return null. For example, if you run from IntelliJ IDEA or Eclipse IDEs, the System.console() will fail by returning null.

If the Jvm is invoked indirectly by Ide, or if the Jvm is invoked from a background process, then the method call System.console() will fail and return null.

Some of the important methods available in the Console class are listed in Table 9-1.

***Table 9-1.*** *Important Methods in the Console Class*

**Method Short description**

Reader reader() Returns the Reader object associated with this Console object; can perform read operations through this returned reference.

PrintWriter writer() Returns the PrintWriter object associated with this Console object;

can perform write operations through this returned reference.

String readLine() Reads a line of text String (and this returned string object does not

include any line termination characters); returns null if it fails (e.g., the user pressed Ctrl+Z or Ctrl+D in the console)

String readLine(String fmt, Object... args)

Same as the readLine() method, but it first prints the string fmt.

(*continued*)
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***Table 9-1.*** (*continued*)

###### Method Short description

char[] readPassword() Reads a password text and returns as a char array; echoing is

disabled with this method, so when the user types the password, nothing will be displayed in the console.

char[] readPassword(String fmt, Object... args)

Console format(String fmt, Object... args)

Console printf(String fmt, Object... args)

Same as the readPassword() method, but it first prints the string given as the format string argument before reading the password string.

Writes the formatted string (created based on values of fmt string and the args passed) to the console.

Writes the formatted string (created based on values of fmt string and the args passed) to the console. This printf method is the same as the format method: This is a “convenience method”—the method printf and the format specifiers are familiar to most C/C++ programmers, so this method is provided in addition to the format method.

void flush() Flushes any of the data still remaining to be printed in the console object’s buffer.

### Formatted Output with the Console Class

The Console class supports formatted I/O in the methods printf() and format() plus the overloaded methods of readPassword() and readLine(). We will now discuss formatted output with methods printf() (and the similar format() method) and later discuss the readPassword() and readLine() methods.

The method printf() uses string-formatting flags to format strings. It is quite similar to the printf() function provided in the library of the C programming language. The first parameter of the printf() method is a format string. A format string may contain string literals and *format specifiers*. The actual arguments are passed after the format string. This method can throw IllegalFormatException if the passed format is not correct.

Format specifiers are the crux of the string formatting concepts. They define the placeholder for a specific data type and its format (such as alignment and width). The remaining parameters of the printf() method are the variables (or literals) that provide the actual data to fill in the placeholders in sequence of the format specifiers.

Let’s discuss a detailed example of when and why we need to use the format specifiers. Suppose you want to print a table of soccer players along with their names, played matches, scored goals, and goals per match information. However, there are a few constraints:

* You want to print the name of players to the left (left aligned).
* You want to specify at least 15 characters for the name of the players.
* You want to print each column at a distance of a tab-stop.
* You want to specify only one precision point in goals per match info. Listing 9-3 shows how to implement this.
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***Listing 9-3.*** FormattedTable.java

// This program demonstrates the use of format specifiers in printf import java.io.Console;

class FormattedTable {

void line(Console console) {

console.printf("------------------------------------------------------------\n");

}

void printHeader(Console console) {

console.printf("%-15s \t %s \t %s \t %s \n", "Player", "Matches", "Goals", "Goals per match");

}

void printRow(Console console, String player, int matches, int goals) { console.printf("%-15s \t %5d \t\t %d \t\t %.1f \n", player, matches, goals,

((float)goals/(float)matches));

}

public static void main(String[] str) {

FormattedTable formattedTable = new FormattedTable(); Console console = System.console();

if(console != null) { formattedTable.line(console); formattedTable.printHeader(console); formattedTable.line(console);

formattedTable.printRow(console, "Demando", 100, 122);

formattedTable.printRow(console, "Mushi", 80, 100);

formattedTable.printRow(console, "Peale", 150, 180); formattedTable.line(console);

}

}

}

This program produces following output:

-----------------------------------------------------------------------------------

Player Matches Goals Goals per match

-----------------------------------------------------------------------------------

|  |  |  |  |
| --- | --- | --- | --- |
| Demando | 100 | 122 | 1.2 |
| Mushi | 80 | 100 | 1.3 |
| Peale | 150 | 180 | 1.2 |

-----------------------------------------------------------------------------------
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Let’s analyze the format string specified in the printRow() method - "%-15s \t %5d \t\t %d \t\t

%.1f \n"

* The first part of the format string is "%-15s". Here, the expression starts with %, which indicates the start of a format-specifier string.
* The next symbol is '-', which is used to make the string left aligned. The number "15" specifies the width of the string and finally data type specifier of "s" indicates the input data type as String.
* The next format specifier string is "%5d", which signifies it expects an integer that will be displayed in the minimum 5 digits.
* The last format specifier string is "%.1f", which expects a floating-point number that will be displayed with one precision digit.
* All format specifier strings are separated with one or more "\t"s (tab stops) to make space between the columns.

Let’s now discuss the template of format specifiers in the printf() method:

%[argument\_index][flags][width][.precision]datatype\_specifier

* As you can see, each format specifier starts with % sign followed by argument index, flags, width, and precision information and ends with a data type specifier. In this string, the argument index, flags, width, and precision information are optional while the % sign and data type specifiers are mandatory.
* *Argument index* refers to the position of the argument in the argument list; it is an integer followed by $, as in 1$ and 2$ for first and second argument respectively.
* *Flags* are single-character symbols that specify characteristics such as alignment and filling character. For instance, flag "-" specifies left alignment and "0" pads the number with leading zeroes.
* The *width* specifier indicates the minimum number of characters that will span in the final formatted string. If the input data is shorter than the specified width, then it is padded with spaces by default. In case the input data is bigger than the specified width, the full data appears in the output without trimming.
* The *precision field* specifies the number of precision digits in the output. This optional field is particularly useful with floating point numbers.
* Finally, the *data type specifier* indicates the type of expected input data. The field is a placeholder for the specified input data. Table 9-2 provides a list of commonly used data type specifiers.
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***Table 9-2.*** *Commonly Used Data Type Specifiers*

**Symbol Description**

%b Boolean

%c Character

%d Decimal integer (signed)

%e Floating point number in scientific format

%f Floating point number in decimal format

%g Floating point number in decimal or scientific format (depending on the value passed as argument)

%h Hashcode of the passed argument

%n Line separator (new line character)

%o Integer formatted as an octal value

%s String

%t Date/time

%x Integer formatted as an hexadecimal value

Note that the discussion about printf() applies to format() method in the Console class. In fact,

printf just invokes format method internally:

// code from java.io.Console.java

public Console printf(String format, Object ... args) { return format(format, args);

}

### Points to Remember

Here are some points that might prove useful on your OCPJP 8 exam:

* If you do not specify any string formatting specifier, the printf() method will not print anything from the given arguments!
* Flags such as "-" and “0" make sense only when you specify width with the format specifier string.
* You can also print the % character in a format string; however, you need to use an escape sequence for it. In format specifier strings, % is an escape character, which means you need to use %% to print a single %.
* You can use the argument index feature (an integer value followed by $ symbol) to explicitly refer to the arguments by their index position. For example, the following prints “world hello” because the order of arguments are reversed:

console.printf("%2$s %1$s %n", "hello", "world");

// $2 refers to the second argument ("world") and

// $1 refers to the first argument ("hello")
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* The < symbol in a format string supports relative index with which you can reuse the argument matched by the previous format specifier. For example, assuming console is a valid Console object, the following code segment prints “10 a 12”: console.printf("%d %<x %<o", 10);

// 10 – the decimal value, a – the hexadecimal value of 10, and

// 12 – the octal value of 10

* If you do not provide the intended input data type as expected by the format string, then you can get an IllegalFormatConversionException. For instance, if you provide a string instead of an expected integer in your printRow() method implementation, you will get following exception:

Exception in thread "main" java.util.IllegalFormatConversionException: d != java.lang.String

### Getting Input with the Console Class

You can get input from console using the overloaded methods of readPassword() and readLine() provided within the Console class. In these methods, the first argument is the format specifier string, and the following arguments are the values that will be passed to the format specifier string. These two methods return the character data read from the console. What’s the difference between the readLine() and readPassword() methods? The main difference is that the readPassword() does not display the typed string in the console (for the obvious reason of not displaying the secret password), whereas readLine() displays the input you type in the console. Another minor difference is that the readLine() method returns a String whereas readPassword() returns a char array (see Listing 9-4).

***Listing 9-4.*** Login.java

import java.io.Console; import java.util.Arrays;

// code to illustrate the use of readPassword method class Login {

public static void main(String []args) { Console console = System.console(); if(console != null) {

String userName = null; char[] password = null;

userName = console.readLine("Enter your username: ");

// typed characters for password will not be displayed in the screen password = console.readPassword("Enter password: ");

// password is a char[]: convert it to a String first

// before comparing contents

if(userName.equals("scrat") && new String(password).equals("nuts")) {

// we're hardcoding username and password here for

// illustration, don't do such hardcoding in pratice! console.printf("login successful!");

}
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else {

console.printf("wrong user name or password");

}

// "empty" the password since its use is over Arrays.fill(password, ' ');

}

}

}

Here is an instance of running this program typing the correct username and password:

D:\>java Login

Enter your username: scrat Enter password:

login successful!

Note that nothing was displayed in the console when typing the password. Why is the statement Arrays.fill(password, ' '); provided in this program? It is a recommended practice to “empty” the read password string once its use is over; here you use Array’s fill() method for this purpose. This is a secure programming practice to avoid malicious reads of program data to discover password strings. In fact, unlike the readLine() method, which returns a String, the readPassword() method returns a char array. With a char array, as soon as the password is validated, it is possible to empty it and remove the trace of the password text from memory; with a String object, which is garbage collected, it is not as easy as with a char array.

# Using Streams to Read and Write Files

###### Certification Objective

Use BufferedReader, BufferedWriter, File, FileReader, FileWriter, FileInputStream, FileOutputStream, ObjectOutputStream, ObjectInputStream, and PrintWriter in the java.io package

What are streams? Streams are ordered sequences of data. Java deals with input and output in terms of streams. For example, when you read a sequence of bytes from a binary file, you’re reading from an *input stream*; similarly, when you write a sequence of bytes to a binary file, you’re writing to an *output*

*stream*. Note how we referred to reading or writing *bytes* from *binary files*, but what about reading or writing *characters* from *text files*? Java, similar to other languages and operating systems, differentiates between processing text and binary data. Before delving deeper into streams and reading or writing data from files, you must first understand the difference between the character streams and byte streams, which is essential for understanding the rest of the chapter.

the streams apI (covered in Chapter [6](http://dx.doi.org/10.1007/978-1-4842-1836-5_6)) introduced in Java 8 are different from the I/O streams we discuss in this chapter.
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Consider the difference between Java source files and class files generated by the compiler. The Java source files have the extension of “.java” and are meant to be read by humans as well as programming tools such as compilers. However, the Java class files have extension of “.class” and are not meant to be read by humans; they are meant to be processed by low-level tools such as a JVM (the executable java.exe in Windows) and Java disassember (the executable javap.exe in Windows).

*Text files are human-readable files containing text (or characters); binary files are machine readable or low-level data storage.*

Naturally, how you interpret what is inside text files vs. binary files is different. For example, in text files, you can interpret the data read from the file and differentiate between a tab character, whitespace character, newline character, and so on. However, you don’t deal with data from binary files like that; they are low-level values. To give another example, consider a .txt file you create with a text editor such as

Notepad in Windows; it contains human-readable text. Now, consider storing your photo in a .bmp or .jpeg file; these files are certainly not human readable. They are meant for processing by photo editing or image manipulation software, and the files contain data in some pre-determined low-level format.

The java.io package has classes that support both character streams and byte streams. You can use character streams for text-based I/O. Byte streams are used for data-based I/O. Character streams for reading and writing are called *readers* and *writers*, respectively (represented by the abstract classes of Reader and Writer). Byte streams for reading and writing are called *input streams* and *output streams*,

respectively (represented by the abstract classes of InputStream and OutputStream). Table 9-3 summarizes the differences between character streams and byte streams for your quick reference.

***Table 9-3.*** *Differences Between Character Streams and Byte Streams*

###### Character streams Byte streams

Meant for reading or writing to character- or text-based I/O such as text files, text documents, XML, and HTML files.

Meant for reading or writing to binary data I/O such as executable files, image files, and files in low-level file formats such as .zip, .class, .obj, and .exe.

Data dealt with is 16-bit Unicode characters. Data dealt with is bytes (i.e., units of 8-bit data).

Input and output character streams are called

*readers* and *writers*, respectively.

The abstract classes of Reader and Writer and their derived classes in the java.io package provide support for character streams.

Input and output byte streams are simply called *input streams* and *output streams*, respectively.

The abstract classes of InputStream and OutputStream and their derived classes in the java.io package provide support for byte streams.

If you try using a byte stream when a character stream is needed and vice versa, you’ll get a nasty surprise in your programs. For example, a bitmap (.bmp) image file must be processed using a byte stream; if

you try using character stream, your program won’t work. so don’t mix up the streams!
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Character Streams

In this section, you’ll explore I/O with character streams. You’ll learn how to read from and write to text files plus some optional features such as buffering to speed up the I/O. For reading and writing text files, you can use the classes derived from the Reader and Writer abstract classes, respectively. For character streams, Figure 9-1 shows important Reader classes, and Table 9-4 provides a short description of these classes.

Figure 9-2 shows important Writer classes, and Table 9-5 provides a short description of these classes. Note that we’ll cover only a few important classes in this class hierarchy in this chapter.
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***Figure 9-1.*** *Important classes deriving from the Reader class*
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***Figure 9-2.*** *Important classes deriving from the Writer class*
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***Table 9-4.*** *Important Classes Deriving from the Reader Class*

**Class name Short description**

StringReader A character stream that operates on a string.

InputStreamReader This class is a bridge between character streams and byte streams.

FileReader Derived class of InputStreamReader that provides support for reading character files.

PipedReader The PipedReader and PipedWriter classes form a pair for “piped” reading/ writing of characters.

FilterReader Abstract base class for streams that support a filtering operation applied on data as characters are read from the stream.

PushbackReader Derived class of FilterReader that allows read characters to be pushed back into the stream.

BufferedReader Adds buffering to the underlying character stream so that there is no need to access the underlying file system for each read and write operation.

LineNumberReader Derived class of BufferedReader that keeps track of line numbers as the characters are read from the underlying character stream.

***Table 9-5.*** *Important Classes Deriving from the Writer Class*

###### Class name Short description

StringWriter A character stream that collects the output in a string buffer, which can be used for creating a string.

OutputStreamWriter This class is a bridge between character streams and byte streams.

FileWriter Derived class of OutputStreamWriter that provides support for writing character files.

PipedWriter The PipedReader and PipedWriter classes form a pair for “piped” reading/ writing of characters in character stream.

FilterWriter Abstract base class for streams that supports a filtering operation applied on data as characters when writing them to a character stream.

PrintWriter Supports formatted printing of characters to the output character stream.

BufferedWriter Adds buffering to the underlying character stream so that there is no need to access the underlying file system for each read and write operation.

### Reading Text Files

Reader classes read the contents in the stream and try interpreting them as characters, such as a tab, end-of-file, and newline. Listing 9-5 implements a simplified version of the type command in Windows

(a similar command is cat command in Linux/Unix/Mac). The type command displays the contents of the file(s) passed as command-line arguments.
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***Listing 9-5.*** Type.java

import java.io.FileNotFoundException; import java.io.FileReader;

import java.io.IOException;

// implements a simplified version of "type" command provided in Windows given

// a text file name(s) as argument, it prints the content of the text file(s) on console class Type {

public static void main(String []files) { if(files.length == 0) {

System.err.println("pass the name of the file(s) as argument"); System.exit(-1);

}

// process each file passed as argument for(String file : files) {

// try opening the file with FileReader

try (FileReader inputFile = new FileReader(file)) { int ch = 0;

// while there are characters to fetch, read, and print the

// characters when EOF is reached, read() will return -1,

// terminating the loop

while( (ch = inputFile.read()) != -1) {

// ch is of type int - convert it back to char

// before printing System.out.print( (char)ch );

}

} catch (FileNotFoundException fnfe) {

// the passed file is not found ... System.err.printf("Cannot open the given file %s ", file);

}

catch(IOException ioe) {

// some IO error occurred when reading the file ... System.err.printf("Error when processing file %s... skipping it", file);

}

// try-with-resources will automatically release FileReader object

}

}

}

For a sample text file, here is the output for the type command in Windows and our Type program:

D:\> type SaturnMoons.txt

Saturn has numerous icy moons in its rings. Few large moons of Saturn are - Mimas, Enceladus, Tethys, Dione, Rhea, Titan, Iapetus, and Hyperion.

D:\> java Type SaturnMoons.txt

Saturn has numerous icy moons in its rings. Few large moons of Saturn are - Mimas, Enceladus, Tethys, Dione, Rhea, Titan, Iapetus, and Hyperion.
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It works as expected. In this program, you are instantiating the FileReader class and passing the name of the file to be opened. If the file is not found, the FileReader constructor will throw a FileNotFoundException.

Once the file is open, you use the read() method to fetch characters in the underlying file. You are reading character by character. Alternatively, you can use methods such as readLine() to read line by line.

Note that the read() method returns an int instead of a char—it’s because when read() reaches End-Of-File (EOF), it returns -1, which is outside the range of char. So, the read() method returns an int to indicate that the end of file has been reached and that you should stop attempting to read any more characters from the underlying stream.

In this program, you only read a text file; you’ll now try to read from as well as write to a text file.

### Reading and Writing Text Files

In the previous example (Listing 9-5) of reading a text file, you created the character stream as follows:

FileReader inputFile = new FileReader(file);

This uses unbuffered I/O, which is less efficient when compared to buffered I/O. In other words, the read characters are directly passed instead of using a temporary (internal) buffer, which would speed up the I/O. To programmatically use buffered I/O, you can pass the FileReader reference to a BufferedReader object, as in the following:

BufferedReader inputFile = new BufferedReader(new FileReader(file));

In the same way, you can also use BufferedWriter for buffered output. (In case of byte streams, you can use BufferedInputStream and BufferedOutputStream, which we’ll discuss later in this chapter).

You’ll now use buffered I/O to read from and write to a text file. Listing 9-6 contains a simplified version of the copy command in Windows.

***Listing 9-6.*** Copy.java

import java.io.BufferedReader; import java.io.BufferedWriter;

import java.io.FileNotFoundException; import java.io.FileReader;

import java.io.FileWriter; import java.io.IOException;

// implements a simplified version of "copy" command provided in Windows

// syntax: java Copy SrcFile DstFile

// copies ScrFile to DstFile; over-writes the DstFile if it already exits class Copy {

public static void main(String []files) { if(files.length != 2) {

System.err.println("Incorrect syntax. Correct syntax: Copy SrcFile DstFile"); System.exit(-1);

}

String srcFile = files[0]; String dstFile = files[1];
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// try opening the source and destination file

// with FileReader and FileWriter

try (BufferedReader inputFile = new BufferedReader(new FileReader(srcFile)); BufferedWriter outputFile = new BufferedWriter(new FileWriter(dstFile))) { int ch = 0;

// while there are characters to fetch, read the characters from

// source stream and write them to the destination stream while( (ch = inputFile.read()) != -1) {

// ch is of type int - convert it back to char before

// writing it outputFile.write( (char)ch );

}

// no need to call flush explicitly for outputFile - the close()

// method will first call flush before closing the outputFile stream

} catch (FileNotFoundException fnfe) {

// the passed file is not found ...

System.err.println("Cannot open the file " + fnfe.getMessage());

}

catch(IOException ioe) {

// some IO error occurred when reading the file ... System.err.printf("Error when processing file; exiting ... ");

}

// try-with-resources will automatically release FileReader object

}

}

Let’s first check if this program works. Copy this Java source program itself (Copy.java) into another file (DuplicateCopy.java). You can use the fc (file compare) command provided in Windows (or diff command in Linux/Unix/Mac) to make sure that the contents of the original file and the copied file are the same, to ensure that the program worked correctly.

D:\> java Copy Copy.java DuplicateCopy.java D:\> fc Copy.java DuplicateCopyjava

Comparing files Copy.java and DuplicateCopy.java FC: no differences encountered

Yes, it worked correctly. What if you give it a source file name that does not exist?

D:\> java Copy Cpy.java DuplicateCopyjava

Cannot open the file Cpy.java (The system cannot find the file specified)

You typed Cpy.java instead of Copy.java and the program terminates with a readable error message, as expected.

Here’s how this program works. In the try-with-resources statement, you opened srcFile for reading and dstFile for writing. You wanted to use buffered I/O, so you passed FileReader and FileWriter references to BufferedReader and BufferedWriter, respectively.

try (BufferedReader inputFile = new BufferedReader(new FileReader(srcFile)); BufferedWriter outputFile = new BufferedWriter(new FileWriter(dstFile)))
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You’re using the try-with-resources statement (discussed in Chapter [7](http://dx.doi.org/10.1007/978-1-4842-1836-5_7)), and the close() method for

BufferedWriter will first call the flush() method before closing the stream.

When you’re using buffered I/O in your programs, it’s a good idea to call the flush() method explicitly in places where you want to ensure that all pending characters or data is flushed (i.e., written to the underlying file).

“Tokenizing” Text

In the last two examples (Listings 9-5 and 9-6), you just read or wrote to text files. However, in real-world programs, you may want to perform some processing when reading or writing files. For example, you may want to look out for certain patterns, search for some specific strings, replace one sequence of characters with another sequence of characters, filter out specific words, or format the output in a certain way. You can use existing APIs such as regular expressions and Scanner for such purposes.

For illustration, consider that you want to list all the words in a given text file and eliminate all unnecessary whitespaces, punctuation characters, and so on. Also, you need to print the resulting words in alphabetical order. To solve this problem, you can use a Scanner and pass the regular expression that you want to match or delimit (see Listing 9-7).

***Listing 9-7.*** Tokenize.java

import java.io.FileNotFoundException; import java.io.FileReader;

import java.util.Scanner; import java.util.Set; import java.util.TreeSet;

// read the input file and convert it into "tokens" of words;

// convert the words to same case (lower case), remove duplicates, and print the words class Tokenize {

public static void main(String []args) {

// read the input file if(args.length != 1) {

System.err.println("pass the name of the file to be read as an argument"); System.exit(-1);

}

String fileName = args[0];

// use a TreeSet<String> which will automatically sort the words

// in alphabetical order

Set<String> words = new TreeSet<>();

try ( Scanner tokenizingScanner = new Scanner(new FileReader(fileName)) ) {

// set the delimiter for text as non-words (special characters,

// white-spaces, etc), meaning that all words other than punctuation

// characters, and white-spaces will be returned tokenizingScanner.useDelimiter("\\W"); while(tokenizingScanner.hasNext()) {

String word = tokenizingScanner.next();
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if(!word.equals("")) { // process only non-empty strings

// convert to lowercase and then add to the set words.add(word.toLowerCase());

}

}

// now words are in alphabetical order without duplicates,

// print the words separating them with tabs for(String word : words) {

System.out.print(word + '\t');

}

} catch (FileNotFoundException fnfe) {

System.err.println("Cannot read the input file - pass a valid file name");

}

}

}

Let’s see if it works:

D:\> type limerick.txt

There was a young lady of Niger Who smiled as she rode on a tiger. They returned from the ride

With the lady inside

And a smile on the face of the tiger.

D:\> java Tokenize limerick.txt

a and as face from inside lady niger of on returned ride rode she smile smiled the there they tiger was who with young

Yes, it does work correctly. Now let’s see what this program does. The program first opens the file using a FileReader and passes it to the Scanner object. The program sets the delimiter for Scanner with useDelimiter("\\W"); the “\W” matches for non-words, so any non-word characters will become

delimiters. (Note that you’re setting the delimiter and not the pattern that you want to match). The program makes use of a TreeSet<String> to store the read strings. The program reads words from the underlying stream, checks if it is a non-empty string, and adds the lower-case versions of the string to the TreeSet.

Since the data structure is a TreeSet, it removes duplicates (remember that a TreeSet is-a Set, which does not allow duplicates). Further, it is also an ordered data structure, meaning that it maintains an “ordering” of values inserted, which in this case is an alphabetical ordering of Strings. Hence the program correctly prints the words from given text file that contained a limerick.

### Byte Streams

In this section, you’ll explore I/O with byte streams. You’ll first learn how to read and write data files, and also how to stream objects, store them in files and then read them back. The class of OutputStream and its derived classes are shown in Figure 9-3; InputStream and its derived classes are shown in Figure 9-4.
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***Figure 9-3.*** *Important classes deriving from the OutputStream abstract class*
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***Figure 9-4.*** *Important classes deriving from the InputStream abstract class*

Table 9-6 summarizes the important classes of InputStream and OutputStream.

***Table 9-6.*** *Important Classes Deriving from the InputStream and OutputStream Classes*

**Class name Short description**

PipedInputStream, PipedOutputStream

FileInputStream, FileOutputStream

FilterInputStream, FilterOutputStream

BufferedInputStream, BufferedOutputStream

PipedInputStream and PipedOutputStream create a communication channel on which data can be sent and received. PipedOutputStream sends the data and PipedInputStream receives the data sent on the channel.

FileInputStream receives a byte stream from a file, FileOutputStream writes a byte stream into a file.

These filtered streams are used to add functionalities to plain streams. The output of an InputStream can be filtered using FilterInputStream. The output of an OutputStream can be filtered using FilterOutputStream.

BufferedInputStream adds buffering capabilities to an input stream.

BufferedOutputStream adds buffering capabilities to an output stream.

PushbackInputStream A subclass of FilterInputStream, it adds “pushback” functionality to an input stream.

DataInputStream, DataOutputStream

DataInputStream can be used to read java primitive data types from an input stream. DataOutputStream can be used to write Java primitive data types to an output stream.
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### Reading a Byte Stream

Byte streams are used for processing files that do not contain human-readable text. For example, a Java source file has human-readable content, but a ".class" file does not. A ".class" file is meant for processing by the JVM, hence you must use byte streams to process the ".class" file.

The contents of a ".class" file are written in a specific file format, described in the specification of the Java Virtual Machine (JVM). Don’t worry; you’re not going to understand this complex file format, but you’ll just check its “magic number.” Each file format has a magic number used to quickly check the file format. For example “.MZ” is the magic number (or more properly, magic string) for .exe files in Windows. Similarly, the ".class" files have the magic number "0xCAFEBABE", written as a hexadecimal value. These magic numbers are typically written as first few bytes of a variable length file format.

To understand how byte streams work, you’ll just check if the given file starts with the magic number “0xCAFEBABE” (Listing 9-8). If so, it could be a valid ".class" file; if not, it’s certainly not a ".class" file.

***Listing 9-8.*** ClassFileMagicNumberChecker.java

import java.io.FileInputStream; import java.io.FileNotFoundException; import java.io.IOException;

import java.util.Arrays;

// check if the passed file is a valid .class file or not.

// note that this is an elementary version of a checker that checks if the given file

// is a valid file that is written according to the JVM specification

// it checks only the magic number class ClassFileMagicNumberChecker {

public static void main(String []args) { if(args.length != 1) {

System.err.println("Pass a valid file name as argument"); System.exit(-1);

}

String fileName = args[0];

// create a magicNumber byte array with values for four bytes in 0xCAFEBABE

// you need to have an explicit down cast to byte since

// the hex values like 0xCA are of type int

byte []magicNumber = {(byte) 0xCA, (byte)0xFE, (byte)0xBA, (byte)0xBE}; try (FileInputStream fis = new FileInputStream(fileName)) {

// magic number is of 4 bytes –

// use a temporary buffer to read first four bytes byte[] u4buffer = new byte[4];

// read a buffer full (4 bytes here) of data from the file if(fis.read(u4buffer) != -1) { // if read was successful

// the overloaded method equals for two byte arrays

// checks for equality of contents if(Arrays.equals(magicNumber, u4buffer)) {

System.out.printf("The magic number for passed file %s matches that of a .class file", fileName);

}
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else {

System.out.printf("The magic number for passed file %s does not match that of a .class file", fileName);

}

}

} catch(FileNotFoundException fnfe) {

System.err.println("file does not exist with the given file name ");

} catch(IOException ioe) {

System.err.println("an I/O error occurred while processing the file");

}

}

}

Let’s first see if it works by passing the source (.java) file and the ".class" file for the same program.

D:> java ClassFileMagicNumberChecker ClassFileMagicNumberChecker.java

The magic number for passed file ClassFileMagicNumberChecker.java does not match that of a .class file

D:\> java ClassFileMagicNumberChecker ClassFileMagicNumberChecker.class

The magic number for passed file ClassFileMagicNumberChecker.class matches that of a

.class file

Yes, it works. The classes InputStream and OutputStream form the base of the hierarchies for byte streams. You perform file I/O, so open the given file as a FileInputStream. You need to check the first four bytes, so you read four bytes in a temporary buffer. You need to compare the contents of this buffer against the sequence of bytes 0xCA, 0xFE, 0xBA, and 0xBE. If the contents of these two arrays are not equal, then the passed file is not a ".class" file.

In this program, you directly manipulate the underlying byte stream using a FileInputStream. In case you need to speed up the program when you read large number of bytes, you can use a buffered output stream, as in

BufferedInputStream bis = new BufferedInputStream(new FileInputStream(fileName));

Similar to these input streams, you can use output streams to write a sequence of bytes to a data file.

You can use FileOutputStream and BufferedOutputStream for that.

After reading this program, didn’t you think that reading an array of four bytes and comparing the contents of the byte arrays was awkward (instead of directly comparing the contents of an integer)? In other words, 0xCAFEBABE is an integer value, and you could read this value directly as an integer value and

compare it against the read integer value. For this, you need to use data streams, which provide methods like

readInt(), which we’ll discuss now.

### Data Streams

To understand how to write or read with byte streams, let’s write a simple program that writes and then reads constant values to a data file (see Listing 9-9). To keep the problem simple, you will write only the values 0 to 9 in the form of the following primitive type values: byte, short, int, long, float, and double.
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***Listing 9-9.*** DataStreamExample.java

import java.io.DataInputStream; import java.io.DataOutputStream; import java.io.FileInputStream; import java.io.FileNotFoundException; import java.io.FileOutputStream; import java.io.IOException;

// A simple class to illustrate data streams; write constants 0 and 1 in different

// data type values into a file and read the results back and print them class DataStreamExample {

public static void main(String []args) {

// write some data into a data file with hard-coded name "temp.data" try (DataOutputStream dos =

new DataOutputStream(new FileOutputStream("temp.data"))) {

// write values 1 to 10 as byte, short, int, long, float and double

// omitting boolean type because an int value cannot

// be converted to boolean for(int i = 0; i < 10; i++) {

dos.writeByte(i); dos.writeShort(i); dos.writeInt(i); dos.writeLong(i); dos.writeFloat(i); dos.writeDouble(i);

}

} catch(FileNotFoundException fnfe) {

System.err.println("cannot create a file with the given file name "); System.exit(-1); // don't proceed – exit the program

} catch(IOException ioe) {

System.err.println("an I/O error occurred while processing the file"); System.exit(-1); // don't proceed – exit the program

}

// the DataOutputStream will auto-close, so don't have to worry about it

// now, read the written data and print it to console

try (DataInputStream dis = new DataInputStream(new FileInputStream("temp.data"))) {

// the order of values to read is byte, short, int, long, float and

// double since we've written from 0 to 10,

// the for loop has to run 10 times for(int i = 0; i < 10; i++) {

// %d is for printing byte, short, int or long

// %f, %g, or %e is for printing float or double

// %n is for printing newline System.out.printf("%d %d %d %d %g %g %n",

dis.readByte(), dis.readShort(), dis.readInt(), dis.readLong(), dis.readFloat(), dis.readDouble());

}
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} catch(FileNotFoundException fnfe) {

System.err.println("cannot create a file with the given file name ");

} catch(IOException ioe) {

System.err.println("an I/O error occurred while processing the file");

} // the DataOutputStream will auto-close, so don't have to worry about it

}

}

First, let’s see if it works by executing the program.

D:> java DataStreamExample

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| 0 | 0 | 0 | 0 | 0.000000 | 0.000000 |
| 1 | 1 | 1 | 1 | 1.000000 | 1.000000 |
| 2 | 2 | 2 | 2 | 2.000000 | 2.000000 |
| 3 | 3 | 3 | 3 | 3.000000 | 3.000000 |
| 4 | 4 | 4 | 4 | 4.000000 | 4.000000 |
| 5 | 5 | 5 | 5 | 5.000000 | 5.000000 |
| 6 | 6 | 6 | 6 | 6.000000 | 6.000000 |
| 7 | 7 | 7 | 7 | 7.000000 | 7.000000 |
| 8 | 8 | 8 | 8 | 8.000000 | 8.000000 |
| 9 | 9 | 9 | 9 | 9.000000 | 9.000000 |

Yes, it works. Now, as mentioned earlier, the contents of data files are not human readable. In this case, you’re writing values 0 to 9 as various primitive type values into the temporary file write named temp.data. If you try to open this data file and see the contents, you won’t be able to recognize or understand what it contains. Here’s an example of its contents:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| D:>type temp.data |  | | | | | |
|  | *☺ ☺* | *☺* | *☺*?Ç | ? | *☻ ☻ ☻* | *☻*@ @ |
| ♥ ♥ ♥ ♥@@  ♠ ♠ ♠ ♠@L @‡ | ♦ ♦ | ♦ | ♦@Ç  @ | @  @L | ♣ ♣ ♣  A @ | ♣@á @¶ |
| A @" |  |  |  |  |  |  |

The typed contents of the file temp.data look like garbage values because the primitive type values like the integer values 0 or 9 are stored in terms of bytes. However, the type command in Windows (or the cat command in Linux/Unix/Mac) tries to convert these bytes into human-readable characters, hence the output does not make any sense. The data will make sense only if we know the format of the data stored in the file and read it according to that format.

Now let’s get back to the program and see how it works. The program writes to the data file with a hard-coded file named temp.data in the current directory from which the program is run. This program first writes the data, so it opens the file as an output stream. What does the following statement within the first try block mean?

DataOutputStream dos = new DataOutputStream(new FileOutputStream("temp.data"))

You can directly perform binary I/O with OutputStream and its derived class of FileOutputStream, but to process data formats such as primitive type values, you need to use DataOutputStream, which acts as a wrapper over the underlying FileOutputStream. So, you use the DataOutputStream here, which provides methods such as writeByte and writeShort. You use these methods to write the primitive type values 0 to 9 into the data file. Note that you don’t have to close the streams explicitly since you opened

the DataOutputStream in a try-with-resources statement, hence the close() method on dos reference will automatically be invoked. The close() method also flushes the underlying stream; this close() method will also close the underlying reference to the FileOutputStream.
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Once the file is written, you read the data file in a similar way. You open a FileInputStream and wrap it with a DataInputStream. You read the data from the stream and print it in console. You used format specifiers such as %d (which is a common format specifier for printing integral values like byte, short, int, or long) as well as %f, %g, or %e specifiers for printing floating point values of type float or double; %n is for printing a newline character.

In this program, you wrote and read primitive type values. What about reference type objects, such as Objects, Maps, and so on? Reading and writing objects is achieved through object streams, which we’ll discuss now.

### Writing to and Reading from Object Streams

Assume that you are creating an online e-commerce web site. You can choose to write data contained in objects such as customers and purchase requests made, to an RDBMS (we’ll cover JDBC in Chapter [12](http://dx.doi.org/10.1007/978-1-4842-1836-5_12)). Alternatively, instead of storing the data in a RDBMS, you can store the objects directly in *f lat files*: in that case, you must know how to read or write objects into streams. The classes ObjectInputStream and ObjectOutputStream support reading and writing Java objects that you use in the program.

Listing 9-10 contains a simple example of writing the contents of a Map data structure to a file and reading it back to illustrate the use of the classes ObjectInputStream and ObjectOutputStream to read or write objects. You store the details of the last three US presidents in this map.

***Listing 9-10.*** ObjectStreamExample.java

import java.io.FileInputStream; import java.io.FileNotFoundException; import java.io.FileOutputStream; import java.io.IOException;

import java.io.ObjectInputStream; import java.io.ObjectOutputStream; import java.util.HashMap;

import java.util.Map;

// A simple class to illustrate object streams: fill a data structure, write it to a

// temporary file and read it back and print the read data structure class ObjectStreamExample {

public static void main(String []args) {

Map<String, String> presidentsOfUS = new HashMap<>(); presidentsOfUS.put("Barack Obama", "2009 to --, Democratic Party, 56th term");

presidentsOfUS.put("George W. Bush", "2001 to 2009, Republican Party, 54th and 55th terms");

presidentsOfUS.put("Bill Clinton", "1993 to 2001, Democratic Party, 52nd and 53rd terms");

try (ObjectOutputStream oos =

new ObjectOutputStream(new FileOutputStream("object.data"))) {

oos.writeObject(presidentsOfUS);

} catch(FileNotFoundException fnfe) {

System.err.println("cannot create a file with the given file name ");

} catch(IOException ioe) {

System.err.println("an I/O error occurred while processing the file");

} // the ObjectOutputStream will auto-close, so don't have to worry about it
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try (ObjectInputStream ois =

new ObjectInputStream(new FileInputStream("object.data"))) {

Object obj = ois.readObject();

// first check if obj is of type Map if(obj != null && obj instanceof Map) {

Map<?, ?> presidents = (Map<?, ?>) obj; System.out.println("President name \t Description");

for(Map.Entry<?, ?> president : presidents.entrySet()) { System.out.printf("%s \t %s %n", president.getKey(),

president.getValue());

}

}

} catch(FileNotFoundException fnfe) {

System.err.println("cannot create a file with the given file name ");

} catch(IOException ioe) {

System.err.println("an I/O error occurred while processing the file");

} catch(ClassNotFoundException cnfe) {

System.err.println("cannot recognize the class of the object - is the file

corrupted?");

}

}

}

Before discussing how the program works, let’s check if it works.

D:\> java ObjectStreamExample President name Description

Barack Obama 2009 to --, Democratic Party, 56th term

Bill Clinton 1993 to 2001, Democratic Party, 52nd and 53rd terms George W. Bush 2001 to 2009, Republican Party, 54th and 55th terms

The serialization process converts contents of the objects in memory with the description of the contents (known as *metadata*). When the object has references to other objects, the serialization mechanism also includes them as part of the serialized bytes. If you try to open the file in which the object is persisted, you cannot read these serialized and then persisted objects. For example, if you try to read the object.data file, you’ll see numerous unreadable characters.

Now, let’s get back to the program and see how it works. In this program, you fill the HashMap container with details of last three US presidents. Then, you open an output stream as follows:

ObjectOutputStream oos = new ObjectOutputStream(new FileOutputStream("object.data"))

The FileOutputStream opens a temporary file named object.data in the current directory. The ObjectOutputStream is a wrapper over this underlying FileOutputStream. Inside this try-with-resources block, you’ve only one statement, oos.writeObject(presidentsOfUS), which writes the object to the object.data file.

Reading the object requires a bit more work than writing the object. The readObject() method in ObjectInputStream returns an Object type. You need to convert it back to Map<String, String>. Before downcasting it to this specific type, you check if the obj is of type Map. Note that you don’t have to check if it’s Map<String, String> because these generic types are lost in the process known as *type erasure*. Hence we are using wildcards for the generic type parameters, as in: Map<?, ?> presidents = (Map<?, ?>) obj. Once the downcast succeeds, you can read the values of the contents in this object. See discussion on type erasure and wildcard character in Chapter [4](http://dx.doi.org/10.1007/978-1-4842-1836-5_4) Generics and Collections.
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# Points to Remember

Here are the noteworthy points that may help when you attend the OCPJP 8 exam:

* When you use buffered streams, you should call flush() once you are done with data transmission. The internal buffer might be holding some data that will be cleared and sent to the destination once you call flush(). However, the method close() on the stream will automatically call flush().
* You might have observed that you can combine stream objects. You can create an object of BufferedInputStream that takes a FileInputStream object. In this way, the output of one stream is chained to the filtered stream. This is the important, useful, and beautiful way to customize the stream in a desired way.
* If you want to customize the process of serialization, you can implement readObject() and writeObject(). Note that both of these methods are private methods, which means you are not overriding or overloading these methods. The JVM checks the implementation of these methods and calls them instead of the usual methods. It sounds weird but it is the way the customization of the serialization process is implemented in the JVM.

# Summary

Let us briefly review the key points for each certification objective in this chapter. Please read it before appearing for the exam.

Read and write data from the console

* The public static fields in, out, and err in java.lang.System class respectively represent the standard input, output and error streams. System.in is of type java.io.InputStream and System.out and System.err are of type java.io.PrintStream.
* You can redirect standard streams by calling the methods System.setIn, System.setOut and System.setError.
* You can obtain a reference to the console using the System.console() method; if the JVM is not associated with any console, this method will fail and return null.
* Many methods are provided in Console-support formatted I/O. You can use the printf() and format() methods available in the Console class to print formatted text; the overloaded readLine() and readPassword() methods take format strings as arguments.
* The template of format specifiers is: %[flags][width][.precision]datatype\_specifier Each format specifier starts with the % sign, followed by flags, width, and precision information, and ending with a data type specifier. In the format string, the flags, width, and precision information are optional but the % sign and data type specifier are mandatory.
* Use the readPassword() method for reading secure strings such as passwords. It is recommended to use Array’s fill() method to “empty” the password read into the character array (to avoid malicious access to the typed passwords).
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Use BufferedReader, BufferedWriter, File, FileReader, FileWriter, FileInputStream, FileOutputStream, ObjectOutputStream, ObjectInputStream, and PrintWriter in the java.io package

* The java.io package has classes supporting both character streams and byte streams.
* You can use character streams for text-based I/O. Byte streams are used for data- based I/O.
* Character streams for reading and writing are called *readers* and *writers* respectively (represented by the abstract classes of Reader and Writer).
* Byte streams for reading and writing are called *input streams* and *output streams*

respectively (represented by the abstract classes of InputStream and OutputStream).

* You should only use character streams for processing text files (or human-readable files), and byte streams for data files. If you try using one type of stream instead of another, your program won’t work as you would expect; even if it works by chance, you’ll get nasty bugs. So don’t mix up streams, and use the right stream for a given task at hand.
* For both byte and character streams, you can use buffering. The buffer classes are provided as wrapper classes for the underlying streams. Using buffering will speed up the I/O when performing bulk I/O operations.
* For processing data with primitive data types and strings, you can use data streams.
* You can use object streams (classes ObjectInputStream and ObjectOutputStream) for reading and writing objects in memory to files and vice versa.

**QUeStION tIMe**

1. Consider the following code segment:

OutputStream os = new FileOutputStream("log.txt"); System.setErr(new PrintStream(os)); // SET SYSTEM.ERR System.err.println("Error");

Which one of the following statements is true regarding this code segment?

* 1. the line with comment set sYstem.err will not compile and will result in a compiler error.

1. the line with comment set sYstem.err will result in throwing a runtime exception since System.err cannot be programmatically redirected.
2. the program will print the text “error” in console since System.err by default sends the output to console.

d. this code segment redirects the System.err to the log.txt file and will write the text “error” to that file.
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1. Which one of the following options correctly reads a line of string from the console?
   1. BufferedReader br = new BufferedReader(System.in); String str = br.readLine();
2. BufferedReader br =

new BufferedReader(new InputStreamReader(System.in)); String str = br.readLine();

1. InputStreamReader isr =

new InputStreamReader (new BufferedReader(System.in)); String str = isr.readLine();

d. String str = System.in.readLine(); String str;

System.in.scanf(str);

1. Consider the following code snippet:

console.printf("%d %1$x %1$o", 16);

assuming that console is a valid Console object, what will it print?

* 1. this program crashes after throwing an IllegalFormatException

1. this program crashes after throwing ImproperFormatStringException
2. this program prints: 16 16 16

d. this program prints: 16 10 20

1. there are two kinds of streams in the java.io package: character streams

(i.e., those deriving from reader and Writer interfaces) and byte streams (i.e., those deriving from Inputstream and Outputstream). Which of the following statements is true regarding the differences between these two kinds of streams?

* 1. In character streams, data is handled in terms of bytes; in byte streams, data is handled in terms of unicode characters.

1. Character streams are suitable for reading or writing to files such as executable files, image files, and files in low-level file formats such as .zip,

.class, and .jag.

1. Byte streams are suitable for reading or writing to text-based I/O such as documents and text, Xml, and html files.

d. Byte streams are meant for handling binary data that is not human-readable; character streams are meant for human-readable characters.
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1. Consider the following code snippet:

USPresident usPresident = new USPresident("Barack Obama", "2009 to --", 56); try (ObjectOutputStream oos =

new ObjectOutputStream(new FileOutputStream("USPresident.data"))) { oos.writeObject(usPresident);

usPresident.setTerm(57); oos.writeObject(usPresident);

}

If you deserialize the object and print the field term (term is declared as int and is not a transient), what will it print?

* 1. 56
  2. 57
  3. null

1. Compiler error
2. runtime exception
3. Consider the following code segment:

FileInputStream findings = new FileInputStream("log.txt"); DataInputStream dataStream = new DataInputStream(findings);

BufferedReader br = new BufferedReader(new InputStreamReader(dataStream)); String line;

while ((line = br.readLine()) != null) { System.out.println(line);

}

br.close();

Which tWO options are true regarding this code segment?

* 1. br.close() statement will close only the BufferedReader object, and

findings and dataStream will remain unclosed.

1. the br.close() statement will close the BufferedReader object and the underlying stream objects referred by findings and dataStream.
2. the readLine() method invoked in the statement br.readLine() can throw an IOException; if this exception is thrown, br.close() will not be called, resulting in a resource leak.
3. the readLine() method invoked in the statement br.readLine() can throw an IOException; however, there will not be any resource leaks since Garbage Collector collects all resources.
4. In this code segment, no exceptions can be thrown calling br.close(), so there is no possibility of resource leaks.

285

Chapter 9  Java I/O Fundamentals

**Answers**:

1. d. this code segment redirects the System.err to the log.txt file and will write the text “error” to that file.

note that you can redirect the System.err programmatically using the setErr() method. System.err is of type PrintStream, and the System.setErr() method takes a PrintStream as an argument. Once the error stream is set, all writes to System.err will be redirected to it. hence, this program will create log.txt with the text “error” in it.

1. B.

BufferedReader br =

new BufferedReader(new InputStreamReader(System.in)); String str = br.readLine();

this is the right way to read a line of a string from the console where you pass a system.in reference to Inputstreamreader and pass the returning reference to Bufferedreader. From the Bufferedreader reference, you can call the readline() method to read the string from the console.

1. d. this program prints: 16 10 20

In the format specifier, “1$” refers to first argument, which is 16 in this printf statement. hence “%1$x” prints the hexadecimal value of 16, which is 10. Further, “%1$o” prints the octal value of 16, which is 20. hence the output “16 10 20” from this program.

1. d. Byte streams are meant for handling binary data that is not human readable; character streams are for human-readable characters.

In character streams, data is handled in terms of unicode characters, whereas in byte streams, data is handled in terms of bytes. Byte streams are suitable for reading or writing to files such as executable files, image files, and files in low-level file formats such as .zip, .class, and .jar. Character streams are suitable for reading or writing to text-based I/O such as documents and text, Xml, and html files.

5. a. 56

Yes, it will print 56 even though you changed the term using its setter to 57 and serialized again. at the time of serialization, Jvm checks for the duplicate object; if an object is already serialized then Jvm do not serialize the object again; instead, Jvm stores a reference to the serialized object.

6. Options B and C.

the br.close() statement will close the BufferedReader object and the underlying stream objects referred to by findings and dataStream. the readLine() method invoked in the statement br.readLine() can throw an IOException; if this exception is thrown, br.close() will not be called, resulting in a resource leak. note that Garbage Collector will only collect unreferenced memory resources; it is the programmer’s responsibility to ensure that all other resources such as stream objects are released.
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**Java File I/O (NIO.2)**

**Certification Objectives**

Use Path interface to operate on file and directory paths

**Use Files class to check, read, delete, copy, move, manage metadata of a file or directory Use Stream API with NIO.2**

Java offers a rich set of APIs you can use to manipulate files and directories. Java 7 introduced a set of I/O APIs called NIO.2 that offered convenient ways to perform operations related to a file system. In Java 8, you can use the Stream API (discussed in Chapter [6](http://dx.doi.org/10.1007/978-1-4842-1836-5_6)) with NIO.2.

The previous chapter covered I/O fundamentals; you learned how to read and write from the console

and how to use streams to read and write to files. In this chapter, you learn how to operate on file and directory paths using the Path interface. You also learn to perform various file operations such as create, move, copy, and delete using the Files class. Finally, you see how to use the Stream API with NIO.2.

This chapter uses functional interfaces in the java.util.function package and the Stream API in the

java.util.stream package, and we assume that you have read the Chapters [3](http://dx.doi.org/10.1007/978-1-4842-1836-5_3), [4](http://dx.doi.org/10.1007/978-1-4842-1836-5_4), [5](http://dx.doi.org/10.1007/978-1-4842-1836-5_5), and [6](http://dx.doi.org/10.1007/978-1-4842-1836-5_6) before reading

this chapter.

We give file and directory paths assuming that you are using a Windows machine. If you are on Linux, Mac OS, or any other platform, you may need to make small changes to the path names in order for the programs to work on your machine.

# Using the Path Interface

###### Certification Objective

Use Path interface to operate on file and directory paths

File systems usually form a tree. The file system starts with a root directory that contains files and directories (directories are also called *folders* in Windows). Each directory, in turn, may have subdirectories or hold files. To locate a file, you just need to put together the directories from the root directory to the immediate directory containing the file, along with a file separator, followed by the file name. For instance,

if the myfile.txt file resides in a mydocs directory, which resides in root directory C:\, then the path of the file is C:\mydocs\myfile.txt. Every file has a unique path to locate it (apart from symbolic links).
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A path can be an *absolute path* (such as C:\mydocs\myfile.txt), which starts from a root element.

On the other hand, a path can be specified as a *relative path*. When you try to compile a Java program, you write something like javac programFileName.java; this example specifies the Java source file path relative to the currently selected directory, so this is a relative path. You need a reference path (such as the current

directory path, in this case) to interpret a relative path.

Before proceeding, let’s talk about *symbolic links*. A symbolic link is like a pointer or reference to an actual file. In general, symbolic links are transparent to applications, which means operations are performed directly on the files rather than on the links (except, of course, for symbolic link–specific operations).

The Path interface is a programing abstraction for a path. A path object contains the names of directories and files that form the full path of the file/directory represented by the Path object; the Path

abstraction provides methods to extract path elements, manipulate them, and append them. You see later

that almost all the methods that access files/directories to get information about them or manipulate them use Path objects. Table 10-1 summarizes the important methods in this interface.

***Table 10-1.*** *Important Methods in the Path Interface*

###### Method Description

Path getRoot() Returns a Path object representing the root of the given path, or null if

the path does not have a root.

Path getFileName() Returns the file name or directory name of the given path. Note that

the file/directory name is the last element or name in the given path.

Path getParent() Returns the Path object representing the parent of the given path, or

null if no parent component exists for the path.

int getNameCount() Returns the number of file/directory names in the given path; returns 0 if the given path represents the root.

Path getName(int index) Returns the *i*th file/directory name; the index 0 starts from closest

name to the root.

Path subpath(int beginIndex, int endIndex)

Returns a Path object that is part of this Path object; the returned Path object has a name that begins at beginIndex and ends with the element at index endIndex - 1. In other words, beginIndex

is inclusive of the name in that index and exclusive of the name in endIndex. This method may throw IllegalArgumentException if beginIndex is >= number of elements, or endIndex <= beginIndex, or endIndex > number of elements.

Path normalize() Removes redundant elements in the path, such as . (dot symbol

that indicates the current directory) and .. (double-dot symbol that

indicates the parent directory).

Path resolve(Path other) Path resolve(String other)

Resolves a path against the given path. For example, this method can combine the given path with the other path and return the resulting path.

Boolean isAbsolute() Returns true if the given path is an absolute path; returns false if not

(when the given path is a relative path, for example).

Path startsWith(String path) Path startsWith(Path path)

Returns true if this Path object starts with the given path, or false otherwise.

Path toAbsolutePath() Returns the absolute path.
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Let’s create a Path object and retrieve the basic information associated with the object. Listing 10-1 shows how to create a Path object and get information about it.

***Listing 10-1.*** PathInfo1.java

import java.nio.file.Path; import java.nio.file.Paths;

// Class to illustrate how to use Path interface and its methods public class PathInfo1 {

public static void main(String[] args) {

// create a Path object by calling static method get() in Paths class Path testFilePath = Paths.get("D:\\test\\testfile.txt");

// retrieve basic information about path System.out.println("Printing file information: "); System.out.println("\t file name: " + testFilePath.getFileName());

System.out.println("\t root of the path: " + testFilePath.getRoot()); System.out.println("\t parent of the target: " + testFilePath.getParent());

// print path elements

System.out.println("Printing elements of the path: "); for(Path element : testFilePath) {

System.out.println("\t path element: " + element);

}

}

}

The program prints the following:

Printing file information:

file name: testfile.txt root of the path: D:\

parent of the target: D:\test Printing elements of the path:

path element: test

path element: testfile.txt

The output is self-explanatory. Let’s examine the program:

* First, you create a Path instance using the get() method of the Paths class. The get() method expects a string representing a path as an input. This is the easiest way to create a Path object.
* Note that you use an escape character (\) in Paths.get("D:\\test\\testfile.txt"). In the path, if you gave D:\test, then \t would mean a tab character, and you’d get a java.nio.file.InvalidPathException when you ran the program. Make sure that

you provide necessary escape characters in path strings.

* You extract the file name represented by this Path object using the getFilename()

method of the Path object.
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* You also use getRoot() to get the root element of the Path object and getParent()

to get the parent directory of the target file.

* You iterate over the elements in the path using a for loop. Alternatively, you can use getNameCount() to get the number of elements or names in the path and getName(index) to iterate over and access elements/names one by one.

Let’s try another example. It explores some interesting aspects of a Path object, such as how to get an absolute path from a relative path and how you can *normalize* a path. Before looking at the example, you

need to first understand the methods it uses:

* The toUri() method returns the URI (a path that can be opened from a browser) from the path.
* The toAbsolutePath() method returns the absolute path from a given relative path. If the input path is already an absolute path, the method returns the same object.
* The normalize() method performs normalization on the input path. In other words, it removes unnecessary symbols (such as . and ..) from the Path object.
* toRealPath() is an interesting method. It returns an absolute path from the input path object (as toAbsolutepath()). It also normalizes the path (as in normalize()).

Further, if linking options are chosen properly, it resolves symbolic links. However,

the target file/directory must exist in the file system, which is *not* a prerequisite for other Path methods.

Listing 10-2 shows the example. Assume that the file name Test does not exist in your file system.

***Listing 10-2.*** PathInfo2.java

import java.io.IOException; import java.nio.file.LinkOption; import java.nio.file.Path; import java.nio.file.Paths;

// To illustrate important methods such as normalize(), toAbsolutePath(), and toRealPath() class PathInfo2 {

public static void main(String[] args) throws IOException {

// get a path object with relative path Path testFilePath = Paths.get(".\\Test");

System.out.println("The file name is: " + testFilePath.getFileName()); System.out.println("Its URI is: " + testFilePath.toUri()); System.out.println("Its absolute path is: " + testFilePath.toAbsolutePath()); System.out.println("Its normalized path is: " + testFilePath.normalize());

// get another path object with normalized relative path

Path testPathNormalized = Paths.get(testFilePath.normalize().toString()); System.out.println("Its normalized absolute path is: " +

testPathNormalized.toAbsolutePath()); System.out.println("Its normalized real path is: " +

testFilePath.toRealPath (LinkOption.NOFOLLOW\_LINKS));

}

}
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On our machine, this code printed the following:

The file name is: Test

Its URI is: file:///D:/OCPJP/programs/NIO2/./Test Its absolute path is: D:\OCPJP\programs\NIO2\.\Test Its normalized path is: Test

Its normalized absolute path is: D:\OCPJP\programs\NIO2\Test

Exception in thread "main" java.nio.file.NoSuchFileException: D:\OCPJP\programs\NIO2\Test at sun.nio.fs.WindowsException.translateToIOException(WindowsException.java:79) [... stack trace elided ...]

at PathInfo2.main(PathInfo2.java:16)

Depending on the directory in which you run this program, the directory path will be different for you. This program instantiates a Path object using a relative path. The method getFileName() returns the target file name, as you saw in the last example. The getUri() method returns the URI, which can be used with browsers, and the toAbsolutePath() method returns the absolute path of the given relative path. (Note that

we are executing the program from the D:/OCPJP/programs/NIO2/ folder; hence it becomes the current

working directory and appears in the absolute path and URI.)

You call the normalize() method to remove redundant symbols from the path, so it removes the leading dot. (In many operating systems, the . [single dot symbol represents the current directory and

.. [double dot] represents the parent directory.) You then instantiate another Path object using normalized output and print the absolute path again. Finally, you try to call toRealpath(); however, you get an exception (NoSuchFileException). Why? Because, you have not created the Test directory in the current

working directory.

Now, let’s create a Test directory in the D:/OCPJP/programs/NIO2/ directory and run this example again. We got the following output:

The file name is: Test

Its URI is: file:///D:/OCPJP/programs/NIO2/./Test/ Its absolute path is: D:\OCPJP\programs\NIO2\.\Test Its normalized path is: Test

Its normalized absolute path is: D:\OCPJP\programs\NIO2\Test Its normalized real path is: D:\OCPJP\programs\NIO2\Test

Now the last call of toRealPath() works fine and returns the absolute normalized path.

Path provides many other useful methods, including those listed earlier in Table 10-1. For example, here’s how to use the resolve() method:

Path dirName = Paths.get("D:\\OCPJP\\programs\\NIO2\\"); Path resolvedPath = dirName.resolve("Test"); System.out.println(resolvedPath);

This code segment prints the following:

D:\OCPJP\programs\NIO2\Test

This resolve() method considers the given path to be a directory and joins (resolves) the passed path with it, as shown here.
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the toPath() method in the java.io.File class returns the Path object; this method was added in Java 7. Similarly, you can use the toFile() method in the Path interface to get a File object.

Comparing Two Paths

The Path interface provides two methods to compare two Path objects: equals() and compareTo(). The equals() method checks the equality of two Path objects and returns a Boolean value, whereas compareTo() compares two Path objects character by character and returns an integer: 0 if both Path objects are equal;

a negative integer if this path is lexicographically less than the parameter path; and a positive integer if

this path is lexicographically greater than the parameter path. Listing 10-3 contains a small program that demonstrates these methods.

***Listing 10-3.*** PathCompare1.java

import java.nio.file.Path; import java.nio.file.Paths;

// illustrates how to use compareTo and equals and also shows

// the difference between the two methods class PathCompare1 {

public static void main(String[] args) { Path path1 = Paths.get("Test");

Path path2 = Paths.get("D:\\OCPJP\\programs\\NIO2\\Test");

// comparing two paths using compareTo() method System.out.println("(path1.compareTo(path2) == 0) is: "

+ (path1.compareTo(path2) == 0));

// comparing two paths using equals() method System.out.println("path1.equals(path2) is: " + path1.equals(path2));

// comparing two paths using equals() method with absolute path System.out.println("path2.equals(path1.toAbsolutePath()) is "

+ path2.equals(path1.toAbsolutePath()));

}

}

Intentionally, one path is a relative path and the other is an absolute path. Assume that the current directory from which you are executing this program is D:\\OCPJP\\programs\\NIO2\\Test. Can you guess the output of the program?

It’s as follows:

(path1.compareTo(path2) == 0) is: false path1.equals(path2) is: false path2.equals(path1.toAbsolutePath()) is true
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Let’s examine the program step by step:

* It first compares two paths using the compareTo() method, which compares paths character by character and returns an integer. In this case, because one path is a

relative path and another one is an absolute path, you first expect to get a message that says the paths are not equal.

* Then you compare both paths using equals(). The result is the same, which means even if the two Path objects are pointing to the same file/directory, it is possible for equals() to return false. You need to make sure both paths are absolute paths.
* In the next step, you convert the relative path to an absolute path and then compare them using equals(). This time both paths match.

even if two Path objects point to the same file/directory, it is not guaranteed that the equals() method will return true. You need to make sure both are absolute and normalized paths for an equality comparison to

succeed for paths.

Using the Files Class

**Certification Objective**

Use Files class to check, read, delete, copy, move, manage metadata of a file or directory

The previous section discussed how to create a Path instance and extract useful information from it.

In this section, you use Path objects to manipulate files/directories. Java 7 offers a Files class (in the java.nio.file package) that you can use to perform various file-related operations on files or directories. Note that Files is a utility class, meaning it is a final class with a private constructor and consists only of static methods. So you can use the Files class by calling the static methods it provides, such as copy() to

copy files. This class provides a wide range of functionality. You can create directories, files, or symbolic

links; create streams such as directory streams, byte channels, and input/output streams; examine the

attributes of files; walk the file tree; and perform file operations such as read, write, copy, and delete. Table 10-2 provides a sample of the important methods in the Files class.
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***Table 10-2.*** *Some Important Methods in the Files Class*

**Method Description**

Path createDirectory(Path dirPath, FileAttribute<?>... dirAttrs)

Path createDirectories(Path dir, FileAttribute<?>... attrs)

Path createTempFile(Path dir, String prefix, String suffix, FileAttribute<?>... attrs)

Path createTempDirectory(Path dir, String prefix, FileAttribute<?>... attrs)

Path copy(Path source, Path target, CopyOption... options)

Path move(Path source, Path target, CopyOption... options)

boolean isSameFile(Path path, Path path2)

boolean exists(Path path, LinkOption... options)

Boolean isRegularFile(Path path, LinkOption...)

Creates a file given by the dirPath, and sets the attributes given by dirAttributes. May throw an exception such as FileAlreadyExistsException or

UnsupportedOperationException (for example, when the file attributes cannot be set as given by dirAttrs). The difference between createDirectory and createDirectories is that createDirectories creates intermediate directories given by dirPath if they are not already present.

Creates a temporary file with the given prefix, suffix, and attributes in the directory given by dir.

Creates a temporary directory with the given prefix and directory attributes in the path specified by dir.

Copies the file from source to target. CopyOption can be REPLACE\_EXISTING, COPY\_ATTRIBUTES, or

NOFOLLOW\_LINKS. Can throw exceptions such as

FileAlreadyExistsException.

Similar to the copy operation, but the source file is removed.

If the source and target are in the same directory, it is a

file-rename operation.

Checks whether the two Path objects locate the same file.

Checks whether a file/directory exists in the given path; can specify LinkOption.NOFOLLOW\_LINKS to not to follow symbolic links.

Returns true if the file represented by path is a regular file.

Boolean isSymbolicLink(Path path) Returns true if the file represented by path is a symbolic link. Boolean isHidden(Path path) Return true if the file represented by path is a hidden file. long size(Path path) Returns the size of the file represented by path in bytes.

UserPrincipal getOwner(Path path, LinkOption...), Path setOwner(Path path, UserPrincipal owner)

FileTime getLastModifiedTime(Path path, LinkOption...), Path setLastModifiedTime(Path path, FileTime time)

Object getAttribute(Path path, String attribute, LinkOption...), Path setAttribute(Path path, String attribute, Object value, LinkOption...)

Gets/sets the owner of the file.

Gets/sets the last modified time for the specified file.

Gets/sets the specified attribute of the specified file.
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In the previous section on the Path interface, you tried to figure out whether two paths pointed to the same file (see Listing 10-3). There is another way to find out the same thing: you can use the isSameFile() method from the Files class. Listing 10-4 shows how to do so.

***Listing 10-4.*** PathCompare2.java

import java.io.IOException; import java.nio.file.Files; import java.nio.file.Path; import java.nio.file.Paths;

// illustrates how to use Files class to compare two paths class PathCompare2 {

public static void main(String[] args) throws IOException { Path path1 = Paths.get("Test");

Path path2 = Paths.get("D:\\OCPJP\\programs\\NIO2\\Test");

System.out.println("Files.isSameFile(path1, path2) is: "

+ Files.isSameFile(path1, path2));

}

}

Assume that the directory D:\\OCPJP\\programs\\NIO2\\Test exists on your machine. The program prints the following:

Files.isSameFile(path1, path2) is: true

In this case, you have the Test directory in the path D:\OCPJP\programs\NIO2\, so the code worked fine.

If the Test file/directory does not exist in the given path, you get a NoSuchFileException. But how can you figure out whether a file/directory exists on the given path? The Files class offers the exists() method to do that. You can also distinguish between a file and a directory using the isDirectory() method from the Files class. Listing 10-5 uses these methods.

***Listing 10-5.*** PathExists.java

import java.nio.file.Files; import java.nio.file.LinkOption; import java.nio.file.Path; import java.nio.file.Paths;

class PathExists {

public static void main(String[] args) { Path path = Paths.get(args[0]);

if(Files.exists(path, LinkOption.NOFOLLOW\_LINKS)) {

System.out.println("The file/directory " + path.getFileName() + " exists");

// check whether it is a file or a directory if(Files.isDirectory(path, LinkOption.NOFOLLOW\_LINKS)) {

System.out.println(path.getFileName() + " is a directory");

}
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else {

System.out.println(path.getFileName() + " is a file");

}

}

else {

System.out.println("The file/directory " + path.getFileName()

+ " does not exist");

}

}

}

This program accepts a file/directory name from the command line and creates a Path object. Then, you use the exists() method from the Files class to find out whether the file/directory exists. The second parameter of the exists() method is link option, which is used to specify whether to follow symbolic links; in

this case, you are not following symbolic links. If the file/directory associated with the input path exists, then you check whether the input path indicates a file or a directory, using the isDirectory() method of the Files class.

We ran this program with two different command-line arguments and got the following output (assume that PathExists.java is stored in the directory D:\OCPJP\programs\NIO2\src):

D:\OCPJP\programs\NIO2\src>java PathExists PathExists.java The file/directory PathExists.java exists

PathExists.java is a file

D:\OCPJP\programs\NIO2\src>java PathExists D:\OCPJP\ The file/directory OCPJP exists

OCPJP is a directory

D:\OCPJP\programs\NIO2\src>java PathExists D:\ The file/directory null exists

null is a directory

In this output, you may have noticed the behavior when the root name (drive name in Windows, in this case) is given as an argument. A root name is a directory, but path.getFileName() returns null if the path is a root name—hence the result.

Existing files may not allow you to read, write, or execute based on your credentials. You can check the ability of a program to read, write, or execute programmatically. The Files class provides the methods isReadable(), isWritable(), and isExecutable() to do that. Listing 10-6 uses these methods: for this

program, create a file named readonly.txt with the permissions readable and executable but not writable.

***Listing 10-6.*** FilePermissions.java

import java.nio.file.Files; import java.nio.file.Path; import java.nio.file.Paths;

class FilePermissions {

public static void main(String[] args) { Path path = Paths.get(args[0]);

System.out.printf( "Readable: %b, Writable: %b, Executable: %b ", Files.isReadable(path), Files.isWritable(path), Files.isExecutable(path));

}

}

296

Chapter 10  Java File i/O (NiO.2)

Let’s execute this program with two different inputs. Here is the output:

D:\OCPJP\programs\NIO2\src>java FilePermissions readonly.txt Readable: true, Writable: false, Executable: true D:\OCPJP\programs\NIO2\src>java FilePermissions FilePermissions.java Readable: true, Writable: true, Executable: true

For the readonly.txt file, the permissions are readable and executable but not writable. The file

FilePermissions.java has all three permissions: readable, writable, and executable.

You can use many other methods to fetch file properties. Let’s use the getAttribute() method to get some attributes of a file. The method takes a variable number of parameters: a Path object, an attribute

name, and the link options (see Listing 10-7).

***Listing 10-7.*** FileAttributes.java

import java.io.IOException; import java.nio.file.Files; import java.nio.file.LinkOption; import java.nio.file.Path; import java.nio.file.Paths;

class FileAttributes {

public static void main(String[] args) { Path path = Paths.get(args[0]);

try {

Object object = Files.getAttribute(path, "creationTime",

LinkOption.NOFOLLOW\_LINKS); System.out.println("Creation time: " + object);

object = Files.getAttribute(path, "lastModifiedTime", LinkOption.NOFOLLOW\_LINKS); System.out.println("Last modified time: " + object);

object = Files.getAttribute(path, "size", LinkOption.NOFOLLOW\_LINKS); System.out.println("Size: " + object);

object = Files.getAttribute(path, "dos:hidden", LinkOption.NOFOLLOW\_LINKS); System.out.println("isHidden: " + object);

object = Files.getAttribute(path, "isDirectory", LinkOption.NOFOLLOW\_LINKS); System.out.println("isDirectory: " + object);

} catch (IOException e) { e.printStackTrace();

}

}

}
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Let’s first execute this program by giving the name of this program and then look at what happens:

D:\> java FileAttributes FileAttributes.java Creation time: 2012-10-06T10:20:10.34375Z

Last modified time: 2012-10-06T10:21:54.859375Z Size: 914

isHidden: false isDirectory: false

The tricky part of the example is the second parameter of the getAttribute() method. You need to provide a correct attribute name to extract the associated value. The expected string should be specified in view:attribute format, where view is the type of FileAttributeView and attribute is the name of the

attribute supported by view. If no view is specified, it is assumed to be basic. In this case, you specify all

attributes belonging to a basic view except one attribute from the dos view. If you do not specify the correct view name, you get an UnsupportedOperationException; and if you mess up the attribute name, you get an IllegalArgumentException.

For example, if you type **sized** instead of **size**, you’ll get this exception:

Exception in thread "main" java.lang.IllegalArgumentException: 'sized' not recognized [...stack trace elided...]

Yyou now know how to read metadata associated with files using the getAttribute() method.

However, if you want to read many attributes, calling getAttribute() for each attribute might not be a good idea (from a performance standpoint). In this case, Java 7 offers a solution: an API—readAttributes()—to

read the attributes in one shot. The API comes in two flavors:

[Map](http://docs.oracle.com/javase/7/docs/api/java/util/Map.html#interface%20in%20java.util)<[String](http://docs.oracle.com/javase/7/docs/api/java/lang/String.html#class%20in%20java.lang),[Object](http://docs.oracle.com/javase/7/docs/api/java/lang/Object.html#class%20in%20java.lang)> readAttributes([Path](http://docs.oracle.com/javase/7/docs/api/java/nio/file/Path.html#interface%20in%20java.nio.file) path, [String](http://docs.oracle.com/javase/7/docs/api/java/lang/String.html#class%20in%20java.lang) attributes, [LinkOption](http://docs.oracle.com/javase/7/docs/api/java/nio/file/LinkOption.html#enum%20in%20java.nio.file)... options)

<A extends [BasicFileAttributes](http://docs.oracle.com/javase/7/docs/api/java/nio/file/attribute/BasicFileAttributes.html#interface%20in%20java.nio.file.attribute)> A readAttributes([Path](http://docs.oracle.com/javase/7/docs/api/java/nio/file/Path.html#interface%20in%20java.nio.file) path, [Class](http://docs.oracle.com/javase/7/docs/api/java/lang/Class.html#class%20in%20java.lang)<A> type, [LinkOption](http://docs.oracle.com/javase/7/docs/api/java/nio/file/LinkOption.html#enum%20in%20java.nio.file)... options)

The first method returns a Map of attribute-value pairs and takes variable-length parameters. The attributes parameter is the key parameter where you specify what you want to retrieve. This parameter is similar to what you use in the getAttribute() method; however, here you can specify a list of attributes, and you can also use an asterisk (\*) to specify all attributes. For instance, using \* means all attributes of the default FileAttributeView, such as BasicFileAttributes (specified as basic-file-attributes). Another example is dos:\*, which refers to all attributes of dos file attributes.

The second method uses generic syntax (Chapter [4](http://dx.doi.org/10.1007/978-1-4842-1836-5_4)). The second parameter here takes a class from the BasicFileAttributes hierarchy, which is discussed shortly. The method returns an instance from the BasicFileAttributes hierarchy.

The file-attributes hierarchy is shown in Figure 10-1. BasicFileAttributes is the base interface from which DosFileAttributes and PosixFileAttributes are derived. Note that these attribute interfaces are provided in the java.nio.file.attribute package.
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***Figure 10-1.*** *The hierarchy of BasicFileAttributes*
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As you can see, the BasicFileAttributes interface defines the basic attributes supported by all common platforms. However, specific platforms define their own file attributes, which are captured by DosFileAttributes and PosixFileAttributes. You can specify any one of these interfaces to

retrieve associated file attributes. Listing 10-8 contains a program to retrieve all attributes of a file using

BasicFileAttributes.

***Listing 10-8.*** FileAttributes2.java

import java.io.IOException; import java.nio.file.Files; import java.nio.file.Path; import java.nio.file.Paths;

import java.nio.file.attribute.BasicFileAttributes;

class FileAttributes2 {

public static void main(String[] args) { Path path = Paths.get(args[0]);

try {

BasicFileAttributes fileAttributes = Files.readAttributes(path, BasicFileAttributes.class);

System.out.println("File size: " + fileAttributes.size()); System.out.println("isDirectory: " + fileAttributes.isDirectory()); System.out.println("isRegularFile: " + fileAttributes.isRegularFile()); System.out.println("isSymbolicLink: " + fileAttributes.isSymbolicLink()); System.out.println("File last accessed time: " + fileAttributes.lastAccessTime()); System.out.println("File last modified time: " +

fileAttributes.lastModifiedTime());

System.out.println("File creation time: " + fileAttributes.creationTime());

} catch (IOException e) { e.printStackTrace();

}

}

}

The following is some sample output from the program:

D:\>java FileAttributes2 FileAttributes2.java File size: 904

isDirectory: false isRegularFile: true
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isSymbolicLink: false

File last accessed time: 2012-10-06T10:28:29.0625Z File last modified time: 2012-10-06T10:28:22.4375Z File creation time: 2012-10-06T10:26:39.1875Z

You use the readAttribute() method along with BasicFileAttributes to retrieve basic file properties. Similarly, you can retrieve attributes associated with a file in a DOS or Unix environment using DosFileAttributes and PosixFileAttributes, respectively.

### Copying a File

Now let’s try copying a file/directory from one location to another. This task is easy to accomplish: just call

Files.copy() to copy the file from source to target. Here is the signature of this method:

[Path](http://docs.oracle.com/javase/7/docs/api/java/nio/file/Path.html#interface%20in%20java.nio.file) copy([Path](http://docs.oracle.com/javase/7/docs/api/java/nio/file/Path.html#interface%20in%20java.nio.file) source, [Path](http://docs.oracle.com/javase/7/docs/api/java/nio/file/Path.html#interface%20in%20java.nio.file) target, [CopyOption](http://docs.oracle.com/javase/7/docs/api/java/nio/file/CopyOption.html#interface%20in%20java.nio.file)... options)

Listing 10-9 uses this method to write a simple file-copy program.

***Listing 10-9.*** FileCopy.java

import java.io.IOException; import java.nio.file.Files; import java.nio.file.Path; import java.nio.file.Paths;

public class FileCopy {

public static void main(String[] args) { if(args.length != 2){

System.out.println("usage: FileCopy <source-path> <destination-path>"); System.exit(1);

}

Path pathSource = Paths.get(args[0]);

Path pathDestination = Paths.get(args[1]); try {

Files.copy(pathSource, pathDestination); System.out.println("Source file copied successfully");

} catch (IOException e) { e.printStackTrace();

}

}

}

Let’s execute it and see whether it works.

D:\> java FileCopy FileCopy.java Backup.java Source file copied successfully
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Yes, it’s working. Try running it again with the same arguments:

D:\OCPJP\programs\NIO2\src>java FileCopy FileCopy.java Backup.java java.nio.file.FileAlreadyExistsException: Backup.java

at sun.nio.fs.WindowsFileCopy.copy(Unknown Source) [...stack trace elided...]

Oops! What happened? When you try copying the file for the second time, you get a FileAlreadyExistsException because the destination file already exists. What if you want to overwrite the existing file? The solution: you need to tell the copy() method that you would like to overwrite an existing file. In Listing 10-9, change copy() as follows:

Files.copy(pathSource, pathDestination, StandardCopyOption.REPLACE\_EXISTING);

You specify an additional argument (because the copy() method supports variable arguments) to tell the method that you want to overwrite a file if it already exists. Run this program and see whether it works:

D:\>java FileCopy FileCopy.java Backup.java Source file copied successfully

D:\>java FileCopy FileCopy.java Backup.java Source file copied successfully

Yes, it works. Now, try to copy a file to a new directory:

D:\OCPJP\programs\NIO2\src>java FileCopy FileCopy.java bak\Backup.java java.nio.file.NoSuchFileException: FileCopy.java -> bak\Backup.java

[...stack trace elided ...]

Well, here you tried to copy a file back to a directory that does not exist. So, you got the NoSuchFileException. Not just the given directory but also all intermediate directories on a path must exist for the copy() method to succeed.

all the directories (except the last one, if you are copying a directory) on the specified path must exist to avoid NoSuchFileException.

What if you try copying a directory? It will work, but remember that it will only copy the top-level directory, not the files/directories contained *within* that directory.

if you copy a directory using the copy() method, it does not copy the files/directories contained in the source directory; you need to explicitly copy them to the destination folder.
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### Moving a File

Moving a file is similar to copying a file; for this purpose, you can use the Files.move() method. The signature of this method is as follows:

[Path](http://docs.oracle.com/javase/7/docs/api/java/nio/file/Path.html#interface%20in%20java.nio.file) move([Path](http://docs.oracle.com/javase/7/docs/api/java/nio/file/Path.html#interface%20in%20java.nio.file) source, [Path](http://docs.oracle.com/javase/7/docs/api/java/nio/file/Path.html#interface%20in%20java.nio.file) target, [CopyOption](http://docs.oracle.com/javase/7/docs/api/java/nio/file/CopyOption.html#interface%20in%20java.nio.file)... options)

Listing 10-10 contains a small program that uses this method. Note that once the move() method successfully executes, the source file no longer exists.

***Listing 10-10.*** FileMove.java

import java.io.IOException; import java.nio.file.Files; import java.nio.file.Path; import java.nio.file.Paths;

import java.nio.file.StandardCopyOption;

public class FileMove {

public static void main(String[] args) { if(args.length != 2){

System.out.println("usage: FileMove <source-path> <destination-path>"); System.exit(-1);

}

Path pathSource = Paths.get(args[0]);

Path pathDestination = Paths.get(args[1]); try {

Files.move(pathSource, pathDestination, StandardCopyOption.REPLACE\_EXISTING); System.out.println("Source file moved successfully");

} catch (IOException e) { e.printStackTrace();

}

}

}

This is how to execute this program (assuming that a file named text.txt exists in the current directory):

D:\OCPJP\programs\NIO2\src> java FileMove text.txt newtext.txt Source file moved successfully

Here are some observations about the move() method:

* Like the copy() method, the move() method does not overwrite the existing destination file unless you specify that it should do so using REPLACE\_EXISTING.
* If you move a symbolic link, the link itself is moved, not the target file of the link. It is important to note that in the case of copy(), if you specify a symbolic link, the target of the link is copied, not the link itself.
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* A non-empty directory can be moved if moving the directory does not require moving the containing files/directories. For instance, moving a directory from one

physical drive to another may be unsuccessful (an IOException will be thrown). If

moving a directory is successful, then all the contained files/directories are

also moved.

* You can specify move() as an atomic operation using the ATOMIC\_MOVE copy option. When you specify an atomic move, you are assured that either the move completes successfully or the source continues to be present. If move() is performed as a

non-atomic operation and it fails while in process, the state of both files is unknown

and undefined.

### Deleting a File

The Files class provides a delete() method to delete a file/directory/symbolic link. Listing 10-11 contains a simple program to delete a specified file.

***Listing 10-11.*** FileDelete.java

import java.io.IOException; import java.nio.file.Files; import java.nio.file.Path; import java.nio.file.Paths;

public class FileDelete {

public static void main(String[] args) { if(args.length != 1){

System.out.println("usage: FileDelete <source-path>"); System.exit(1);

}

Path pathSource = Paths.get(args[0]); try {

Files.delete(pathSource); System.out.println("File deleted successfully");

} catch (IOException e) { e.printStackTrace();

}

}

}

It prints the following when executed:

D:\> java FileDelete log.txt File deleted successfully

There are a few points to remember when using the Files.delete() method. In the case of a directory, the delete() method should be invoked on an empty directory; otherwise, the method will fail. In the case

of a symbolic link, the link is deleted, not the target file of the link. The file you intend to delete must exist; otherwise you get a NoSuchFileException. If you silently delete a file and do not want to be bothered with this exception, then you may use the deleteIfExists() method, which does not complain if the file does

not exist and deletes the file if it exists. Also, if a file is read-only, some platforms may prevent you from

deleting the file.
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### Points to Remember

Remember these points to help you pass the OCPJP 8 exam.

* Do not confuse File with Files, and Path with Paths: they are different. File is an old class (Java 4) that represents file/directory path names, whereas Files was

introduced in Java 7 as a utility class with comprehensive support for I/O APIs. The Path interface represents a file/directory path and defines a useful list of methods. However, the Paths class is a utility class that offers only two methods (both to get the Path object).

* The file or directory represented by a Path object may not exist. Other than methods such as toRealPath(), methods in Path do not require that the underlying file or directory be present for a Path object.
* You learned how to perform a copy for files/directories. However, it is not necessary to perform a copy on only two files/directories. You can take input from an

InputStream and write to a file, or you can take input from a file and copy to an OutputStream. The methods copy(InputStream, Path, CopyOptions...) and copy(Path, OutputStream, CopyOptions...) can be used here.

# Using the Stream API with NIO.2

###### Certification Objective

Use Stream API with NIO.2

Numerous enhancements to the JDK in Java 8 simplify programming using NIO.2. This section discusses some of the important enhancements to the java.nio package in Java 8.

Using the list( ) Method in the Files Class

Let’s start by using the Files.list() method added in Java 8 to list all the files in the current directory (see Listing 10-12). Underneath, it uses a DirectoryStream, and hence the close() method must be called to release the I/O resource. This program uses the stream with a try-with-resources statement that

automatically closes the stream.

***Listing 10-12.*** ListFiles.java

import java.nio.file.Files; import java.nio.file.Path; import java.nio.file.Paths; import java.io.IOException; import java.util.stream.Stream;

class ListFiles {

public static void main(String []args) throws IOException { try(Stream<Path> entries = Files.*list*(Paths.*get*("."))) {

entries.forEach(System.*out*::println);

}

}

}
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It printed the files in the current directory:

./ListFiles.class

./ListFiles.java

... (rest of the output elided)

The list() method is declared as follows:

static Stream<Path> list(Path dir) throws IOException

Because the list() method returns a Stream, you can use any of the numerous methods provided in the Stream interface, including map(), filter(), findFirst(), findAny(), distinct(), sorted(), allMatch(), noneMatch(), and anyMatch().

This code segment is a modified version of Listing 10-12 that prints the absolute paths of the files:

Files.list(Paths.get("."))

.map(path -> path.toAbsolutePath())

.forEach(System.out::println);

The result is as follows:

D:\OCPJP\NIO2\src\ListFiles.class D:\OCPJP\NIO2\src\ListFiles.java

... (rest of the output elided)

Note that the list() method does not recursively traverse the entries in the given Path. To recursively traverse the directories, you can use the Files.walk() method:

Files.walk(Paths.get(".")).forEach(System.out::println);

The Files.walk() method is an overloaded method:

static Stream<Path> walk(Path path, FileVisitOption... options) throws IOException static Stream<Path> walk(Path path, int maxDepth, FileVisitOption... options) throws IOException

The FileVisitOption has one enumeration value: FileVisitOption.FOLLOW\_LINKS. You can pass that to the walk() method. You can also specify maxDepth: the limit on the nesting level for recursively traversing

the directory entries (see Listing 10-13).

***Listing 10-13.*** CountEntriesRecur.java

import java.nio.file.FileVisitOption; import java.nio.file.Files;

import java.nio.file.Path; import java.nio.file.Paths; import java.io.IOException; import java.util.stream.Stream;
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class CountEntriesRecur {

public static void main(String []args) throws IOException { try(Stream<Path> entries =

Files.walk(Paths.get("."), 4, FileVisitOption.FOLLOW\_LINKS)) { long numOfEntries = entries.count();

System.out.printf("Found %d entries in the current path", numOfEntries);

}

}

}

On our machine, this program printed the following:

Found 179 entries in the current path

This code gives an arbitrary limit of 4 for the nesting depth as the second argument to the Files.walk()

method.

Finally, let’s use the Files.find() method to list the files that match a given condition (Listing 10-14).

***Listing 10-14.*** FindFiles.java

import java.nio.file.Files; import java.nio.file.Path; import java.nio.file.Paths; import java.io.IOException;

import java.nio.file.attribute.BasicFileAttributes; import java.util.function.BiPredicate;

import java.util.stream.Stream;

class FindFiles {

public static void main(String []args) throws IOException { BiPredicate<Path, BasicFileAttributes> predicate = (path, attrs)

-> attrs.isRegularFile() && path.toString().endsWith("class"); try(Stream<Path> entries = Files.find(Paths.get("."), 4, predicate)) {

entries.limit(100).forEach(System.out::println);

}

}

}

This program prints long output, so it is not given here.

This example used the limit() method on the Stream<Path> object to limit the number of entries processed when returned from the Files.find() method. The find() method takes the path to start searching from, the maximum depth to search, a BiPredicate, and an optional FileVisitOption as

arguments:

static Stream<Path> find(Path path, int maxDepth, BiPredicate<Path,BasicFileAttributes> matcher, FileVisitOption... options) throws IOException

In this example, you are looking for files that end with a class extension, and you limit the number of entries to 100.
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### Using the lines( ) Method in the Files Class

Files.lines() is a very convenient method to read the contents of a file:

static Stream<String> lines(Path path)

Internally, it uses a Reader and hence must be closed after use. You use try-with-resources in Listing 10-15 to print the contents of the file whose name is passed as the argument.

***Listing 10-15.*** Type.java

import java.io.IOException; import java.nio.file.Paths; import java.nio.file.Files; import java.util.Arrays;

import java.util.stream.Stream;

// implements a simplified version of "type" command provided in Windows;

// given a text file name(s) as argument, it prints the content of the file(s)

class Type {

private static void processFile(String file) { try(Stream<String> lines = Files.*lines*(Paths.*get*(file))) {

lines.forEach(System.*out*::println);

} catch (IOException ioe) {

System.*err*.println("IOException occurred when reading the file... exiting"); System.*exit*(-1);

}

}

public static void main(String[] files) throws IOException { if (files.length == 0) {

System.*err*.println("pass the name of the file(s) as argument"); System.*exit*(-1);

}

// process each file passed as argument Arrays.*stream*(files).forEach(Type::*processFile*);

}

}

This code is much concise than the version you saw in the chapter on IO fundamentals (Listing 9-5 in Chapter [9](http://dx.doi.org/10.1007/978-1-4842-1836-5_9)).
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# Summary

Let’s briefly review the key points from each certification objective in this chapter. Please read this section before you appear for the exam.

Use Path interface to operate on file and directory paths

* A Path object is a programming abstraction to represent the path of a file/directory.
* You can get an instance of Path using the get() method of the Paths class.
* Path provides two methods to compare Path objects: equals() and compareTo(). Even if two Path objects point to the same file/directory, the equals() method is not

guaranteed to return true.

Use Files class to check, read, delete, copy, move, manage metadata of a file or directory

* You can check the existence of a file using the exists() method of the Files class.
* The Files class provides the methods isReadable(), isWritable(), and

isExecutable() to check the ability of the program to read, write, and execute

programmatically, respectively.

* You can retrieve the attributes of a file using the getAttributes() method.
* You can use the readAttributes() method of the Files class to read file attributes in bulk.
* The copy() method can be used to copy a file from one location to another. Similarly, the move() method moves a file from one location to another.
* While copying, all the directories (except the last one, if you are copying a directory) on the specified path must exist to avoid a NoSuchFileException.
* Use the delete() method to delete a file; use the deleteIfExists() method to delete a file only if it exists.

Use Stream API with NIO.2

* The Files.list() method returns a Stream<Path>. It does not recursively traverse the directories in the given Path.
* The Files.walk() method returns a Stream<Path> by recursively traversing the entries from the given Path; in one of its overloaded versions, you can also pass the maximum depth for such traversal and provide FileVisitOption.FOLLOW\_LINKS as

the third option.

* The Files.find() method returns a Stream<Path> by recursively traversing the entries from the given Path; it also takes the maximum depth to search, a BiPredicate, and an optional FileVisitOption as arguments.
* Files.lines() is a very convenient method to read the contents of a file. It returns a

Stream<String>.
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**QUeStION tIMe**

1. **Consider the following program:**

import java.nio.file.\*; public class PathInfo {

public static void main(String[] args) {

Path aFilePath = Paths.get("D:\\directory\\file.txt");

// FILEPATH

while(aFilePath.iterator().hasNext()) { System.out.println("path element: " + aFilePath. iterator().next());

}

}

}

###### Assume that the file D:\directory\file.txt exists in the underlying file system. Which one of the following options correctly describes the behavior

**of this program?**

* 1. the program gives a compiler error in the line marked with the comment FILEPATH because the checked exception FileNotFoundException is not handled.

1. the program gives a compiler error in the line marked with the comment FILEPATH because the checked exception InvalidPathException is not handled.
2. the program gets into an infinite loop, printing “path element: directory” forever.
3. the program prints the following:

path element: directory path element: file.txt

###### Consider the following program:

import java.nio.file.\*;

class SubPath {

public static void main(String []args) {

Path aPath = Paths.get("D:\\OCPJP\\programs\\..\\NIO2\

\src\\.\\SubPath.java"); aPath = aPath.normalize();

System.out.println(aPath.subpath(2, 3));

}

}
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###### This program prints the following:

a. ..

1. src
2. NIO2
3. NIO2\src

e. ..\NIO2

###### Consider the following program:

import java.nio.file.\*; import java.io.IOException;

class PathExists {

public static void main(String []args) throws IOException { Path aFilePath = Paths.get("D:\\directory\\file.txt"); System.out.println(aFilePath.isAbsolute());

}

}

**Assuming that the file** D:\\directory\\file.txt **does not exist, what will be the behavior of this program?**

* 1. this program prints false.

1. this program prints true.
2. this program crashes by throwing a java.io.IOException.
3. this program crashes by throwing a java.nio.file.NoSuchFileException.

###### Given this code segment (assume that necessary import statements are provided in the program that contains this code segment)

Stream<String> lines = Files.*lines*(Paths.*get*("./text.txt"))

// line n1

###### If a file named text.txt exists in the current directory in which you are running this code segment, which one of the following statements will result in printing the first line of the file’s contents?

* 1. lines.limit(1).forEach(System.out::println);

1. lines.forEach(System.out::println);
2. lines.println();
3. lines.limit(1).println();

e. lines.forEach(1);
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###### Consider the following code segment:

try(Stream<Path> entries = Files.find(Paths.get("."), 4, predicate)) { entries.forEach(System.out::println);

}

###### Which one of the following is a valid definition of the variable predicate that can be used in this code segment?

* 1. BiPredicate<Path, BasicFileAttributes> predicate = (path, attrs)

-> true;

* 1. Predicate<Path> predicate = (path) -> true
  2. Predicate<BasicFileAttributes> predicate = (attrs) -> attrs. isRegularFile();
  3. Predicate predicate = FileVisitOption.FOLLOW\_LINKS;

###### Answers:

1. C. the program gets into an infinite loop, printing “path element: directory” forever. in the while loop, you use iterator() to get a temporary iterator object. So,

the call to next() on the temporary variable is lost, and the while loop gets into

an infinite loop. in other words, the following loop terminates after printing the directory and file.txt parts of the path:

Iterator<Path> paths = aFilePath.iterator(); while(paths.hasNext()) {

System.out.println("path element: " + paths.next());

}

Option a is wrong because the Paths.get method does not throw

FileNotFoundException.

Option B is wrong because InvalidPathException is a RuntimeException. also, even if the file path does not exist in the underlying file system, this exception will

not be thrown when the program is executed.

Option D is wrong because the program gets into an infinite loop.

1. B. src

the normalize() method removes redundant name elements in the given path, so after the call to the normalize() method, the aPath value is D:\OCPJP\NIO2\src\ SubPath.java.

the subpath(int beginIndex, int endIndex) method returns a path based on the values of beginIndex and endIndex. the name that is closest to the root has index 0; note that the root itself (in this case, D:\) is not considered an element in

the path. hence, the name elements “OCpJp”, “NiO2”, “src”, and “Subpath.java”

are in index positions 0, 1, 2, and 3, respectively.
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Note that beginIndex is the index of the first element, inclusive of that element; endIndex is the index of the last element, exclusive of that element. hence, the subpath is src, which is at index position 2 in this path.

1. B. this program prints: true

to use methods such as isAbsolute(), the actual file need not exist. Because the path represents an absolute path (and not a relative path), this program prints true.

1. a. lines.limit(1).forEach(System.out::println);

the limit(1) method truncates the result to one line; and the forEach() method, when passed with the System.out::println method reference, prints that line

to the console. Option B prints all the lines in the given file and thus is the wrong

answer. the code segments given in the other three options will result in compiler errors.

1. a. BiPredicate<Path, BasicFileAttributes> predicate = (path, attrs)

-> true;

the find() method takes the path to start searching from, the maximum depth to search, a BiPredicate, and an optional FileVisitOption as arguments:

static Stream<Path> find(Path path, int maxDepth, BiPredicate<Path, BasicFileAttributes>

matcher, FileVisitOption... options) throws IOException

Option a provides a definition of BiPredicate and hence it is the correct answer. Using the other options will result in a compiler error.
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**Java Concurrency**

**Certification Objectives**

Create worker threads using Runnable, Callable, and use an ExecutorService to concurrently execute tasks

**Identify potential threading problems among deadlock, starvation, livelock, and race conditions**

**Use synchronized keyword and java.util.concurrent.atomic package to control the order of thread execution**

**Use java.util.concurrent collections and classes including CyclicBarrier and CopyOnWriteArrayList Use parallel Fork/Join Framework**

**Use parallel Streams including reduction, decomposition, merging processes, pipelines, and performance**

Concurrency is gaining importance with more widespread use of multicore processors. The Latin root of the word *concurrency* means “running together.” In programming, you can have multiple threads running in parallel in a program executing different tasks at the same time. When used correctly, concurrency can improve the performance and responsiveness of the application, and hence it is a powerful and useful feature. In this chapter, we use the terms multi-threading and concurrency interchangeably.

From the beginning, Java supported concurrency in the form of low-level threads management, locks, synchronization, and APIs for concurrency. Since 5.0, Java also supports high-level concurrency APIs in its

java.util.concurrent package. From version 8.0, Java has gotten even better support for concurrency with

the introduction of parallel streams.

The OCPJP 8 exam objectives cover a wide range of topics related to concurrency, including different ways of creating worker threads to using parallel streams. You can expect many questions from this topic in your exam. For this reason, we will discuss Java’s concurrency support in detail in this chapter.

# Creating Threads to Execute Tasks Concurrently

###### Certification Objective

Create worker threads using Runnable, Callable, and use an ExecutorService to concurrently execute tasks
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The Thread and Object classes and the Runnable interface provide the necessary support for concurrency in Java. The Thread class has methods such as run(), start(), and sleep() that are useful for multi-threading (Table 11-1 lists important methods in the Thread class). The Object class has methods such as wait() and notify() that support concurrency. Since every class in Java derives from the Object

class, all the objects have some basic multi-threading capabilities. For example, you can acquire a lock on *any* object in Java (using synchronized keyword, which we’ll discuss later in this chapter). However, to *create* a thread, this basic support from Object is not useful. For that, a class should extend the Thread class or implement the Runnable interface. Both Thread and Runnable are in the java.lang package, so you don’t

have to import these classes explicitly for writing multi-threaded programs.

***Table 11-1.*** *Important Methods in the Thread Class*

###### Method Method Type Short Description

Thread currentThread() Static method Returns reference to the current thread.

String getName() Instance method Returns the name of the current thread.

int getPriority() Instance method Returns the priority value of the current thread.

void join(), void join(long),

void join(long, int)

Overloaded instance methods

The current thread invoking join on another thread

waits until the other thread completes. You can optionally give the timeout in milliseconds (given in long) or timeout in milliseconds as well as nanoseconds (given in long and int).

void run() Instance method Once you start a thread (using the start() method), the

run() method will be called when the thread is ready to

execute.

void setName(String) Instance method Changes the name of the thread to the given name in the

argument.

void setPriority(int) Instance method Sets the priority of the thread to the given argument value.

void sleep(long)

void sleep(long, int)

Overloaded static methods

Makes the current thread sleep for given milliseconds (given in long) or for given milliseconds and nanoseconds (given in long and int).

void start() Instance method Starts the thread; JVM calls the run() method of the thread.

String toString() Instance method Returns the string representation of the thread; the string

has the thread’s name, priority, and its group.

Creating Threads

Let us now create threads using the Thread class and Runnable interface. We will discuss how to create worker threads using Callable and ExecutorService later in this chapter.

### Creating Threads by Extending the **Thread** Class

To extend the Thread class, you need to override the run() method. If you don’t override the run() method, the default run() method from the Thread class will be called, which does nothing. To override the run() method, you need to declare it as public; it takes no arguments and has a void return type; in other words, it should be declared as public void run().

314

Chapter 11  Java ConCurrenCy

You can create a thread by invoking the start() method on an object of the Thread class (Listing 11-1). When the JVM schedules the thread, it will move the thread to a *runnable* state and then execute the run() method. When the run() method completes its execution and returns, the thread will terminate.

***Listing 11-1.*** MyThread.java

class MyThread extends Thread { public void run() {

try {

*sleep*(1000);

}

catch (InterruptedException ex) { ex.printStackTrace();

// ignore the InterruptedException - this is perhaps the one of the

// very few of the exceptions in Java which is acceptable to ignore

}

System.*out*.println("In run(); thread name is: " + getName());

}

public static void main(String args[]) { Thread myThread = new MyThread(); myThread.start();

System.*out*.println("In main(); thread name: " + Thread.*currentThread*().getName());

}

}

This program prints the following:

In main(); thread name is: main

In run(); thread name is: Thread-0

In this example, the MyThread class extends the Thread class. You have overridden the run() method in this class. This run() method will be called when the thread runs. In the main() function, you create a new thread and start it using the start() method. An important note: you do not invoke the run() method directly. Instead you start the thread using the start() method; the run() method is invoked automatically

by the JVM.

For printing the name of the thread, you can use the instance method getName(), which returns a String. Since main() is a static method, you don’t have access to this reference. So you get the current thread name using the static method currentThread() in the Thread class (which returns a Thread object). Now you can call getName on that returned object. As you’ll see later, the main() method is also executed as a thread! However, inside the run() method, you can directly call the getName() method: MyThread extends Thread, so all base class members are available in MyThread also.

### Creating Threads by Implementing **Runnable** Interface

Another way to create a thread is to implement the Runnable interface. The Thread class itself implements the Runnable interface. The Runnable interface declares a sole method, run().Hence, when you implement the Runnable interface, you need to define the run() method. Remember Runnable does not declare the start() method. So, how do you create a thread if you implement the Runnable interface? Thread has

an overloaded constructor, which takes a Runnable object as an argument. Listing 11-2 implements the

Runnable interface and creates a Thread.
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***Listing 11-2.*** RunnableImpl.java

class RunnableImpl implements Runnable { public void run() {

System.*out*.println("In run(); thread name is: " + Thread.*currentThread*().getName());

}

public static void main(String args[]) throws Exception { Thread myThread = new Thread(new RunnableImpl()); myThread.start();

System.*out*.println("In main(); thread name is: " + Thread.*currentThread*().getName());

}

}

This program prints:

In main(); thread name is: main

In run(); thread name is: Thread-0

You are implementing the run() method in this program. However, to get the name of the string, you must follow a round-about route and get the thread name with Thread.currentThread().getName().

In the main() method, to create a thread you must pass the object of the RunnableImpl class to the Thread

constructor. The start() method starts the thread and the JVM later calls the run() method of the thread.

### Thread Synchronization With synchronized Keyword

###### Certification Objective

Use synchronized keyword and java.util.concurrent.atomic package to control the order of thread execution

Java’s synchronized keyword helps in thread synchronization. You can use it in two forms: synchronized blocks and synchronized methods. Why do we need to use the synchronized keyword? To avoid the problem

of race conditions. Let us discuss this topic now.

### Race Conditions

Threads share memory, and they can concurrently modify data. Since the modification can be done at the same time without safeguards, this can lead to unintuitive results.

When two or more threads are trying to access a variable and one of them wants to modify it, you get a problem known as a *race condition* (also known as *data race* or *race hazard*). Listing 11-3 shows an example of a race condition.
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***Listing 11-3.*** RaceCondition.java

// This class exposes a publicly accessible counter

// to help demonstrate race condition problem class Counter {

public static long *count* = 0;

}

// This class implements Runnable interface

// Its run method increments the counter three times class UseCounter implements Runnable {

public void increment() {

// increments the counter and prints the value

// of the counter shared between threads Counter.*count*++; System.*out*.print(Counter.*count* + " ");

}

public void run() { increment(); increment(); increment();

}

}

// This class creates three threads public class RaceCondition {

public static void main(String args[]) { UseCounter c = new UseCounter(); Thread t1 = new Thread(c);

Thread t2 = new Thread(c); Thread t3 = new Thread(c); t1.start();

t2.start();

t3.start();

}

}

In this program, there is a Counter class that has a static variable count. In the run() method of the UseCounter class, you increment the count three times by calling the increment() method. You create three threads in the main() function in the RaceCondition class and start it. You expect the program to print 1 to

9 sequentially as the threads run and increment the counters. However, when you run this program, it does

print nine integer values, but the output looks like garbage! In a sample run, we got these values:

3 3 5 6 3 7 8 4 9

Note that the values will usually be different every time you run this program; when we ran it two more times, we got these outputs:

3 3 5 6 3 4 7 8 9

3 3 3 6 7 5 8 4 9
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So, what is the problem?

The expression Counter.count++ is a write operation, and the next System.out.print statement has a read operation for Counter.count. When the three threads execute, each of them has a local copy of the

value Counter.count and when they update the counter with Counter.count++, they need not immediately reflect that value in the main memory (see Figure 11-1). In the next read operation of Counter.count, the local value of Counter.count is printed.
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***Figure 11-1.*** *Threads t1, t2, and t3 trying to change Counter.count, causing a race condition*

Therefore, this program suffers from the race condition problem. To avoid this problem, you need to ensure that a single thread does the write and read operations together (*atomically*). The section of code that is commonly accessed and modified by more than one thread is known as *critical section*. To avoid the race condition problem, you need to ensure that the critical section is executed by only one thread at a time.

How do you do that? By acquiring a lock on the object using the synchronized keyword, which we’ll

discuss now. Only a single thread can acquire a lock on an object at a time, and only that thread can execute

the block of code (i.e., the critical section) protected by the lock. Until then, the other threads have to wait.

### Synchronized Blocks

In synchronized blocks, you use the synchronized keyword for a reference variable and follow it by a block of code. A thread has to acquire a lock on the synchronized variable to enter the block; when the execution of the block completes, the thread releases the lock. For example, you can acquire a lock on this reference if the block of code is within a non-static method:

synchronized(this) {

// code segment guarded by the mutex lock

}

What if an exception gets thrown inside the synchronized block? Will the lock get released? Yes, regardless of whether the block is executed fully or an exception is thrown, the lock will be automatically released by the JVM. With synchronized blocks, you can acquire a lock on a reference variable only. If you use a primitive type, you will get a compiler error.

Let us fix the race condition problem in Listing 11-3 by adding a synchronized block in the increment()

method, as in:

// within the UseCounter class public void increment() {

// increments the counter and prints the value

// of the counter shared between threads
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synchronized(this) { Counter.count++;

System.out.print(Counter.count + " ");

}

}

With this change, the program prints value count incremented correctly:

1 2 3 4 5 6 7 8 9

In the increment() method, you acquire a lock on the this reference before reading and writing to

Counter.count. So, it is not possible for more than one thread to execute these statements at the same

time. Since only one thread can acquire a lock and execute the “critical section” code block, the counter is

incremented by only one thread at a given time; as a result, the program prints the values 1 to 9 correctly. Without the synchronized block, three different threads would freely modify the variable and hence you will not get the values 1 to 9 printed correctly (because of the *race condition* problem which we discussed earlier).

### Synchronized Methods

An entire method can be declared synchronized. In that case, when the method declared as synchronized is called, a lock is obtained on the object on which the method is called, and it is released when the method

returns to the caller. Here is an example:

public synchronized void assign(int i) { val = i;

}

Now the assign() method is a synchronized method. If you call the assign() method, it will acquire the lock on the this reference implicitly and then execute the statement val = i;. What happens if some

other thread acquired the lock already? Just like synchronized blocks, if the thread cannot get the lock, it will

be *blocked* and the thread will wait until the lock becomes available.

A synchronized method is equivalent to a synchronized block if you enclose the whole method body in a synchronized(this) block. So, the equivalent assign() method using synchronized blocks is,

public void assign(int i) { synchronized(this) {

val = i;

}

}

You can declare static methods synchronized. However, what is the reference variable on which the lock is obtained? Remember that static methods do not have the implicit this reference. Static synchronized methods acquire locks on the class object. Every class is associated with an object of Class type, and you can access it using ClassName.class syntax. For example,

class SomeClass {

private static int val;

public static synchronized void assign(int i) { val = i;

}

// more members ...

}
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In this case, the assign method acquires a lock on the SomeClass.class object when it is called. Now the equivalent assign() method using synchronized blocks can be written as

class SomeClass {

private static int val;

public static void assign(int i) { synchronized(SomeClass.class) {

val = i;

}

}

// more members ...

}

You cannot declare constructors synchronized; it will result in a compiler error. For example, for

class Synchronize {

public synchronized Synchronize() { /\* constructor body \*/}

// more methods

}

you get this error:

Synchronize.java:2: modifier synchronized not allowed here

public synchronized Synchronize() { /\* constructor body \*/}

Why can’t you declare constructors synchronized? The JVM ensures that only one thread can invoke a constructor call (for a specific constructor) at a given point in time. So, there is no need to declare a constructor synchronized. However, if you want, you can use synchronized blocks inside constructors.

Let’s get back to the RaceCondition example in Listing 11-3. The increment() method in the

UseCounter class can be rewritten as a synchronized method also:

// declaring the increment synchronized instead of using

// a synchronized statement for a block of code inside the method public synchronized void increment() {

Counter.count++; System.out.print(Counter.count + " ");

}

This program prints:

1 2 3 4 5 6 7 8 9

The program prints the expected output correctly.

 Beginners commonly misunderstand that a synchronized block obtains a lock for a block of code. actually, the lock is obtained for an object and not for a piece of code. the obtained lock is held until all the statements in that block complete execution.

320

Chapter 11  Java ConCurrenCy

# Threading Problems

###### Certification Objective

Identify potential threading problems among deadlock, starvation, livelock, and race conditions

Concurrent programming in threads is fraught with pitfalls and problems. We have already discussed race conditions that occur when we don’t use locks in the previous section. In this section, let us discuss three more threading problems: deadlock, starvation, and livelock.

Deadlocks

Obtaining and using locks is tricky, and it can lead to lots of problems. One of the difficult (and common) problems is known as a *deadlock. A deadlock arises when locking threads result in a situation where they cannot proceed and thus wait indefinitely for others to terminate.* Say, one thread acquires a lock on resource

r1 and waits to acquire another on resource r2. At the same time, say there is another thread that has already acquired r2 and is waiting to obtain a lock on r1. Neither of the threads can proceed until the other

one releases the lock, which never happens—so they are stuck in a deadlock. Listing 11-4 shows how this

situation can arise (using the example from the Cricket game).

***Listing 11-4.*** DeadLock.java

// Balls class has a globally accessible data member to hold the number of balls thrown class Balls {

public static long balls = 0;

}

// Runs class has a globally accessible data member to hold the number of runs scored class Runs {

public static long runs = 0;

}

// Counter class has two methods – IncrementBallAfterRun and IncrementRunAfterBall.

// For demonstrating deadlock, we call these two methods in the run method, so that

// locking can be requested in opposite order in these two methods class Counter implements Runnable {

// this method increments runs variable first and then increments the balls variable

// since these variables are accessible from other threads,

// we need to acquire a lock before processing them public void IncrementBallAfterRun() {

// since we're updating runs variable first, first lock the Runs.class synchronized(Runs.class) {

// lock on Balls.class before updating balls variable synchronized(Balls.class) {

Runs.runs++;

Balls.balls++;

}

}

}
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public void IncrementRunAfterBall() {

// since we're updating balls variable first; so first lock Balls.class synchronized(Balls.class) {

// acquire lock on Runs.class before updating runs variable synchronized(Runs.class) {

Balls.balls++;

Runs.runs++;

}

}

}

public void run() {

// call these two methods which acquire locks in different order

// depending on thread scheduling and the order of lock acquision,

// a deadlock may or may not arise IncrementBallAfterRun(); IncrementRunAfterBall();

}

}

public class DeadLock {

public static void main(String args[]) throws InterruptedException { Counter c = new Counter();

// create two threads and start them at the same time Thread t1 = new Thread(c);

Thread t2 = new Thread(c); t1.start();

t2.start();

System.out.println("Waiting for threads to complete execution..."); t1.join();

t2.join(); System.out.println("Done.");

}

}

If you execute this program, the program might run fine, or it might deadlock and never terminate (the occurrence of deadlock in this program depends on how threads are scheduled).

D:\> java DeadLock

Waiting for threads to complete execution... Done.

D:\> java DeadLock

Waiting for threads to complete execution...

[deadlock – user pressed ctrl + c to terminate the program]

D:\> java DeadLock

Waiting for threads to complete execution... Done.
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In this example, there are two classes, Balls and Runs, with static members called balls and runs. The Counter class has two methods, IncrementBallAfterRun() and IncrementRunAfterBall(). They acquire locks on the Balls.class and Runs.class in the opposite order. The run() method calls these two methods consecutively. The main() method in the Dead class creates two threads and starts them.

When the threads t1 and t2 execute, they invoke the methods IncrementBallAfterRun and IncrementRunAfterBall. In these methods, locks are obtained in opposite order. It might happen that t1 acquires a lock on Runs.class and then waits to acquire a lock on Balls.class. Meanwhile, t2 might have acquired the Balls.class and now will be waiting to acquire a lock on the Runs.class. Therefore, this

program can lead to a deadlock (Figure 11-2).
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***Figure 11-2.*** *Deadlock between threads t1 and t2*

It cannot be assured that this program will lead to a deadlock every time you execute this program.

Why? You never know the sequence in which threads execute and the order in which locks are acquired and released. For this reason, such problems are said to be non-deterministic, and such problems cannot be reproduced consistently.

There are different strategies to deal with deadlocks, such as deadlock prevention, avoidance, or detection. For exam purposes, this is what you need to know about deadlocks:

* Deadlocks can arise in the context of multiple locks.
* If multiple locks are acquired in the same order, then a deadlock will not occur; however, if you acquire them in a different order, then deadlocks may occur.
* Deadlocks (just like other multi-threading problems) are non-deterministic; you cannot consistently reproduce deadlocks.

avoid acquiring multiple locks. If you want to acquire multiple locks, make sure that they are acquired in the same order everywhere to avoid deadlocks.

Livelocks

To help understand livelocks, let’s consider an analogy. Assume that there are two robotic cars that are programmed to automatically drive in the road. There is a situation where two robotic cars reach the two opposite ends of a narrow bridge. The bridge is so narrow that only one car can pass through at a time. The robotic cars are programmed such that they wait for the other car to pass through first. When both the cars attempt to enter the bridge at the same time, the following situation could happen: each car starts to enter
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the bridge, notices that the other car is attempting to do the same, and reverses! Note that the cars keep moving forward and backward and thus appear as if they’re doing lots of work, but there is no progress made by either of the cars. This situation is called a *livelock*.

Consider two threads t1 and t2. Assume that thread t1 makes a change and thread t2 undoes that change. When both the threads t1 and t2 work, it will appear as though lots of work is getting done, but no

progress is made. This situation is called a livelock in threads.

The similarity between livelocks and deadlocks is that the process “hangs” and the program never terminates. However, in a deadlock, the threads are stuck in the same state waiting for other thread(s) to release a shared resource; in a livelock, the threads keep executing a task, and there is continuous change in the process states, but the application as a whole does not make progress.

### Lock Starvation

Consider the situation in which numerous threads have different priorities assigned to them (in the range of lowest priority, 1, to highest priority, 10, which is the range allowed for priority of threads in Java). When a lock is available, the thread scheduler will give priority to the threads with high priority over low priority. If there are many high-priority threads that want to obtain the lock and also hold the lock for long time periods, when will the low-priority threads get a chance to obtain the lock? In other words, in a situation where low-priority threads “starve” for a long time trying to obtain the lock is known as *lock starvation*.

There are many techniques available for detecting or avoiding threading problems like livelocks and starvation, but they are not within the scope of OCPJP 8 exam. From the exam perspective, you are expected to know the different kinds of threading problems that we’ve already covered in this chapter.

# Using java.util.concurrent.atomic Package

###### Certification Objective

Use synchronized keyword and java.util.concurrent.atomic package to control the order of thread execution

The java.util.concurrent package has two subpackages: java.util.concurrent.atomic and

java.util.concurrent.locks. In this section we discuss atomic variables in java.util.concurrent.atomic

package from the OCPJP 8 exam perspective.

Often you can see code that acquires and releases locks for implementing primitive/simple operations like incrementing a variable, decrementing a variable, and so on? (We have already seen an example

on incrementing an integer variable when we discussed synchronized keyword earlier in this chapter.)

Acquiring and releasing locks for such primitive operations is not efficient. In such cases, Java provides an

efficient alternative in the form of atomic variables.

Here is a list of some of the classes in this package and their short description:

* AtomicBoolean: Atomically updatable Boolean value.
* AtomicInteger: Atomically updatable int value; inherits from the Number class.
* AtomicIntegerArray: An int array in which elements can be updated atomically.
* AtomicLong: Atomically updatable long value; inherits from Number class.
* AtomicLongArray: A long array in which elements can be updated atomically.
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* AtomicReference<V>: An atomically updatable object reference of type V.
* AtomicReferenceArray<E>: An atomically updatable array that can hold object references of type E (E refers to the base type of elements).

only AtomicInteger and AtomicLong extend from Number class but not AtomicBoolean. all other classes in the java.util.concurrent.atomic subpackage inherit directly from the Object class.

Of the classes in the java.util.concurrency.atomic subpackage, AtomicInteger and AtomicLong are the most important. Table 11-2 lists important methods in the AtomicInteger class. (The methods in AtomicLong are analogous to these.)

***Table 11-2.*** *Important Methods in the AtomicInteger Class*

###### Method Short Description

AtomicInteger() Creates an instance of AtomicInteger with initial value 0. AtomicInteger(int initVal) Creates an instance of AtomicInteger with initial value initVal. int get() Returns the integer value held in this object.

void set(int newVal) Resets the integer value held in this object to newVal.

int getAndSet(int newValue) Returns the current int value held in this object and sets the value held in this object to newVal.

boolean compareAndSet(int expect, int update)

Compares the int value of this object to the expect value, and if they are equal, sets the int value of this object to the update value.

int getAndIncrement() Returns the current value of the integer value in this object and

increments the integer value in this object. Similar to the behavior of

i++ where i is an int.

int getAndDecrement() Returns the current value of the integer value in this object and

decrements the integer value in this object. Similar to the behavior of

i-- where i is an int.

int getAndAdd(int delta) Returns the integer value held in this object and adds given delta value

to the integer value.

int incrementAndGet() Increments the current value of the integer value in this object and

returns that value. Similar to the behavior of ++i where i is an int.

int decrementAndGet() Decrements the current integer value in this object and returns that

value. Similar to behavior of --i where i is an int.

int addAndGet(int delta) Adds the delta value to the current value of the integer in this object

and returns that value.

int intValue() long longValue() float floatValue()

double doubleValue()

Casts the current int value of the object and returns it as int, long, float, or double values.
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Let’s try out an example to understand how to use AtomicInteger or AtomicLong. Assume that you have a counter value that is public and accessible by all threads. How do you update or access this common

counter value safely without introducing the race condition problem (discussed earlier in this chapter)? Obviously, you can use the synchronized keyword to ensure that the critical section (the code that modifies the counter value) is accessed by only one thread at a given point in time. The critical section will be very

small, as in

public void run() {

synchronized(SharedCounter.class) { SharedCounter.count++;

}

}

However, this code is inefficient since it acquires and releases the lock every time just to increment the value of count. Alternatively, if you declare count as AtomicInteger or AtomicLong (whichever is suitable).

The classes such as AtomicInteger do not use a lock; rather, they internally use volatile variables and a

low-level mechanism known as Compare-And-Set (CAS). For this reason, using AtomicInteger and related classes is faster than using locks using synchronized keyword.

Listing 11-5 shows how to use AtomicLong in practice.

***Listing 11-5.*** AtomicVariableTest.java

import java.util.concurrent.atomic.AtomicInteger;

// Class to demonstrate how mutating "normal" (i.e., thread unsafe) integers

// and mutating "atomic" (i.e., thread safe) integers are different:

// Mutating a shared Integer object without locks can result in a race condition;

// however, mutating a shared AtomicInteger will not result in a race conditiond.

class Counter {

public static Integer *integer* = new Integer(0);

public static AtomicInteger *atomicInteger* = new AtomicInteger(0);

}

class AtomicVariableTest {

static class Incrementer extends Thread { public void run() {

Counter.*integer*++; Counter.*atomicInteger*.incrementAndGet();

}

}

static class Decrementer extends Thread { public void run() {

Counter.*integer*--; Counter.*atomicInteger*.decrementAndGet();

}

}

public static void main(String []args) throws InterruptedException { Thread incremeterThread[] = new Incrementer[1000];

Thread decrementerThread[] = new Decrementer[1000];
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for(int i = 0; i < 1000; i++) { incremeterThread[i] = new Incrementer(); decrementerThread[i] = new Decrementer(); incremeterThread[i].start(); decrementerThread[i].start();

}

for(int i = 0; i < 1000; i++) { incremeterThread[i].join(); decrementerThread[i].join();

}

System.*out*.printf("Integer value = %d AtomicInteger value = %d ", Counter.*integer*, Counter.*atomicInteger*.get());

}

}

The actual output depends on thread scheduling. In different runs it printed the following outputs:

Integer value = -2 AtomicInteger value = 0 Integer value = 2 AtomicInteger value = 0 Integer value = -1 AtomicInteger value = 0 Integer value = -1 AtomicInteger value = 0 Integer value = 0 AtomicInteger value = 0

Let’s analyze this program. The Counter class has two data members—one of type Integer and the other of type AtomicInteger—with the same initial value 0.

There are two Thread classes. The Incrementer class has run() method that increments Integer and AtomicInteger values. On the other hand, Decrementer class has run() method that decrements Integer and AtomicInteger values.

In this output, notice that incrementing the Integer object could result in a race condition: the final value of Integer or AtomicInteger after incrementing and decrementing an equal number of times should always be 0–if not we have a race condition. As you can observe from the output, sometimes for Integer

object it is 0 (meaning no race condition), but most of the time it is not equal to 0 (which means it has race condition). However, for AtomicInteger, the result is always zero (meaning that it has no race condition). In other words, this program shows that it is safe to manipulate an AtomicInteger value without any locks.

# Use java.util.concurrent Collections

###### Certification Objective

Use java.util.concurrent collections and classes including CyclicBarrier and CopyOnWriteArrayList

There are many classes and interfaces in the java.util.concurrent package that provide high-level APIs for concurrent programming. In this section, we will mainly discuss synchronizer classes provided in

this package. Following that, we will briefly cover the important concurrent collection classes provided in the java.util.concurrent package.

You already understand the low-level concurrency constructs such as the use of the synchronized

keyword and using Runnable interfaces for creating threads. In the case of a shared resource that needs to be

accessed by multiple threads, access and modifications to the shared resource need to be protected.
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When you use the synchronized keyword, you employ mutexes to synchronize between threads for safe shared access. Threads also often needed to coordinate their executions to complete a bigger higher-

level task. It is possible to build higher-level abstractions for thread synchronization. These high-level abstractions for synchronizing activities of two or more threads are known as *synchronizers*. Synchronizers internally make use of the existing low-level APIs for thread coordination.

The synchronizers provided in the java.util.concurrent library and their uses are:

* A Semaphore controls access to shared resources. A semaphore maintains a counter to specify number of resources that the semaphore controls.
* CountDownLatch allows one or more threads to wait for a countdown to complete.
* The Exchanger class is meant for exchanging data between two threads. This class is useful when two threads need to synchronize between each other and continuously

exchange data.

* CyclicBarrier helps provide a synchronization point where threads may need to wait at a predefined execution point until all other threads reach that point.
* Phaser is a useful feature when few independent threads have to work in phases to complete a task.

The OCPJP 8 exam objective covers only the CyclicBarrier class and we discuss it with the help of an example in this section.

CyclicBarrier

There are many situations in concurrent programming where threads may need to wait at a predefined execution point until all other threads reach that point. CyclicBarrier helps provide such a synchronization point; see Table 11-3 for the important methods in this class.

***Table 11-3.*** *Important Methods in the CyclicBarrier Class*

###### Method Short Description

CyclicBarrier(int numThreads)

CyclicBarrier(int parties, Runnable barrierAction)

int await() int await(long

timeout, TimeUnit unit)

Creates a CyclicBarrier object with the number of threads waiting on it specified. Throws IllegalArgumentException if numThreads is negative or zero.

Same as the previous constructor; this constructor additionally takes the thread to call when the barrier is reached.

Blocks until the specified number of threads have called await() on this barrier. The method returns the arrival index of this thread. This method can throw an InterruptedException if the thread is interrupted while waiting for other threads

or a BrokenBarrierException if the barrier was broken for some reason (for

example, another thread was timed-out or interrupted).The overloaded method

takes a time-out period as an additional option; this overloaded version throws a

TimeoutException if all other threads aren’t reached within the time-out period.

boolean isBroken() Returns true if the barrier is broken. A barrier is broken if at least one thread in

that barrier was interrupted or timed-out, or if a barrier action failed throwing an

exception.

void reset() Resets the barrier to the initial state. If there are any threads waiting on that barrier, they will throw the BrokenBarrier exception.
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Listing 11-6 is an example that makes use of CyclicBarrier class.

***Listing 11-6.*** CyclicBarrierTest.java

import java.util.concurrent.CyclicBarrier;

import java.util.concurrent.BrokenBarrierException;

// The run() method in this thread should be called only when

// four players are ready to start the game class MixedDoubleTennisGame extends Thread {

public void run() {

System.*out*.println("All four players ready, game starts \n Love all...");

}

}

// This thread simulates arrival of a player.

// Once a player arrives, he/she should wait for other players to arrive class Player extends Thread {

CyclicBarrier waitPoint;

public Player(CyclicBarrier barrier, String name) { this.setName(name);

waitPoint = barrier; this.start();

}

public void run() {

System.*out*.println("Player " + getName() + " is ready "); try {

waitPoint.await(); // await for all four players to arrive

} catch(BrokenBarrierException | InterruptedException exception) { System.*out*.println("An exception occurred while waiting... "

+ exception);

}

}

}

// Creates a CyclicBarrier object by passing the number of threads and the thread to run

// when all the threads reach the barrier class CyclicBarrierTest {

public static void main(String []args) {

// a mixed-double tennis game requires four players;

// so wait for four players

// (i.e., four threads) to join to start the game System.*out*.println("Reserving tennis court \n"

+ "As soon as four players arrive, game will start"); CyclicBarrier barrier = new CyclicBarrier(4, new MixedDoubleTennisGame()); new Player(barrier, "G I Joe");

new Player(barrier, "Dora"); new Player(barrier, "Tintin"); new Player(barrier, "Barbie");

}

}
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The program prints the following:

Reserving tennis court

As soon as four players arrive, game will start Player Dora is ready

Player G I Joe is ready Player Tintin is ready Player Barbie is ready

All four players ready, game starts Love all...

Now let’s see how this program works. In the main() method you create a CyclicBarrier object. The constructor takes two arguments: the number of threads to wait for, and the thread to invoke when

all the threads reach the barrier. In this case, you have four players to wait for, so you create four threads, with each thread representing a player. The second argument for the CyclicBarrier constructor is the MixedDoubleTennisGame object since this thread represents the game, which will start once all four players

are ready.

Inside the run() method for each Player thread, you call the await() method on the CyclicBarrier object. Once the number of awaiting threads for the CyclicBarrier object reaches four, the run() method in MixedDoubleTennisGame is called.

### Concurrent Collections

The java.util.concurrent package provides a number of classes that are thread-safe equivalents of the ones provided in the collections framework classes in the java.util package. For example,

java.util.concurrent.ConcurrentHashMap is a concurrent equivalent to java.util.HashMap. The main

difference between these two containers is that you need to explicitly synchronize insertions and deletions with HashMap, whereas such synchronization is built into the ConcurrentHashMap. If you know how to use HashMap, you know how to use ConcurrentHashMap implicitly. From the OCPJP 8 exam perspective, you only

need to have an overall understanding of the classes in Table 11-4, so we won’t delve into details on how to make use of these classes. We’ll only cover a detailed example of using CopyOnWriteArrayList.

***Table 11-4.*** *Some Concurrent Collection Classes/Interfaces in the java.util.concurrent Package*

###### Class/Interface Short Description

BlockingQueue This interface extends the Queue interface. In BlockingQueue, if the queue is empty, it waits (i.e., blocks) for an element to be inserted, and if the queue is

full, it waits for an element to be removed from the queue.

ArrayBlockingQueue This class provides a fixed-sized array based implementation of the

BlockingQueue interface.

LinkedBlockingQueue This class provides a linked-list-based implementation of the BlockingQueue

interface.

DelayQueue This class implements BlockingQueue and consists of elements that are of type Delayed. An element can be retrieved from this queue only after its delay

period.

PriorityBlockingQueue Equivalent to java.util.PriorityQueue, but implements the BlockingQueue

interface.

(*continued*)
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***Table 11-4.*** (*continued*)

###### Class/Interface Short Description

SynchronousQueue This class implements BlockingQueue. In this container, each insert() by a thread waits (blocks) for a corresponding remove() by another thread and vice

versa.

LinkedBlockingDeque This class implements BlockingDeque where insert and remove operations could block; uses a linked-list for implementation.

ConcurrentHashMap Analogous to Hashtable, but with safe concurrent access and updates. ConcurrentSkipListMap Analogous to TreeMap, but provides safe concurrent access and updates. ConcurrentSkipListSet Analogous to TreeSet, but provides safe concurrent access and updates.

CopyOnWriteArrayList Similar to ArrayList, but provides safe concurrent access. When the container is modified, it creates a fresh copy of the underlying array.

CopyOnWriteArraySet A Set implementation, but provides safe concurrent access and is

implemented using CopyOnWriteArrayList. When the container is modified,

it creates a fresh copy of the underlying array.

### CopyOnWriteArrayList Class

Both ArrayList and CopyOnWriteArrayList implement the List interface. There are three main differences between ArrayList and CopyOnWriteArrayList:

* ArrayList is not thread-safe but CopyOnWriteArrayList is thread-safe. That means, it is unsafe to use ArrayList in contexts where multiple threads are executing

(especially when some of the threads modify the container) but it is safe to use

CopyOnWriteArrayList in this context.

* Methods in ArrayList such as remove(), add(), and set() methods can throw java.util.ConcurrentModificationException if another thread modifies the ArrayList when one thread is accessing it. However, it is safe to perform these operations from multiple threads in CopyOnWriteArrayList, and hence methods such as remove(), add(), and set() do not throw this exception. How? All the active

iterators will still have access to the unmodified version of the container and hence

they remain unaffected; if you try to create an iterator after the modification, you will get the iterator for the modified container.

* You can get an iterator by calling the Iterator() method on a List object. If you call remove() method when the underlying container is modified, you may get

a ConcurrentModificationException. However, you cannot call the remove() method on an Iterator of a CopyOnWriteArrayList: it always throws the UnsupportedOperationException.

The behavior of CopyOnWriteArrayList is sometimes useful even in contexts where multithreading is not used. For instance, Listing 11-7 shows an ArrayList that is being modified when the iterator executes.
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***Listing 11-7.*** ModifyingList.java

import java.util.ArrayList; import java.util.Iterator; import java.util.List;

public class ModifyingList {

public static void main(String []args) { List<String> aList = new ArrayList<>(); aList.add("one");

aList.add("two");

aList.add("three");

Iterator listIter = aList.iterator(); while(listIter.hasNext()) {

System.out.println(listIter.next()); aList.add("four");

}

}

}

This program crashes by throwing java.util.ConcurrentModificationException. Why? Because the iterators of ArrayList are fail-fast; it fails by throwing ConcurrentModificationException if it detects that

the underlying container has changed when it is iterating over the elements in the container. This behavior

is useful in concurrent contexts when one thread modifies the underlying container when another thread is iterating over the elements of the container.

You can use CopyOnWriteArrayList for making such changes to the underlying container

when iteration is happening. Listing 11-8 is the modified version of Listing 11-7. This version uses a

CopyOnWriteArrayList.

***Listing 11-8.*** COWList.java

import java.util.Iterator; import java.util.List;

import java.util.concurrent.CopyOnWriteArrayList;

public class COWList {

public static void main(String []args) {

List<String> aList = new CopyOnWriteArrayList<>(); aList.add("one");

aList.add("two");

aList.add("three");

Iterator listIter = aList.iterator(); while(listIter.hasNext()) {

System.out.println(listIter.next()); aList.add("four");

}

}

}
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Now the program does not crash, it prints:

one two three

Observe that the element “four” added three times is not printed as part of the output. This is because the iterator still has access to the original (unmodified) container that had three elements. If you create a

new iterator and access the elements, you will find that new elements have been added to aList.

# Using Callable and ExecutorService Interfaces

###### Certification Objective

Create worker threads using Runnable, Callable, and use an ExecutorService to concurrently execute tasks

You can directly create and manage threads in the application by creating Thread objects. However,

if you want to abstract away the low-level details of multi-threaded programming, you can make use of the

Executor interface.

Figure 11-3 shows the important classes and interfaces in the Executor hierarchy. In this section, you’ll focus on using the Executor and the ExecutorService interfaces. We’ll cover ForkJoinPool later in

this chapter.
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***Figure 11-3.*** *Important Classes/Interfaces in the Executor hierarchy*
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Executor

Executor is an interface that declares only one method: void execute(Runnable). This may not look like a significant interface by itself, but its derived classes (or interfaces), such as ExecutorService,

ThreadPoolExecutor, and ForkJoinPool, support useful functionality. We will discuss some of the derived classes of Executor in more detail later in this chapter. For now, check out Listing 11-9 for a simple example of the Executor interface to understand how to implement this interface and use it in practice.

***Listing 11-9.*** ExecutorTest.java

import java.util.concurrent.Executor;

// This Task class implements Runnable, so its a Thread object class Task implements Runnable {

public void run() { System.*out*.println("Calling Task.run() ");

}

}

// This class implements Executor interface and should override execute(Runnable) method.

// We provide an overloaded execute method with an additional argument 'times' to create and

// run the threads for given number of times class RepeatedExecutor implements Executor { public void execute(Runnable runnable) {

new Thread(runnable).start();

}

public void execute(Runnable runnable, int times) {

System.*out*.printf("Calling Task.run() %d times thro' Executor.execute() %n", times);

for(int i = 0; i < times; i++) { execute(runnable);

}

}

}

// This class spawns a Task thread and explicitly calls start() method.

// It also shows how to execute a Thread using Executor class ExecutorTest {

public static void main(String []args) { Runnable runnable = new Task();

System.*out*.println("Calling Task.run() by directly creating a Thread"); Thread thread = new Thread(runnable);

thread.start();

RepeatedExecutor executor = new RepeatedExecutor(); executor.execute(runnable, 3);

}

}
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Here is the output of this program:

Calling Task.run() by directly creating a Thread Calling Task.run()

Calling Task.run() 3 times thro' Executor.execute() Calling Task.run()

Calling Task.run() Calling Task.run()

In this program, you have a Task class that implements Runnable by providing the definition of the run() method. The class RepeatedExecutor implements the Executor interface by providing the definition of the execute(Runnable) method.

Both Runnable and Executor are similar in the sense that they provide a single method for implementation. In this definition you may have noticed that Executor by itself is not a thread, and you must create a Thread object to execute the Runnable object passed in the execute() method. However, the main difference between Runnable and Executor is that Executor is meant to abstract how the thread is executed. For example, depending on the implementation of the Executor, an Executor may schedule a thread to run

at a certain time, or execute the thread after a certain delay period.

In this program, you have overloaded the execute() method with an additional argument to create and execute threads a certain number of times. In the main() method, you first create a Thread object and schedule it for running. After that, you instantiate RepeatedExecutor to execute the thread three times.

### Callable and ExecutorService

Callable is an interface that declares only one method: call(). Its full signature is V call() throws Exception. It represents a task that needs to be completed by a thread. Once the task completes, it returns a value. For some reason, if the call() method cannot execute or fails, it throws an Exception.

To execute a task using the Callable object, you first create a thread pool. A thread pool is a collection of threads that can execute tasks. You create a thread pool using the Executors utility class. This class

provides methods to get instances of thread pools, thread factories, and so on.

The ExecutorService interface extends the Executor interface and provides services such as termination of threads and production of Future objects. Some tasks may take considerable execution time to complete. So, when you submit a task to the executor service, you get a Future object.

Future represents objects that contain a value that is returned by a thread in the future (i.e., it returns the value once the thread terminates in the “future”). You can use the isDone() method in the Future class to check if the task is complete and then use the get() method to fetch the task result. If you call the get()

method directly while the task is not complete, the method blocks until it completes and returns the value

once available.

Here is a simple example to see how these classes work together (Listing 11-10).

***Listing 11-10.*** CallableTest.java

import java.util.concurrent.Callable;

import java.util.concurrent.ExecutorService; import java.util.concurrent.Future;

import java.util.concurrent.Executors;
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// Factorial implements Callable so that it can be passed to a ExecutorService

// and get executed as a task.

class Factorial implements Callable<Long> { long n;

public Factorial(long n) { this.n = n;

}

public Long call() throws Exception { if(n <= 0) {

throw new Exception("for finding factorial, N should be > 0");

}

long fact = 1;

for(long longVal = 1; longVal <= n; longVal++) { fact \*= longVal;

}

return fact;

}

}

// Illustrates how Callable, Executors, ExecutorService, and Future are related;

// also shows how they work together to execute a task class CallableTest {

public static void main(String []args) throws Exception {

// the value for which we want to find the factorial long N = 20;

// get a callable task to be submitted to the executor service Callable<Long> task = new Factorial(N);

// create an ExecutorService with a fixed thread pool having one thread ExecutorService es = Executors.newSingleThreadExecutor();

// submit the task to the executor service and store the Future object Future<Long> future = es.submit(task);

// wait for the get() method that blocks until the computation is complete. System.out.printf("factorial of %d is %d", N, future.get());

// done. shutdown the executor service since we don't need it anymore es.shutdown();

}

}

The program prints the following:

factorial of 20 is 2432902008176640000

In this program, you have a Factorial class that implements Callable. Since the task is to compute the factorial of a number N, the task needs to return a result. You use Long type for the factorial value, so you implement Callable<Long>. Inside the Factorial class, you define the call() method that actually performs the task (the task here is to compute the factorial of the given number). If the given value N is

negative or zero, you don’t perform the task and throw an exception to the caller. Otherwise, you loop from 1 to N and find the factorial value.

In the CallableTest class, you first create an instance of the Factorial class. You then need to execute this

task. For the sake of simplicity, you get a singled-threaded executor by calling the newSingleThreadExecutor()

method in the Executors class. Note that you could use other methods such as newFixedThreadPool(nThreads)

to create a thread pool with multiple threads depending on the level of parallelism you need.
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Once you get an ExecutorService, you submit the task for execution. ExecutorService abstracts details such as when the task is executed and how the task is assigned to the threads. You get a reference to Future<Long> when you call the submit(task) method. From this future reference, you call the get()

method to fetch the result after completing the task. If the task is still executing when you call future.get(),

this get() method will block until the task execution completes. Once the execution is complete, you need to manually release the ExecutorService by calling the shutdown() method.

# Use Parallel Fork/Join Framework

###### Certification Objective

Use parallel Fork/Join Framework

The Fork/Join framework in the java.util.concurrent package helps simplify writing parallelized code. The framework is an implementation of the ExecutorService interface and provides an easy-to-use

concurrent platform in order to exploit multiple processors. This framework is very useful for modeling

divide-and-conquer problems. This approach is suitable for tasks that can be divided recursively and computed on a smaller scale; the computed results are then combined. Dividing the task into smaller tasks is *forking*, and merging the results from the smaller tasks is *joining*.

The Fork/Join framework uses the work-stealing algorithm: when a worker thread completes its work

and is free, it takes (or “steals”) work from other threads that are still busy doing some work. Initially, it will

appear to you that using Fork/Join is a complex task. Once you get familiar with it, however, you’ll realize that it is conceptually easy and that it significantly simplifies your job. The key is to recursively subdivide the task into smaller chunks that can be processed by separate threads.

Briefly, the Fork/Join algorithm is designed as follows:

forkJoinAlgorithm() {

fork (split) the tasks; join the tasks;

compose the results;

}

Here is the pseudo-code of how these steps work:

doRecursiveTask(input) {

if (the task is small enough to be handled by a thread) { compute the small task;

if there is a result to return, do so

}

else {

divide (i.e., fork) the task into two parts

call compute() on first task, join() on second task, return combined results

}

}

Figure 11-4 visualizes how the task is recursively subdivided into smaller tasks and how the partial results are combined. As shown by the figure, a task is split into two subtasks, and then each subtask is again split in two subtasks, and so on until each split subtask is computable by each thread. Once a thread completes the computation, it returns the result for combining it with other results; in this way all the computed results are combined back.
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***Figure 11-4.*** *The Fork/Join Framework Uses Divide-and-Conquer to Complete the Task*

Useful Classes in the Fork/Join Framework

The following classes play key roles in the Fork/Join framework: ForkJoinPool, ForkJoinTask, RecursiveTask, and RecursiveAction. Let’s consider these classes in more detail.

* ForkJoinPool is the most important class in the Fork/Join framework. It is a thread pool for running fork/join tasks and it executes an instance of ForkJoinTask. It

executes tasks and manages their lifecycle. Table 11-5 lists the important methods

belonging to this abstract class.

***Table 11-5.*** *Important Methods in the ForkJoinPool Class*

###### Method Short Description

void execute(ForkJoinTask<?> task) Executes a given task asynchronously.

<T> T invoke(ForkJoinTask<T> task) Executes the given task and returns the

computed result.

<T> List<Future<T>> invokeAll(Collection<? extends Callable<T>> tasks)

Executes all the given tasks and returns a list of future objects when all the tasks are completed.

boolean isTerminated() Returns true if all the tasks are completed.

int getParallelism() int getPoolSize() long getStealCount()

int getActiveThreadCount()

<T> ForkJoinTask<T> submit(Callable<T> task)

<T> ForkJoinTask<T> submit(ForkJoinTask<T> task) ForkJoinTask<?> submit(Runnable task)

<T> ForkJoinTask<T> submit(Runnable task, T result)

These are status-checking methods.

These methods are executing a submitted task. Overloaded versions take different types of tasks; returns a Task object or a Future object.

* ForkJoinTask<V> is a lightweight thread-like entity representing a task that defines methods such as fork() and join(). Table 11-6 lists the important methods of this

class.
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***Table 11-6.*** *Important Methods in the ForkJoinTask Class*

###### Method Short Description

boolean cancel(boolean mayInterruptIfRunning)

Attempts to cancel the execution of the task.

ForkJoinTask<V> fork() Executes the task asynchronously.

V join() Returns the result of the computation when the computation is done.

V get() Returns the result of the computation; waits if the computation is not complete.

V invoke()

static <T extends ForkJoinTask<?>> Collection<T> invokeAll(Collection<T> tasks)

Starts the execution of the submitted tasks; waits until computation complete, and returns results.

boolean isCancelled() Returns true if the task is cancelled.

boolean isDone() Returns true if the task is completed.

* RecursiveTask<V> is a task that can run in a ForkJoinPool; the compute() method returns a value of type V. It inherits from ForkJoinTask.
* RecursiveAction is a task that can run in a ForkJoinPool; its compute() method performs the actual computation steps in the task. It is similar to RecursiveTask, but

does not return a value.

### Using the Fork/Join Framework

Let’s ascertain how you can use Fork/Join framework in problem solving. Here are the steps to use the framework:

* First, check whether the problem is suitable for the Fork/Join framework or not. Remember: the Fork/Join framework is not suitable for all kinds of tasks. This framework is suitable if your problem fits this description:
  + The problem can be designed as a recursive task where the task can be subdivided into smaller units and the results can be combined together.
  + The subdivided tasks are independent and can be computed separately without the need for communication between the tasks when computation is in process. (Of course, after the computation is over, you will need to join them together.)
* If the problem you want to solve can be modeled recursively, then define a task class that extends either RecursiveTask or RecursiveAction. If a task returns a result, extend from RecursiveTask; otherwise extend from RecursiveAction.
* Override the compute() method in the newly defined task class. The compute()

method actually performs the task if the task is small enough to be executed; or

splits the task into subtasks and invoke them. The subtasks can be invoked either by invokeAll() or fork() method (use fork() when the subtask returns a value). Use the join() method to get the computed results (if you used fork() method earlier).
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* Merge the results, if computed from the subtasks.
* Then instantiate ForkJoinPool, create an instance of the task class, and start the execution of the task using the invoke() method on the ForkJoinPool instance.
* That’s it—you are done.

Now let’s try solving the problem of how to sum 1..N where N is a large number. You can solve this problem rescursively using the Fork/Join framework (Listing 11-11).

***Listing 11-11.*** SumOfNUsingForkJoin.java

import java.util.concurrent.RecursiveTask; import java.util.concurrent.ForkJoinPool;

// This class illustrates how we can compute sum of 1..N numbers using fork/join framework.

// The range of numbers are divided into half until the range can be handled by a thread.

// Once the range summation completes, the result gets summed up together.

class SumOfNUsingForkJoin {

private static long N = 1000\_000; // one million - we want to compute sum

// from 1 .. one million

private static final int NUM\_THREADS = 10;

// number of threads to create for

// distributing the effort

// This is the recursive implementation of the algorithm; inherit from RecursiveTask

// instead of RecursiveAction since we're returning values. static class RecursiveSumOfN extends RecursiveTask<Long> {

long from, to;

// from and to are range of values to sum-up

public RecursiveSumOfN(long from, long to) { this.from = from;

this.to = to;

}

// the method performs fork and join to compute the sum if the range

// of values can be summed by a threadremember that we want to divide

// the summation task equally among NUM\_THREADS) then, sum the range

// of numbers from..to using a simple for loop;

// otherwise, fork the range and join the results public Long compute() {

if( (to - from) <= N/NUM\_THREADS) {

// the range is something that can be handled

// by a thread, so do summation
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long localSum = 0;

// add in range 'from' .. 'to' inclusive of the value 'to' for(long i = from; i <= to; i++) {

localSum += i;

}

System.out.printf("\tSum of value range %d to %d is %d %n", from, to, localSum);

return localSum;

}

else {

// no, the range is too big for a thread to handle,

// so fork the computation

// we find the mid-point value in the range from..to long mid = (from + to)/2;

System.out.printf("Forking computation into two ranges: " + "%d to %d and %d to %d %n", from, mid, mid, to);

// determine the computation for first half

// with the range from..mid

RecursiveSumOfN firstHalf = new RecursiveSumOfN(from, mid);

// now, fork off that task firstHalf.fork();

// determine the computation for second half

// with the range mid+1..to RecursiveSumOfN secondHalf

= new RecursiveSumOfN(mid + 1, to); long resultSecond = secondHalf.compute();

// now, wait for the first half of computing sum to

// complete, once done, add it to the remaining part return firstHalf.join() + resultSecond;

}

}

}

public static void main(String []args) {

// Create a fork-join pool that consists of NUM\_THREADS ForkJoinPool pool = new ForkJoinPool(NUM\_THREADS);

// submit the computation task to the fork-join pool

long computedSum = pool.invoke(new RecursiveSumOfN(0, N));

// this is the formula sum for the range 1..N long formulaSum = (N \* (N + 1)) / 2;

// Compare the computed sum and the formula sum System.out.printf("Sum for range 1..%d; computed sum = %d, " +

"formula sum = %d %n", N, computedSum, formulaSum);

}

}
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The program prints the following:

Forking computation into two ranges: 0 to 500000 and 500000 to 1000000

Forking computation into two ranges: 500001 to 750000 and 750000 to 1000000

Forking computation into two ranges: 0 to 250000 and 250000 to 500000

Forking computation into two ranges: 500001 to 625000 and 625000 to 750000

Forking computation into two ranges: 750001 to 875000 and 875000 to 1000000

Forking computation into two ranges: 500001 to 562500 and 562500 to 625000

Forking computation into two ranges: 625001 to 687500 and 687500 to 750000

Forking computation into two ranges: 0 to 125000 and 125000 to 250000

Forking computation into two ranges: 250001 to 375000 and 375000 to 500000

Sum of value range 562501 to 625000 is 37109406250

Forking computation into two ranges: 0 to 62500 and 62500 to 125000

Sum of value range 687501 to 750000 is 44921906250

Forking computation into two ranges: 250001 to 312500 and 312500 to 375000

Forking computation into two ranges: 750001 to 812500 and 812500 to 875000

Sum of value range 250001 to 312500 is 17578156250

Forking computation into two ranges: 875001 to 937500 and 937500 to 1000000

Sum of value range 750001 to 812500 is 48828156250

Sum of value range 812501 to 875000 is 52734406250

Sum of value range 312501 to 375000 is 21484406250

Forking computation into two ranges: 125001 to 187500 and 187500 to 250000

Sum of value range 625001 to 687500 is 41015656250

Forking computation into two ranges: 375001 to 437500 and 437500 to 500000

Sum of value range 187501 to 250000 is 13671906250

Sum of value range 62501 to 125000 is 5859406250

Sum of value range 500001 to 562500 is 33203156250

Sum of value range 437501 to 500000 is 29296906250

Sum of value range 125001 to 187500 is 9765656250

Sum of value range 875001 to 937500 is 56640656250

Sum of value range 0 to 62500 is 1953156250

Sum of value range 937501 to 1000000 is 60546906250

Sum of value range 375001 to 437500 is 25390656250

Sum for range 1..1000000; computed sum = 500000500000, formula sum = 500000500000

Let’s analyze how this program works. In this program, you want to compute the sum of the values in the range 1..1,000,000. For the sake of simplicity, you decide to use ten threads to execute the tasks. The class

RecursiveSumOfN extends RecursiveTask<Long>. In RecursiveTask<Long>, you use <Long> because the sum of numbers in each sub-range is a Long value. In addition, you chose RecursiveTask<Long> instead of plain RecursiveAction because each subtask returns a value. If the subtask does not return a value, you can use RecursiveAction instead.

In the compute() method, you decide whether to compute the sum for the range or subdivide the task

further using following condition:

(to - from) <= N/NUM\_THREADS)

You use this “threshold” value in this computation. In other words, if the range of values is within the threshold that can be handled by a task, then you perform the computation; otherwise you recursively divide

the task into two parts. You use a simple for loop to find the sum of the values in that range. In the other

case, you divide the range similarly to how you divide the range in a binary search algorithm: for the range

from .. to, you find the mid-point and create two sub-ranges from .. mid and mid + 1 .. to. Once you
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call fork(), you wait for the first task to complete the computation of the sum and spawn another task for the second half of the computation.

In the main() method, you create a ForkJoinPool with number of threads given by NUM\_THREADS. You

submit the task to the fork/join pool and get the computed sum for 1..1,000,000. Now you also calculate the

sum using the formula to sum N continuous numbers.

From the output of the program, you can observe how the task got subdivided into subtasks. You can also verify from the output that the computed sum and sum computed from the formula are the same, indicating that your division of tasks for summing the sub-ranges is correct.

In this program, you arbitrarily assumed the number of threads to use was ten threads. This was to simplify the logic of this program. A better approach to decide the threshold value is to divide the data size length by the number of available processors. In other words,

threshold value = (data length size) / (number of available processors);

How do you programmatically get the number of available processors? For that you can use the method

Runtime.getRuntime().availableProcessors()).

In Listing 11-11, you used RecursiveTask; however, if a task is not returning a value, then you should use RecursiveAction. There will be several differences in the program if you use RecursiveAction instead of RecursiveTask. One change is that you need to extend the task class from RecursiveAction. Also, compute() method does not return anything. Another change is that you need to use the invokeAll()

method to submit the subtasks to execute. Finally, an obvious change is that you need to carry out the search in the compute() method instead of summation in the earlier case.

# Points to Remember

Remember these points for your OCPJP 8 exam:

* It is possible to achieve what the Fork/Join framework offers using basic concurrency constructs such as start() and join(). However, the Fork/Join framework abstracts many lower-level details and thus is easier to use. In addition, it is much more

efficient to use the Fork/Join framework instead of handling the threads at lower levels. Furthermore, using ForkJoinPool efficiently manages the threads and performs much better than conventional threads pools. For all these reasons, you are

encouraged to use the Fork/Join framework.

* Each worker thread in the Fork/Join framework has a work queue, which is implemented using a Deque. Each time a new task (or subtask) is created, it is pushed

to the head of its own queue. When a task completes a task and executes a join with

another task that is not completed yet, it works smart. The thread pops a new task from the head of its queue and starts executing rather than sleeping (in order to wait for another task to complete). In fact, if the queue of a thread is empty, then the thread pops a task from the tail of the queue belonging to another thread. This is nothing but a work-stealing algorithm.

* It looks obvious to call fork() for both the subtasks (if you are splitting in two subtasks) and call join() two times. It is correct—but inefficient. Why? Well,

basically you are creating more parallel tasks than are useful. In this case, the original

thread will be waiting for the other two tasks to complete, which is inefficient considering task creation cost. That is why you call fork() once and call compute() for the second task.
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* The placement of fork() and join() calls are very important. For instance, let’s assume that you place the calls in the following order:

first.fork();

resultFirst = first.join(); resultSecond = second.compute();

This usage is a serial execution of two tasks, since the second task starts executing only after the first is complete. Thus, it is less efficient even than its sequential version since this version also includes cost of the task creation. The take-away: watch your placement of fork/join calls.

* Performance is not always guaranteed while using the Fork/Join framework. One of the reasons we mentioned earlier is the placement of fork/join calls.

# Use Parallel Streams

###### Certification Objective

Use parallel Streams including reduction, decomposition, merging processes, pipelines, and performance

Streams can be sequential or parallel. When we discussed Stream API (in Chapter [6](http://dx.doi.org/10.1007/978-1-4842-1836-5_6)), we discussed only sequential streams. In this section, let us discuss parallel streams.

What are parallel streams? Parallel streams split the elements into multiple chunks, process each chunk with different threads, and (if necessary) combine the results from those threads to evaluate the final result.

In the last section, we discussed the fork/join framework: tasks are executed by recursively splitting them into sub-tasks and then the sub-tasks are executed in parallel. Parallel streams internally use this fork/join framework. The process steps should consist of stateless and independent tasks.

Here is an example of counting number of primes from 1 to N. The logic used for checking if a given number is straightforward is that we check if there is any number divisible from 2 to N/2. Of course we can simplify the logic to speed-up the computation but our objective here is to show how the parallel streams work, so we have retained using this simple logic to check if a given number is prime or not. First, let us see the sequential version of this program (Listing 11-12).

***Listing 11-12.*** PrimeNumbers.java

import java.util.stream.LongStream;

class PrimeNumbers {

private static boolean isPrime(long val) { for(long i = 2; i <= val/2; i++) {

if((val % i) == 0) { return false;

}

}

return true;

}
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public static void main(String []args) {

long numOfPrimes = LongStream.rangeClosed(2, 100\_000)

.filter(PrimeNumbers::isPrime)

.count(); System.out.println(numOfPrimes);

}

}

This program prints:

9592

This program correctly reports that there are 9,592 prime numbers till 1,00,000. When we timed it, it took 2.510 seconds to run (in my machine that has a 2.4 GHz Intel Core i5 dual core processor).

It is very easy to make the computation parallel: we have to call parallel() method provided in the

LongStream interface. The code segment with this change is:

long numOfPrimes = LongStream.rangeClosed(2, 100\_000)

.parallel()

.filter(PrimeNumbers::isPrime)

.count();

System.out.println(numOfPrimes);

Because of the call to parallel(), the stream becomes a parallel stream, and the work to be executed is split and dispatched to be executed by threads available in the fork/join pool. When the computation

of the number of prime numbers is performed in parallel, the time taken now reduces to 1.235 seconds. This is almost half the time taken when compared to the 2.510 seconds it took when the computation was performed in the sequential stream.

If you compare the complexity of the code to use fork/join framework (check the code example in Listing 11-9), the code that uses parallel streams is very simple: all we have to do is just call parallel() method in the stream!

When you call the stream() method of the Collection class, you will get a sequential stream. When you call parallelStream() method of the Collection class, you will get a parallel stream.

You can check if the stream is sequential or parallel by calling the isParallel() method. Here is a simple code segment that illustrates using is method in a stream:

System.out.println(IntStream.range(1, 10).filter(i -> (i % 2) == 0).isParallel());

This code segment prints: false. Why? Because the underlying stream (is by default) sequential, and hence the isParallel() method returns false. How about this code segment?

List<Integer> ints = Arrays.asList(1, 2, 3, 4, 5); System.out.println(ints.parallelStream().filter(i -> (i % 2) == 0).isParallel());

Because the underlying stream is parallel (because of the parallelStream() method call), the

isParallel() method returns true.
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you can convert a sequential stream to a parallel stream by calling the parallel() method; similarly, you can convert a parallel stream to a sequential stream by calling the sequential() method.

What will this code segment print?

List<Integer> ints = Arrays.asList(1, 2, 3, 4, 5); System.out.println(ints.parallelStream().filter(i -> (i % 2) == 0).sequential(). isParallel());

This code segment prints: false. Why? Though the created stream is a parallel stream, the call to the

sequential() method has made the stream sequential. Hence, the call isParallel() prints false.

Performing Correct Reductions

To use parallel streams correctly, it is important not to depend on global state. In other words, the computations should be “side-effect” free. To give an example of wrong use of streams, here is an example (Listing 11-13).

***Listing 11-13.*** StringSplitAndConcatenate.java

import java.util.Arrays;

class StringConcatenator {

public static String result = "";

public static void concatStr(String str) { result = result + " " + str;

}

}

class StringSplitAndConcatenate {

public static void main(String []args) {

String words[] = "the quick brown fox jumps over the lazy dog".split(" "); Arrays.stream(words).forEach(StringConcatenator::concatStr); System.out.println(StringConcatenator.result);

}

}

This program prints:

the quick brown fox jumps over the lazy dog

In this program, we are splitting the words in the string "the quick brown fox jumps over the lazy dog" and then combining it again. For combining the words, we are using a global variable result and

modifying it by passing the StringConcatenator::concatStr() method reference in the forEach() method

of the stream. Because the underlying stream is a sequential stream, we don’t seem to get into trouble and

we were able to reconstruct the string correctly. However, here is a modified version of the program that converts the stream to a parallel stream by calling parallel().

Arrays.stream(words).parallel().forEach(StringConcatenator::concatStr);
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With this single change, we get garbled string! When we ran this program it printed:

quick the fox brown lazy dog the jumps

When we ran it again, it printed:

fox quick the jumps lazy dog

Clearly, there is something seriously going wrong when we used the parallel() method. What is happening?

When the stream is parallel, the task is split into multiple sub-tasks and different threads execute it. The calls to forEach(StringConcatenator::concatStr) now access the globally accessible variable result in StringConcatenator class. Hence this program suffers from a race condition problem (discussed earlier

in this chapter). How do we fix this problem? We need to get rid of modifying the global state and keep the reduction localized. We can use the reduce() method instead, as in Listing 11-14. Remember that you can use reduce() method on a stream when you want to perform repeated operations on stream elements to

compute a result.

***Listing 11-14.*** CorrectStringSplitAndConcatenate.java

import java.util.Arrays; import java.util.Optional;

class CorrectStringSplitAndConcatenate { public static void main(String []args) {

String words[] = "the quick brown fox jumps over the lazy dog".split(" "); Optional<String> originalString =

(Arrays.stream(words).parallel().reduce((a, b) -> a + " " + b)); System.out.println(originalString.get());

}

}

This program correctly prints:

the quick brown fox jumps over the lazy dog

If you remove the parallel() method or retain it (it does not matter), this program will correctly concatenate the words to print the original string because we have used the reduce operation correctly

without depending on global state changes.

### Parallel Streams and Performance

An important note of caution on using parallel streams: it is not always the case that the performance with parallel streams is better than sequential streams. Only if the operations are performed on a significantly large number of elements, the operations are computationally expensive, and the data structures are efficiently splittable, you will see performance improvements with parallel streams; otherwise, execution with a parallel stream may be slower than with sequential streams!
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By default, the fork/join thread pool has the number of threads is typically equal to the number of processors you have in your machine. You can get the number of processors in your machine using this

call: Runtime.getRuntime().availableProcessors(). This default configuration is good enough for most uses of parallel streams. Alternatively, you can check the default parallelism by using the getParallelism() method in the ForkJoinPool:

System.out.println(ForkJoinPool.commonPool().getParallelism());

// it printed 3 in my machine

The getParallelism() method gets the value from the system property java.util.concurrent.

ForkJoinPool.common.parallelism. You can use the System.setProperty method to modify the value of

this system property (Listing 11-15).

***Listing 11-15.*** Parallelism.java

import java.util.concurrent.ForkJoinPool;

public class Parallelism {

public static void main(String []args) { System.setProperty("java.util.concurrent.ForkJoinPool.common.parallelism", "8"); System.out.println(ForkJoinPool.commonPool().getParallelism());

}

}

When executed, this program prints: 8. An alternative to using System.setProperty() is to set this property by passing it as a JVM parameter when invoking the JVM, as in:

java -Djava.util.concurrent.ForkJoinPool.common.parallelism=8 GetParallelism

# Summary

Let us briefly review the key points for each certification objective in this chapter. Please read it before appearing for the exam.

Create worker threads using Runnable, Callable, and use an ExecutorService to concurrently execute tasks

* You can create classes that are capable of multi-threading by implementing the

Runnable interface or by extending the Thread class.

* Always implement the run() method. The default run() method in Thread does nothing.
* Call the start() method and not the run() method directly in code. (Leave it to the JVM to call the run() method.)
* The Callable interface represents a task that needs to be completed by a thread. Once the task completes, the call() method of a Callable implementation returns

a value.

* The Executor hierarchy abstracts the lower-level details of multi-threaded programming and offers high-level user-friendly concurrency constructs.
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Identify potential threading problems among deadlock, starvation, livelock, and race conditions

* Concurrent reads and writes to resources may lead to the *race condition* problem.
* You must use thread synchronization (i.e., locks) to access shared values and avoid race conditions. Java provides thread synchronization features to provide protected access to shared resources—namely, synchronized blocks and synchronized methods.
* Using locks can introduce problems such as deadlocks. When a deadlock happens, the process will *hang* and will never terminate.
* A deadlock typically happens when two threads acquire locks in opposite order. When one thread has acquired one lock and waits for another lock, another thread has acquired that other lock and waits for the first lock to be released. So, no progress is made and the program deadlocks.
* When a change done by a thread is repeatedly undone by another thread, both the threads are busy but the application as a whole does not make progress; this situation is known as a livelock.
* The situation in which low-priority threads “starve” for a long time trying to obtain the lock is known as lock starvation.

Use synchronized keyword and java.util.concurrent.atomic package to control the order of thread execution

* In synchronized blocks, you use the synchronized keyword for a reference variable and follow it by a block of code. A thread has to acquire a lock on the synchronized variable to enter the block; when the execution of the block completes, the thread releases the lock.
* Java provides an efficient alternative in the form of atomic variables where one needs to acquire and release a lock just to carry out primitive operations on variables.
* A lock ensures that only one thread accesses a shared resource at a time.
* Performing locking and unlocking for performing operations on primitive types is inefficient. A better alternative is to use atomic variables provided in

java.util.concurrent.atomic package including AtomicBoolean, AtomicInteger, AtomicIntegerArray, AtomicLong, AtomicLongArray, AtomicReference<V>, and AtomicReferenceArray<E>.

Use java.util.concurrent collections and classes including CyclicBarrier and CopyOnWriteArrayList

* Semaphore controls access to one or more shared resources.
* CountDownLatch allows threads to wait for a countdown to complete.
* Exchanger supports exchanging data between two threads.
* Phaser is used to support a synchronization barrier.
* CyclicBarrier enables threads to wait at a predefined execution point.
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* The java.util.concurrent package provides a number of classes that are thread- safe equivalents of the ones provided in the collections framework classes in the java.util package; for example, java.util.concurrent.ConcurrentHashMap is a

concurrent equivalent to java.util.HashMap.

* CopyOnWriteArrayList is similar to ArrayList, but provides safe concurrent access. When you modify a CopyOnWriteArrayList, a fresh copy of the underlying array is

created.

Use Parallel Fork/Join Framework

* The Fork/Join framework is a portable means of executing a program with decent parallelism.
* The framework is an implementation of the ExecutorService interface and provides an easy-to-use concurrent platform in order to exploit multiple processors.
* This framework is very useful for modeling divide-and-conquer problems.
* The Fork/Join framework uses the work-stealing algorithm: when a worker thread completes its work and is free, it takes (or “steals”) work from other threads that are still busy doing some work.
* The work-stealing technique results in decent load balancing thread management with minimal synchronization cost.
* ForkJoinPool is the most important class in the Fork/Join framework. It is a thread pool for running fork/join tasks—it executes an instance of ForkJoinTask. It

executes tasks and manages their lifecycles.

* ForkJoinTask<V> is a lightweight thread-like entity representing a task that defines methods such as fork() and join().

Use parallel Streams including reduction, decomposition, merging processes, pipelines, and performance

* Parallel streams split the elements into multiple chunks, process each chunk with different threads, and (if necessary) combine the results from those threads to evaluate the final result.
* When you call the stream() method of the Collection class, you will get a sequential stream. When you call the parallelStream() method of the Collection

class, you will get a parallel stream.

* Parallel streams internally use the fork/join framework. To use parallel streams correctly, the process steps should consist of stateless and independent tasks.
* You can convert a sequential stream to a parallel stream by calling the parallel() method; similarly, you can convert a parallel stream to a sequential stream by calling the sequential() method.
* You can check if the stream is sequential or parallel by calling the isParallel()

method.
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**Q0075estion time**

1. **Here is a class named PingPong that extends the Thread class. Which of the following PingPong class implementations correctly prints “ping” from the worker thread and then prints “pong” from the main thread?**

a.

class PingPong extends Thread { public void run() {

System.out.println("ping ");

}

public static void main(String []args) { Thread pingPong = new PingPong(); System.out.print("pong");

}

}

B.

classPingPong extends Thread { public void run() {

System.out.println("ping ");

}

public static void main(String []args) { Thread pingPong = new PingPong(); pingPong.run(); System.out.print("pong");

}

}

C.

class PingPong extends Thread { public void run() {

System.out.println("ping");

}

public static void main(String []args) { Thread pingPong = new PingPong(); pingPong.start(); System.out.println("pong");

}

}

D.

class PingPong extends Thread { public void run() {

System.out.println("ping");

}
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public static void main(String []args) throws InterruptedException{ Thread pingPong = new PingPong();

pingPong.start(); pingPong.join(); System.out.println("pong");

}

}

###### You’ve written an application for processing tasks. In this application, you’ve separated the critical or urgent tasks from the ones that are not critical or urgent. You’ve assigned high priority to critical or urgent tasks.

**In this application, you find that the tasks that are not critical or urgent are the ones that keep waiting for an unusually long time. Since critical or urgent tasks are high priority, they run most of the time. Which one of the following multi-threading problems correctly describes this situation?**

* 1. Deadlock

1. Starvation
2. Livelock
3. race condition
4. **Which of the following two definitions of Sync (when compiled in separate files) will compile without errors?**

a.

class Sync {

public synchronized void foo() {}

}

B.

abstract class Sync {

public synchronized void foo() {}

}

C.

abstract class Sync {

public abstract synchronized void foo();

}

D.

interface Sync {

public synchronized void foo();

}
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###### Consider the following program:

import java.util.concurrent.atomic.\*;

class AtomicIntegerTest {

static AtomicInteger ai = new AtomicInteger(10); public static void check() {

assert (ai.intValue() % 2) == 0;

}

public static void increment() { ai.incrementAndGet();

}

public static void decrement() { ai.getAndDecrement();

}

public static void compare() { ai.compareAndSet(10, 11);

}

public static void main(String []args) { increment();

decrement(); compare(); check();

System.out.println(ai);

}

}

###### The program is invoked as follows:

java -ea AtomicIntegerTest

###### What is the expected output of this program?

* + 1. It prints 11
  1. It prints 10
  2. It prints 9
  3. It crashes throwing an AssertionError

###### Which one of the following options correctly makes use of Callable that will compile without any errors?

* + 1. import java.util.concurrent.Callable; class CallableTask implements Callable {

public int call() {

System.out.println("In Callable.call()"); return 0;

}

}
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1. import java.util.concurrent.Callable; class CallableTask extends Callable {

public Integer call() {

System.out.println("In Callable.call()"); return 0;

}

}

1. import java.util.concurrent.Callable;

class CallableTask implements Callable<Integer> { public Integer call() {

System.out.println("In Callable.call()"); return 0;

}

}

1. import java.util.concurrent.Callable;

class CallableTask implements Callable<Integer> { public void call(Integer i) {

System.out.println("In Callable.call(i)");

}

}

###### Choose the correct option based on this program:

import java.util.concurrent.\*; import java.util.\*;

class COWArrayListTest {

public static void main(String []args) { ArrayList<Integer> aList =

new CopyOnWriteArrayList<Integer>(); // LINE A aList.addAll(Arrays.asList(10, 20, 30, 40)); System.out.println(aList);

}

}

* + 1. When executed the program prints the following: [10, 20, 30, 40].

1. When executed the program prints the following: CopyOnWriteArrayList.class.
2. the program does not compile and results in a compiler error in line marked with comment LINE A.
3. When executed the program throws a runtime exception

ConcurrentModificationException.

e. When executed the program throws a runtime exception

InvalidOperationException.
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###### Which one of the following methods return a Future object?

* 1. the overloaded replace() methods declared in the ConcurrentMap interface
  2. the newThread() method declared in the ThreadFactory interface
  3. the overloaded submit() methods declared in the ExecutorService interface
  4. the call() method declared in the Callable interface

###### Answers:

1. D.

classPingPong extends Thread { public void run() {

System.out.println("ping");

}

public static void main(String []args) throws InterruptedException{ Thread pingPong = new PingPong();

pingPong.start(); pingPong.join(); System.out.println("pong");

}

}

the main thread creates the worker thread and waits for it to complete (which prints “ping”). after that it prints “pong”. So, this implementation correctly prints

“ping pong”.

Why are the other options wrong?

option a) the main() method creates the worker thread, but doesn’t start it. So, the code given in this option only prints “pong”.

option b) the program always prints “ping pong”, but it is misleading. the code in this option directly calls the run() method instead of calling the start() method. So, this is a single threaded program: both “ping” and “pong” are printed from the

main thread.

option c) the main thread and the worker thread execute independently without any coordination. (note that it does not have a call to join() in the main method.) So, depending on which thread is scheduled first, you can get “ping pong” or “pong

ping” printed.

1. B. Starvation

the situation in which low-priority threads keep waiting for a long time to acquire the lock and execute the code in critical sections is known as starvation.

1. a. and B.

abstract methods (in abstract classes or interfaces) cannot be declared

synchronized, hence the options C and D are incorrect.
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1. D. It crashes throwing an AssertionError.

the initial value of AtomicInteger is 10. Its value is incremented by 1 after calling incrementAndGet(). after that, its value is decremented by 1 after calling getAndDecrement(). the method compareAndSet(10, 11) checks if the current

value is 10, and if so sets the atomic integer variable to value 11. Since the assert statement checks if the atomic integer value % 2 is zero (that is, checks if it is an even number), the assert fails and the program results in an AssertionError.

1. C.

import java.util.concurrent.Callable;

classCallableTask implements Callable<Integer> { public Integer call() {

System.out.println("In Callable.call()"); return 0;

}

}

the Callable interface is defined as follows:

public interface Callable<V> { V call() throws Exception;

}

In option a), the call() method has the return type int, which is incompatible with the return type expected for overriding the call method and so will not compile.

In option B), the extends keyword is used, which will result in a compiler (since Callable is an interface, the implements keyword should be used).

option C) correctly defines the Callable interface providing the type parameter

<Integer>. the same type parameter Integer is also used in the return type of the call() method that takes no arguments, so it will compile without errors.

In option D), the return type of call() is void and the call() method also takes a parameter of type Integer. hence, the method declared in the interface Integer call() remains unimplemented in the CallableTask class, so the program will not

compile.

1. C. the program does not compile and results in a compiler error in the line marked with comment LIne a.

the class CopyOnWriteArrayList does not inherit from ArrayList, so an attempt to assign a CopyOnWriteArrayList to an ArrayList reference will result in a compiler error. note that the ArrayList suffix in the class named

CopyOnWriteArrayList could be misleading as these two classes do not share an

IS-a relationship.
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7. C. the overloaded submit() methods declared in ExecutorService interface option a) the overloaded replace() methods declared in the ConcurrentMap interface remove an element from the map and return the success status

(a Boolean value) or the removed value.

option B) the newThread() is the only method declared in the ThreadFactory

interface and it returns a Thread object as the return value.

option C) the ExecutorService interface has overloaded submit() method that takes a task for execution and returns a Future representing the pending results of

the task.

option D) the call() method declared in Callable interface returns the result of the task it executed.
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**Building Database Applications with JDBC**

**Certification Objectives**

Describe the interfaces that make up the core of the JDBC API including the Driver, Connection, Statement, and ResultSet interfaces and their relationship to provider implementations

**Identify the components required to connect to a database using the DriverManager class including the JDBC URL**

**Submit queries and read results from the database including creating statements, returning result sets, iterating through the results, and properly closing result sets, statements, and connections**

JDBC (Java Database Connectivity) is an important Java API that defines how a client accesses a database. As such, it is critical in building large-scale enterprise Java solutions.

At a high level, interacting with a database involves the following steps:

1. Establish a connection to a database.
2. Execute SQL queries to retrieve, create, or modify tables in the database.
3. Close the connection to the database.

Java provides a set of APIs (JDBC) to carry out these activities with databases. You can use JDBC to establish a connection to a database, execute your SQL query, and close the connection with the database. The benefit of JDBC is that you are not writing a program for a specific database. JDBC creates a loose coupling between your Java program and the type of database used. For instance, databases may differ in how they establish a connection (the API name may differ, and so on). JDBC hides all the heterogeneity

of these databases and offers a single set of APIs you can use to interact with all types of databases. Note that JDBC supports only relational databases such as MySQL, Oracle, Microsoft SQL, and DB2. It does not support new-generation databases (also known as NoSQL databases) such as MongoDB and Neo4j.

From an OCPJP 8 exam perspective, you are expected to know how to connect to a database using JDBC and perform database operations such as inserting, updating, and creating database entities. You are also expected to know how to submit queries and read results from the database and properly release database resources.

The JDBC classes and interfaces are part of the packages java.sql.\* and javax.sql.\*. This chapter

assumes that you’re already familiar with SQL queries and have some basic understanding of database

concepts. The chapter describes JDBC 4.2, which is part of the Java SE 8 release.
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# Introduction to JDBC

###### Certification Objective

Describe the interfaces that make up the core of the JDBC API including the Driver, Connection, Statement, and ResultSet interfaces and their relationship to provider implementations

Let’s examine the vital components of JDBC and how these components work together to achieve seamless integration with databases. A simplified architecture of JDBC is represented in Figure 12-1. A Java application uses JDBC APIs to interact with databases. JDBC APIs interact with the JDBC driver manager to transparently connect and perform various database activities with different types of databases. The JDBC driver manager uses various JDBC drivers to connect to their specific DBMSs.
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***Figure 12-1.*** *JDBC architecture*

JDBC drivers and the driver manager play a key role in realizing the objective of JDBC. JDBC drivers are specifically designed to interact with their respective DBMSs. The driver manager works as a directory of JDBC drivers—it maintains a list of available data sources and their drivers. The driver manager chooses an appropriate driver to communicate with the respective DBMS. It can manage multiple concurrent drivers connected to their respective data sources.

You can see in the figure that the complexity of heterogeneous interactions is delegated to the JDBC driver manager and JDBC drivers. Low-level details and the associated complexity are hidden from the application developer by the JDBC API.
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Before you begin exploring JDBC APIs and their usage, you must set up a database with which to work. The database needs to be configured properly before you can start writing JDBC programs. You can use any database. The examples in this chapter use MySQL to explain various aspects of JDBC APIs because this database is free and widely available. This section shows the steps to set up a MySQL database on your machine, assuming that you use Windows (if you are using a different operating system, the steps will slightly differ):

1. Download the latest MySQL installer from the MySQL download page ([www.mysql.com/downloads/mysql](http://www.mysql.com/downloads/mysql)).
2. Invoke the MySQL installer, and follow all the steps shown by the installation wizard. Keep the default values, and complete the installation. The installer asks you to provide a root/admin password; remember it, because it’s used in the examples.
3. Invoke the MySQL command-line client (in our case, it is MySQL 5.5 Command Line Client, shown on the Start menu). You see a MySQL prompt once you provide the root/admin password.

The following code sets up a database and creates two records:

Enter password: \*\*\*\*\*\*\*\*

Welcome to the MySQL monitor. Commands end with ; or \g. Your MySQL connection id is 1

Server version: 5.5.27 MySQL Community Server (GPL)

Copyright (c) 2000, 2011, Oracle and/or its affiliates. All rights reserved.

Oracle is a registered trademark of Oracle Corporation and/or its affiliates. Other names may be trademarks of their respective owners.

Type 'help;' or '\h' for help. Type '\c' to clear the current input statement. mysql> /\* Let's create a database for our use.\*/

mysql> create database addressBook; Query OK, 1 row affected (0.01 sec)

mysql> /\* Now, let's create a table in this database and insert two records for our use later. \*/

mysql> use addressBook;

Database changed

mysql> create table contact (id int not null auto\_increment, firstName varchar(30) Not null, lastName varchar(30), email varchar(30), phoneNo varchar(13), primary key (id));

Query OK, 0 rows affected (0.20 sec)

mysql> insert into contact values (default, 'Michael', 'Taylor', 'michael@abc.com', '+919876543210');

Query OK, 1 row affected (0.10 sec)
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mysql> insert into contact values (default, 'William', 'Becker', 'william@abc.com', '+449876543210');

Query OK, 1 row affected (0.03 sec)

mysql> select \* from contact;

+----+-----------+----------+-----------------+---------------+

| id | firstName | lastName | email | phoneNo |

+----+-----------+----------+-----------------+---------------+

| 1 | Michael | Taylor [| michael@abc.com](mailto:michael@abc.com) | +919876543210 |

| 2 | William | Becker [| william@abc.com](mailto:william@abc.com) | +449876543210 |

+----+-----------+----------+-----------------+---------------+

1. rows in set (0.00 sec)

mysql> /\* That's it. Our database is ready to use now.\*/

# Connecting to a Database

This section discusses how to programmatically connect to a database. First, let’s briefly cover the

Connection interface.

### The Connection Interface

The Connection interface of the java.sql package represents a connection from application to the database. It is a channel through which your application and the database communicate. Table 12-1 lists important methods in the Connection interface. All of these methods throw SQLExceptions, so this isn’t mentioned in the table.

***Table 12-1.*** *Important Methods in the Connection Interface*

###### Method Description

Statement createStatement() Creates a Statement object that can be used to send SQL statements to

the database.

PreparedStatement prepareStatement(String sql)

CallableStatement prepareCall(String sql)

DatabaseMetaData getMetaData()

Creates a PreparedStatement object that can contain SQL statements. The SQL statement can have IN parameters; they may contain ?

symbol(s), which are used as placeholders for passing actual values later.

Creates a CallableStatement object for calling stored procedures in the database. The SQL statement can have IN or OUT parameters; they may contain ? symbol(s), which are used as placeholders for passing

actual values later.

Gets the DataBaseMetaData object. This metadata contains database schema information, table information, and so on, which is especially

useful when you don’t know the underlying database.

Clob createClob() Returns a Clob object (Clob is the name of the interface). Character

Large Object (CLOB) is a built-in type in SQL; it can be used to store a

column value in a row of a database table.

(*continued*)
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***Table 12-1.*** (*continued*)

###### Method Description

Blob createBlob() Returns a Blob object (Blob is the name of the interface). Binary Large

Object (BLOB) is a built-in type in SQL; it can be used to store a column

value in a row of a database table.

void setSchema(String schema) When passed the schema name, sets this Connection object to the

database schema to access.

String getSchema() Returns the schema name of the database associated with this

Connection object; returns null if no schema is associated with it.

### Connecting to the Database Using DriverManager

###### Certification Objective

Identify the components required to connect to a database using the DriverManager class including the JDBC URL

The first step in communicate with your database is to set up a connection between your application and the database server. Establishing a connection requires understanding the database URL, so let’s discuss it now.

Here is the general format of the JDBC URL:

jdbc:<subprotocol>:<subname>

An example of a URL string is jdbc:mysql://localhost:3306/:

* + jdbc (<protocol>) is the same for all DBMSs.
  + <subprotocol> differs for each DBMS—it is mysql in this case. Sometimes it includes the vendor name (absent in this example).
  + The format of <subname> depends on the database, but its general format is

//<server>:<port>/database. <server> depends on the location in which you host the database. Each DBMS uses a specific <port> number (3306 in the case of

MySQL). Finally, the database name is provided

Here are few more examples:

jdbc:postgresql://localhost/test jdbc:oracle://127.0.0.1:44000/test jdbc:microsoft:sqlserver://himalaya:1433

Now, let’s write a simple application to acquire a connection (see Listing 12-1).
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***Listing 12-1.*** DbConnect.java

import java.sql.Connection; import java.sql.DriverManager;

// The class attempts to acquire a connection with the database class DbConnect {

public static void main(String[] args) {

// URL points to JDBC protocol: mysql subprotocol;

// localhost is the address of the server where we installed our

// DBMS (i.e. on local machine) and 3306 is the port on which

// we need to contact our DBMS

String url = "jdbc:mysql://localhost:3306/";

// we are connecting to the addressBook database we created earlier String database = "addressBook";

// we login as "root" user with password "mysql123" String userName = "root";

String password = "mysql123";

try (Connection connection = DriverManager.getConnection (url + database, userName, password)){

System.out.println("Database connection: Successful");

} catch (Exception e) {

System.out.println("Database connection: Failed"); e.printStackTrace();

}

}

}

Let’s analyze the program step by step:

1. The URL jdbc:mysql://localhost:3306/ indicates that jdbc is the protocol and mysql is a subprotocol; localhost is the address of the server where we installed our DBMS (the local machine), and 3306 is the port on which to contact

the DBMS. (Note that this port number is different when you use some other

database. We used the default port number provided by the MySQL database, which can be changed if required. Additionally, if you are using another

database, the subprotocol also changes.) You need to use the addressBook

database with root credentials.

1. You can get a connection object by invoking the DriverManager.getConnection()

method. The method expects the URL of the database along with a database

name, username, and password.

1. You need to close the connection before exiting the program. This example uses a try-with-resources statement; hence the close() method for the connection is automatically called.
2. If anything goes wrong, you get an exception. In that case, the program prints the exception’s stack trace.
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Go ahead and run the program. Here is the output:

Database connection: Failed

java.sql.SQLException: No suitable driver found for jdbc:mysql://localhost:3306/addressBook at java.sql.DriverManager.getConnection(DriverManager.java:604)

at java.sql.DriverManager.getConnection(DriverManager.java:221) at DbConnect.main(DbConnect.java:16)

Oops! Why did you get this SQLException? When you attempt to connect to the database using JDBC, the DriverManager searches for the MySQL driver. You need to explicitly install the relevant drivers—they

are not part of JDK.

You can download the connector for MySQL from its download page ([http://dev.mysql.com/](http://dev.mysql.com/downloads/connector/j) [downloads/connector/j](http://dev.mysql.com/downloads/connector/j)). Do not forget to add the path of the connector to the CLASSPATH. If the connector name is mysql-connector-java-5.1.21-bin.jar, stored in C:\mysql-connector-java-5.1.21, then add c:\ mysql-connector-java-5.1.21\mysql-connector-java-5.1.21-bin.jar to the CLASSPATH .

It is a common mistake to forget to add the path of the jar in the CLASSPATH environment variable. In

this case, the JDBC API will not be able to locate the JDBC driver and will throw an exception. Remember,

entering the path of the jar is not enough: you need to add the jar name along with the full path to the

CLASSPATH variable or pass the jar file’s path with the –cp command when invoking the JVM. Update the CLASSPATH variable and then try again. You may get another exception:

Database connection: Failed

java.sql.SQLException: Access denied for user 'root'@'localhost' (using password: YES) at com.mysql.jdbc.SQLError.createSQLException(SQLError.java:1074)

[... rest of the stack trace elided ...]

This program gives the username “root” and password “mysql123”. If you’ve set the root user password to something else, you’ll get this exception with the message “access denied for user.” There are two ways to fix this problem. The first way is to change the program to give your password instead of the “mysql123” used in this program. The second way is to reset the password in your database. For MySQL, you can reset the password as follows for the user “root”:

UPDATE mysql.user SET Password=PASSWORD('mysql123') WHERE User='root'; FLUSH PRIVILEGES;

Here is the output when the program runs successfully:

Database connection: Successful

When you see this output, it means you are able to establish a connection with the database. If you want to try the programs in the rest of this chapter, you should get this program working in your system; you need to establish a connection to query or update the database.

You’ve already seen two examples of SQLException thrown from the JdBC api. when you get a SQLException, you can rarely do anything in the program to recover from it. in a real-world application, you can wrap it as a higher-level exception and rethrow it to the calling component. to save space in the chapter’s code

segments, we print the stack trace of the exception and ignore it in the programs.
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### Understanding he DriverManager Class

The DriverManager class helps establish the connection between the program (the user) and the JDBC drivers. This class also keeps track of different data sources and JDBC drivers. Hence, there is no need to explicitly load the JDBC driver: DriverManager searches for a suitable driver and, if found, automatically

loads it when you call the getConnection() method. Listing 12-1 contains the following code to get the

connection (given within a try-with-resources statement) when you don’t explicitly load the JDBC driver:

Connection connection = DriverManager.getConnection(url + database, userName, password);

The driver manager also manages multiple concurrent drivers connected to their respective data sources. Table 12-2 lists other important methods provided in the DriverManager class, including the overloaded versions of getConnection().

***Table 12-2.*** *Important Methods in the DriverManager Class*

###### Method Description

static Connection getConnection(String url) static Connection getConnection(String url, Properties info)

static Connection getConnection(String url, String user, String password) ()

Attempts to establish a connection given the database URL. Additionally, you can provide Information such as a username and password

directly as String arguments or through a Properties file. This method throws an

SQLException if the connection can’t be established.

static Driver getDriver(String url) Searches the list of registered JDBC drivers and,

if found, returns the appropriate Driver object

matching the database URL.

static void registerDriver(Driver driver) Add to the list of registered Driver objects in the

DriverManager.

static void deregisterDriver(Driver driver) Deregisters a driver from the list of registered Driver

objects in the DriverManager

Using the getDriver() method, you can load the driver by passing the database URL:

String url = "jdbc:mysql://localhost:3306/"; Driver driver = DriverManager.getDriver(url); System.out.println(driver.getClass().getName());

This code segment prints com.mysql.jdbc.Driver—this is the fully qualified name of the MySQL JDBC driver, and DriverManager was able to load it. From this Driver object, you can establish a connection by calling the connect() method and passing the database URL and the optional Properties file reference:

Connection connection = driver.connect(url, /\*properties = \*/ null);

In the Properties file, you can provide the username and password in addition to any other details.
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# Querying and Updating the Database

###### Certification Objective

Submit queries and read results from the database including creating statements, returning result sets, iterating through the results, and properly closing result sets, statements, and connections

Once you establish a connection to the desired database, you can perform various operations on it. Common operations are known by the acronym CRUD (create, read, update, delete). You can read data

using a SELECT SQL statement and modify the database using INSERT, UPDATE, and DELETE. JDBC provides two important interfaces to support queries: Statement and ResultSet. The next two subsections discuss

these interfaces.

Statement Interface

As the name suggests, Statement is a SQL statement that can be used to communicate a SQL statement to the connected database and receive results from the database. You can form SQL queries using Statement and execute it using APIs provided in the Statement interface (or one of its derived interfaces). Statement comes in three flavors: Statement, PreparedStatement, and CallableStatement; these are shown in the

inheritance hierarchy in Figure 12-2.
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***Figure 12-2.*** *The Statement interface and its subinterfaces*
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How do you choose from these three Statement interfaces for a given situation? Let’s look at the differences:

* Statement: Sends a SQL statement to the database without any parameters. For typical uses, you need to use this interface. You can create an instance of Statement using the createStatement() method in the Connection interface.
* PreparedStatement: Represents a *precompiled SQL statement* that can be customized using IN parameters. Usually, it is more efficient than a Statement

object; hence, it is used to improve performance, especially if a SQL statement is executed multiple times. You can get an instance of PreparedStatement by calling the preparedStatement() method in the Connection interface.

* CallableStatement: Executes *stored procedures*. CallableStatement instances can handle IN as well as OUT and INOUT parameters. You need to call the prepareCall() method in the Connection interface to get an instance of this class.

Once you have created an appropriate Statement object, you are ready to execute a SQL statement. The

Statement interface provides three execute methods: executeQuery(), executeUpdate(), and execute(). If your SQL statement is a SELECT query, use the executeQuery() method, which returns a ResultSet (discussed in the next section). When you want to update a database using an INSERT, UPDATE, or DELETE statement, you should use the executeUpdate() method, which returns an integer reflecting the updated number of rows. If you don’t know the type of SQL statement, you can use the execute() method, which

may return multiple resultsets or multiple update counts or a combination of both. From the OCPJP 8 exam perspective, you need to know about the Statement interface and its derived interfaces (see Table 12-3). The rest of this chapter uses the Statement interface.

***Table 12-3.*** *Important Methods of the Statement Interface*

**Method Description**

boolean execute(String sql) Executes the given SQL query. This method returns true if the

query resulted in a ResultSet. You can retrieve the ResultSet

object by calling the getResultSet() method. This method

returns false if the SQL query has no results or if there is an update count. You can use the getUpdateCount() method to get the update count. In rare situations, this method may return multiple ResultSets; in that case, you can call the

getMoreResults() method.

ResultSet executeQuery(String sql) Executes the query and returns the ResultSet object as the

result. If there are no results, the method does not return null; rather, the returned ResultSet object will return false when the next() method is called.

int executeUpdate(String sql) Executes CREATE, INSERT, UPDATE, or DELETE SQL queries. It

returns the number of rows updated (or zero if there is no result, such as with the CREATE statement).

Connection getConnection() Returns the Connection object with which the Statement object

was created.

void close() Closes the database and other JDBC resources associated with this Statement object. Calling close() on an already-closed Statement object has no effect.
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 Choose the relevant execute method based on the type of the sQl statement. remember that each execute method returns different output. the method executeQuery() returns a ResultSet, executeUpdate() returns an update count, and execute() method may return multiple ResultSets or multiple update counts or

a combination of both.

ResultSet Interface

Relational databases contain tables. Each table has a set of attributes (properties of an object modeled by the table) that are represented by columns; rows are records containing values for those properties. When you query a database, it results in tabular data: a certain number of rows containing the columns requested by the query. This tabular data is referred to as *resultset*. A *resultset* is a table with column headings and associated values requested by the query.

A resultset maintains a cursor pointing to the current row. You can read only one row at a time, so you

must change the position of the cursor to read/navigate through the entire resultset. Initially, the cursor is set to just before the first row. You need to call the next() method on the resultset to advance the cursor position by one row. This method returns a Boolean value; hence you can use it in a while loop to iterate over the entire resultset. Table 12-4 shows other methods supported by ResultSet for moving the cursor.

***Table 12-4.*** *Useful ResultSet Methods to Move the Cursor*

###### Method Description

void beforeFirst() Sets the cursor just before the first row in the resultset.

void afterLast() Sets the cursor just after the last row of the resultset.

boolean absolute(int rowNumber) Sets the cursor to the requested row number (absolute position in

the table—not relative to the current position).

boolean relative(int rowNumber) Sets the cursor to the requested row number relative to the current

position. rowNumber can be a positive or negative value: a positive

value moves forward, and a negative value moves backward

relative to the current position.

boolean next() Sets the cursor to the next row of the resultset.

boolean previous() Sets the cursor to the previous row of the resultset.

Figure 12-3 illustrates these methods with an example. The figure has five rows, with the cursor pointing to the row with ID 3. If you call beforeFirst(), the cursor is moved to the position before row ID 1. If you call afterLast(), the cursor is moved to the position after row ID 5. If you call relative(-2), because the

current position is at row ID 3, the cursor moves two position backward and points to the position with row ID 1. Calling previous() and next() moves the cursor to positions with row ID 2 and row ID 4, respectively. Finally, calling absolute(5) moves the cursor to the position with row ID 5.
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***Figure 12-3.*** *Moving the cursor by calling ResultSet methods*

ResultSet also provides a set of methods to read the value at the desired column in the current row. In general, these methods come in two flavors: the first flavor takes a column number as the input, and the second flavor accepts a column name as the input. For instance, the methods to read a double value are

double getDouble(int columnNumber) and double getDouble(String columnName). In a similar way,

ResultSet provides get() methods for all basic types.

Similarly, ResultSet provides a set of methods to update values at the desired column in the selected row. These methods also come in two variants: void updateXXX(int columnNumber, XXX x) and void updateXXX(String columnName, XXX x), where the update methods are defined for various data types represented as XXX.

### Querying the Database

Now you know all the necessary interfaces that are used to execute a simple SQL query on a database: Connection, Statement, and ResultSet. Figure 12-4 shows the high-level steps for establishing connection to the database, executing SQL queries, and processing the results.
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***Figure 12-4.*** *Connecting to, querying, and processing results from a database*
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Let’s query a database and print the output. Recollect that you created a database named addressBook

and a table named contact in this database, and inserted two rows in the table. Assume that you want to

print the table contents; Listings 12-2 and 12-3 contain the program to do so

***Listing 12-2.*** DbConnector.java

import java.sql.Connection; import java.sql.DriverManager; import java.sql.SQLException;

// Utility class with method connectToDb() that will be used by other programs in this chapter

public class DbConnector {

public static Connection connectToDb() throws SQLException { String url = "jdbc:mysql://localhost:3306/";

String database = "addressBook"; String userName = "root";

String password = "mysql123";

return DriverManager.getConnection(url + database, userName, password);

}

}

***Listing 12-3.*** DbQuery.java

import java.sql.Connection; import java.sql.Statement; import java.sql.ResultSet; import java.sql.SQLException;

// Program to illustrate how to query a database class DbQuery {

public static void main(String[] args) {

// Get connection, execute query, get the result set

// and print the entries from the result rest

try (Connection connection = DbConnector.connectToDb(); Statement statement = connection.createStatement();

ResultSet resultSet = statement.executeQuery("SELECT \* FROM contact")){ System.out.println("ID \tfName \tlName \temail \t\tphoneNo");

while (resultSet.next()) { System.out.println(resultSet.getInt("id") + "\t"

+ resultSet.getString("firstName") + "\t"

+ resultSet.getString("lastName") + "\t"

+ resultSet.getString("email") + "\t"

+ resultSet.getString("phoneNo"));

}

}

catch (SQLException sqle) { sqle.printStackTrace(); System.exit(-1);

}

}

}
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The output of the program is as follows:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| ID | fName | lName | email | phoneNo |
| 1 | Michael | Taylor | [michael@abc.com](mailto:michael@abc.com) | +919876543210 |
| 2 | William | Becker | [william@abc.com](mailto:william@abc.com) | +449876543210 |

Let’s look at what is happening in this code step by step:

* In the main() method, there is a try-with-resources statement. The first statement is a call to the connectToDb() method, which is defined in the program. The connectToDb() method simply connects to the database (which you saw in the last example) and returns a Connection object if it succeeds.
* The next statement creates a Statement object from the connection.
* The Statement object is now used to execute a query. You want to fetch all the columns in the contact table; hence you write SELECT \* FROM contact as a SQL query. You execute the query using the executeQuery() method of the Statement object. The outcome of the query is stored in a ResultSet object.
* The ResultSet object is used to print the fetched data. You read all column values in the current row and do the same for each row in the ResultSet object.
* Because you’ve created the Connection, Statement, and ResultSet objects within a try-with-resources statement, there is no need to explicitly call close() on these resources. However, if you are not using try-with-resources, you need to release them explicitly in a finally block.

Here, you are using column names to read the associated values. You can use column numbers instead to do the same job. Here is the modified code in the while loop to use column numbers:

while (resultSet.next()) {

System.out.println(resultSet.getInt(1)

+ "\t" + resultSet.getString(2)

+ "\t" + resultSet.getString(3)

+ "\t" + resultSet.getString(4)

+ "\t" + resultSet.getString(5));

}

This code produces exactly the same result as the last example. However, it’s important to observe that here the column index starts from 1, not 0.

the column index in the ResultSet object starts from 1, not 0.

While referring to columns by column index, if you refer to a column by an index that is more than the total number of columns, you get an exception. For instance, if you change one of the column indices used in the previous example to 6, you get the following exception:

java.sql.SQLException: Column Index out of range, 6 > 5.

at com.mysql.jdbc.SQLError.createSQLException(SQLError.java:1074) [... this part of the stack trace elided ...]

at DbQuery.main(DbQuery.java:18)
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Be careful to always provide the correct column indices.

In this example, you know the number of columns as well as the data types in the columns. What if you know neither the number of columns in each row nor the data types in the columns? In that case, you first

need to call the getMetaData() method on the ResultSet object that returns a ResultMetaData object; on that ResultMetaData object, you can use the getColumnCount() method to get the column count. When you don’t know the data type of a column entry, you can use the getObject() method on the ResultSet object. You can pass the column index to getObject() to get the value in the corresponding column. Here is the

modified code that uses these methods:

// from resultSet metadata, find out how many columns there are

// and then read the column entries

int numOfColumns = resultSet.getMetaData().getColumnCount(); while (resultSet.next()) {

// remember that the column index starts from 1 not 0 for(int i = 1; i <= numOfColumns; i++) {

// since we do not know the data type of the column, we use getObject() System.out.print(resultSet.getObject(i) + "\t");

}

System.out.println("");

}

The output of the program is

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| ID | fName | lName | email | phoneNo |
| 1 | Michael | Taylor | [michael@abc.com](mailto:michael@abc.com) | +919876543210 |
| 2 | William | Becker | [william@abc.com](mailto:william@abc.com) | +449876543210 |

Let’s carry out another exercise. This time, you just want to print the name and e-mail address of records where the first name matches “Michael” (see Listing 12-4).

***Listing 12-4.*** DbQuery4.java

import java.sql.Connection; import java.sql.Statement; import java.sql.ResultSet; import java.sql.SQLException;

class DbQuery4 {

public static void main(String[] args) throws SQLException { try (Connection connection = DbConnector.connectToDb(); Statement statement = connection.createStatement();

ResultSet resultset = statement.executeQuery("SELECT firstName, email FROM contact WHERE firstName=\"Michael\"")) {

System.out.println("fName \temail"); while (resultset.next()){

System.out.println(resultset.getString("firstName") + "\t"

+ resultset.getString("email"));

}
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} catch (SQLException e) { e.printStackTrace(); System.exit(-1);

}

}

}

This program prints the following:

fName email

[Michael michael@abc.com](mailto:michael@abc.com)

### Updating the Database

Now let’s update the database. You can do so in two ways: you can use SQL queries to update the database directly, or you can fetch a resultset using a SQL query and then change it and the database. JDBC supports both of these methods. Let’s focus on retrieving the resultset and modifying it and the database.

In order to modify the resultset and the database, the ResultSet class provides a set of update methods for each data type. There are also other supporting methods, such as updateRow() and deleteRow(), to make the task simpler. It’s time to get your hands dirty: assume that one of the contacts in your addressBook

database has changed their phone number, and you need to update the phone number in the database

using a JDBC program (see Listing 12-5).

***Listing 12-5.*** DbUpdate.java

import java.sql.Connection; import java.sql.Statement; import java.sql.ResultSet; import java.sql.SQLException;

// To illustrate how we can update a database class DbUpdate {

public static void main(String[] args) throws SQLException { try (Connection connection = DbConnector.connectToDb(); Statement statement = connection.createStatement();

ResultSet resultSet = statement.executeQuery("SELECT \* FROM contact WHERE firstName=\"Michael\"")) {

// first fetch the data and display it before the update operation System.out.println("Before the update");

System.out.println("id \tfName \tlName \temail \t\tphoneNo"); while (resultSet.next()) {

System.out.println(resultSet.getInt("id") + "\t"

+ resultSet.getString("firstName") + "\t"

+ resultSet.getString("lastName") + "\t"

+ resultSet.getString("email") + "\t"

+ resultSet.getString("phoneNo"));

}

// now update the resultset and display the modified data resultSet.absolute(1);

resultSet.updateString("phoneNo", "+919976543210"); System.out.println("After the update");
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System.out.println("id \tfName \tlName \temail \t\tphoneNo"); resultSet.beforeFirst();

while (resultSet.next()) {

System.out.println(resultSet.getInt("id") + "\t"

+ resultSet.getString("firstName") + "\t"

+ resultSet.getString("lastName") + "\t"

+ resultSet.getString("email") + "\t"

+ resultSet.getString("phoneNo"));

}

} catch (SQLException e) { e.printStackTrace(); System.exit(-1);

}

}

}

Let’s pick out the nitty-gritty of the program, step by step:

* You establish the connection using the DbConnector.connectToDb() method.
* After creating a Statement object, you execute a query on the database to find the record associated with *Michael*. (For the sake of simplicity, assume that the resultset

will contain exactly one record.)

* You print the retrieved record.
* You use the absolute() method to move the cursor to the first row in the ResultSet

object; then you update the phone number using the updateString() method.

* Finally, you print the modified resultset.

That looks straightforward. Execute the program and see what it prints:

Before the update

id fName lName email phoneNo

1 [Michael Taylor michael@abc.com](mailto:michael@abc.com) +919876543210

com.mysql.jdbc.NotUpdatable: Result Set not updatable.(...rest of the text elided) at com.mysql.jdbc.ResultSetImpl.updateString(ResultSetImpl.java:8618)

at com.mysql.jdbc.ResultSetImpl.updateString(ResultSetImpl.java:8636) at DbUpdate.main(DbUpdate.java:34)

Oops—the program crashed after throwing an exception! What happened?

You are trying to update a ResultSet object that is not updatable. In order to make the update in the resultset and the database, you need to make this resultset updatable. You can do that by creating a proper Statement object; while calling the createStatement() method, you can pass inputs such as whether you want a scrollable resultset that is sensitive to changes or an updatable resultset.

Make this single change to the call to createStatement() in Listing 12-5:

Statement statement = connection.createStatement(ResultSet.TYPE\_SCROLL\_SENSITIVE, ResultSet.CONCUR\_UPDATABLE);
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Now run the changed program to see if it works:

Before the update

id fName lName email phoneNo

1 [Michael Taylor michael@abc.com](mailto:michael@abc.com) +919876543210 After the update

id fName lName email phoneNo

1 [Michael Taylor michael@abc.com](mailto:michael@abc.com) +919876543210

Good, the program did not result in an exception. But wait—the phone number is not updated! What happened? You forgot a vital statement after the update: the updateRow() method. Every time you make a change in the resultset using the appropriate updateXXX() method, you need to call updateRow() to make

sure all the values are actually updated in the database. Make this change, and try again (see Listing 12-6).

***Listing 12-6.*** DbUpdate2.java

import java.sql.Connection; import java.sql.Statement; import java.sql.ResultSet; import java.sql.SQLException;

// To illustrate how we can update a database class DbUpdate2 {

public static void main(String[] args) throws SQLException { try (Connection connection = DbConnector.connectToDb();

// create a statement from which the created ResultSets

// are "scroll sensitive" as well as "updatable"

Statement statement = connection.createStatement(ResultSet.TYPE\_SCROLL\_ SENSITIVE, ResultSet.CONCUR\_UPDATABLE);

ResultSet resultSet = statement.executeQuery("SELECT \* FROM contact WHERE firstName=\"Michael\"")) {

// first fetch the data and display it before the update operation System.out.println("Before the update");

System.out.println("id \tfName \tlName \temail \t\tphoneNo"); while (resultSet.next()) {

System.out.println(resultSet.getInt("id") + "\t"

+ resultSet.getString("firstName") + "\t"

+ resultSet.getString("lastName") + "\t"

+ resultSet.getString("email") + "\t"

+ resultSet.getString("phoneNo"));

}

// now update the resultset and display the modified data resultSet.absolute(1);

resultSet.updateString("phoneNo", "+919976543210");

// reflect those changes back to the database

// by calling updateRow() method resultSet.updateRow(); System.out.println("After the update");

System.out.println("id \tfName \tlName \temail \t\tphoneNo"); resultSet.beforeFirst();
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while (resultSet.next()) {

System.out.println(resultSet.getInt("id") + "\t"

+ resultSet.getString("firstName") + "\t"

+ resultSet.getString("lastName") + "\t"

+ resultSet.getString("email") + "\t"

+ resultSet.getString("phoneNo"));

}

} catch (SQLException e) { e.printStackTrace(); System.exit(-1);

}

}

}

The revised program prints the following:

Before the update

id fName lName email phoneNo

1 [Michael Taylor michael@abc.com](mailto:michael@abc.com) +919876543210 After the update

id fName lName email phoneNo

1 [Michael Taylor michael@abc.com](mailto:michael@abc.com) +919976543210

It is working fine. Now you know the requirements and steps required to update a row in a database.

always call updateRow after modifying the row contents; otherwise, you will lose the changes.

Next, how about inserting a record in the resultset and the database? Try the example shown in Listing 12-7.

***Listing 12-7.*** DbInsert.java

import java.sql.Connection; import java.sql.Statement; import java.sql.ResultSet; import java.sql.SQLException;

// To illustrate how to insert a row in a resultset and in the database class DbInsert {

public static void main(String[] args) throws SQLException { try (Connection connection = DbConnector.connectToDb();

Statement statement = connection.createStatement( ResultSet.TYPE\_SCROLL\_SENSITIVE, ResultSet.CONCUR\_UPDATABLE);

ResultSet resultSet =

statement.executeQuery("SELECT \* FROM contact")) { System.out.println("Before the insert"); System.out.println("id \tfName \tlName \temail \t\tphoneNo");
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while (resultSet.next()){

System.out.println(resultSet.getInt("id") + "\t"

+ resultSet.getString("firstName") + "\t"

+ resultSet.getString("lastName") + "\t"

+ resultSet.getString("email") + "\t"

+ resultSet.getString("phoneNo"));

}

resultSet.moveToInsertRow(); resultSet.updateString("firstName", "John"); resultSet.updateString("lastName", "K."); [resultSet.updateString("email", "john@abc.com");](mailto:john@abc.com) resultSet.updateString("phoneNo", "+19753186420"); resultSet.insertRow();

System.out.println("After the insert"); System.out.println("id \tfName \tlName \temail \t\tphoneNo"); resultSet.beforeFirst();

while (resultSet.next()){

System.out.println(resultSet.getInt("id") + "\t"

+ resultSet.getString("firstName") + "\t"

+ resultSet.getString("lastName") + "\t"

+ resultSet.getString("email") + "\t"

+ resultSet.getString("phoneNo"));

}

} catch (SQLException e) {

e.printStackTrace();

}

}

}

What happens in this example? After printing the current records, you call the moveToInsertRow() method. This method sets the cursor to a new record and prepares the resultset for the insertion of a row (it creates a buffer to hold the column values). After that, you use updateString() to modify each column

value in the newly added row. And finally, you call insertRow() to insert the new row into the resultset and

the database. One important thing to note here is that you need to provide the correct type of values for each

column. Also, you cannot leave a column blank (not provide any value) if the column value cannot be left unfilled. In the case of either of these violations, you may get a SQLException.

Let’s see what this program prints:

Before the insert

id fName lName email phoneNo

1. [Michael Taylor michael@abc.com](mailto:michael@abc.com) +919976543210
2. [William Becker william@abc.com](mailto:william@abc.com) +449876543210 After the insert

id fName lName email phoneNo

1. [Michael Taylor michael@abc.com](mailto:michael@abc.com) +919976543210
2. [William Becker william@abc.com](mailto:william@abc.com) +449876543210 3 John K. [john@abc.com](mailto:john@abc.com) +19753186420

Looks good! Now let’s try another operation: deleting a record from the database. Take a look at the program in Listing 12-8.
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***Listing 12-8.*** DbDelete.java

import java.sql.Connection; import java.sql.Statement; import java.sql.ResultSet; import java.sql.SQLException;

// To illustrate how to delete a row in a resultset and in the database class DbDelete {

public static void main(String[] args) throws SQLException { try (Connection connection = DbConnector.connectToDb();

Statement statement = connection.createStatement( ResultSet.TYPE\_SCROLL\_SENSITIVE, ResultSet.CONCUR\_UPDATABLE);

ResultSet resultSet1 = statement.executeQuery

("SELECT \* FROM contact WHERE firstName=\"John\"")) { if(resultSet1.next()){

// delete the first row resultSet1.deleteRow();

}

resultSet1.close();

// now fetch again from the database

try (ResultSet resultSet2 = statement.executeQuery("SELECT \* FROM contact")) { System.out.println("After the deletion");

System.out.println("id \tfName \tlName \temail \t\tphoneNo"); while (resultSet2.next()){

System.out.println(resultSet2.getInt("id") + "\t"

+ resultSet2.getString("firstName") + "\t"

+ resultSet2.getString("lastName") + "\t"

+ resultSet2.getString("email") + "\t"

+ resultSet2.getString("phoneNo"));

}

}

} catch (SQLException e) { e.printStackTrace(); System.exit(-1);

}

}

}

This program simply selects a proper row to delete and calls the deleteRow() method on the current selected row. Here’s the output of the program:

After the deletion

|  |  |  |
| --- | --- | --- |
| id | fName lName | email phoneNo |
| 1 | Michael Taylor | [michael@abc.com](mailto:michael@abc.com) +919976543210 |
| 2 | William Becker | [william@abc.com](mailto:william@abc.com) +449876543210 |

The program works fine and correctly removes the row where the person’s first name is John.

You may remember that you created a table named contact in your database. At that time, you created the table from the MySQL command prompt. The same task can be done using a JDBC program. Let’s create a new table named familyGroup in the database programmatically (see Listing 12-9).
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***Listing 12-9.*** DbCreateTable.java

import java.sql.Connection; import java.sql.Statement; import java.sql.SQLException;

class DbCreateTable {

public static void main(String[] args) {

try (Connection connection = DbConnector.connectToDb(); Statement statement = connection.createStatement()){

// use CREATE TABLE SQL statement to

// create table familyGroup

statement.executeUpdate("CREATE TABLE familyGroup (id int not null auto\_increment, nickName varchar(30) not null, primary key(id));"); System.out.println("Table created successfully");

}

catch (SQLException sqle) { sqle.printStackTrace();

System.exit(-1);

}

}

}

The program prints the following:

Table created successfully

The program is working as expected. You connect to the database and get the Statement object as you did earlier. Then, you issue a SQL statement using the executeUpdate() method. Using the SQL statement, you declare that a table called familyGroup needs to be created along with two columns: id and nickName. Also, you declare that id should be treated as the primary key. That’s it; the SQL statement creates a new

table in your database.

What happens when you pass a SQL statement that has syntax errors? For example, if you misspell “TABLE” as “TABL”, you get this exception:

com.mysql.jdbc.exceptions.jdbc4.MySQLSyntaxErrorException: You have an error in your SQL syntax; check the manual that corresponds to your MySQL server version for the right syntax to use near 'TABL familyGroup (id int not null auto\_increment, nickName varchar(30) not null,' at line 1

Passing correct SQL statements (without syntax errors) is your responsibility.

### Points to Remember

Here is a list of points that may be helpful on your OCPJP 8 exam:

* + The boolean absolute(int) method in ResultSet moves the cursor to the passed row number in that ResultSet object. If the row number is positive, it moves to that position from the beginning of the ResultSet object; if the row number is negative, it moves to that position from the end of the ResultSet object. Assume that there are ten entries in the ResultSet object. Calling absolute(3) moves the cursor to the third row. Calling absolute(−bs) moves the cursor to the eighth row. If you give

out-of-range values, the cursor moves to either the beginning or the end.
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* In a ResultSet object, calling absolute(1) is equivalent to calling first(), and calling absolute(-1) is equivalent to calling last().
* You can use a column name or column index with ResultSet methods. The index you use is the index of the ResultSet object, not the column number in the

database table.

* A Statement object closes the current ResultSet object if the Statement object is closed, re-executed, or made to retrieve the next set of results. That means it is not

necessary to call close() explicitly with a ResultSet object; however, it is good practice to call close() once you are done with the object.

* You may use the column name of a ResultSet object without worrying about the case: getXXX() methods accept case-insensitive column names to retrieve the

associated value.

* Think of a case in which you have two columns in a ResultSet object with the same name. How you can retrieve the associated values using the column name? If you use

a column name to retrieve the value, it always points to the first column that matches the given name. Hence, you have to use column index in this case to retrieve values associated with both columns.

* You may remember that the PreparedStatement interface inherits from Statement. However, PreparedStatement overrides all flavors of execute methods. For instance, the behavior of executeUpdate() may be different from its base method.
* You may cancel any update you made using the method cancelRowUpdates(). However, you must call this method before calling updateRow(). In all other cases, it

has no impact on the row.

* While connecting to the database, you need to specify the correct username and password. If the provided username or password is not correct, you get a

SQLException.

# Summary

Let’s briefly review the key points for each certification objective in this chapter. Please read this section before appearing for the exam.

Identify the components required to connect to a database using the DriverManager class including the JDBC URL

* JDBC hides the heterogeneity of all the DBMSs and offers a single set of APIs to interact with all types of databases. The complexity of heterogeneous interactions is delegated to the JDBC driver manager and JDBC drivers.
* The getConnection() method in the DriverManager class takes three arguments: a URL string, a username string, and a password string.
* The syntax of the URL (which needs to be specified to get the Connection object) is

jdbc: <subprotocol>:<subname>.

* If the JDBC API is not able to locate the JDBC driver, it throws a SQLException. If jars for the drivers are available, they need to be included in the classpath to enable the

JDBC API to locate the driver.
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Describe the interfaces that make up the core of the JDBC API including the Driver, Connection, Statement, and ResultSet interfaces and their relationship to provider implementations

* The java.sql.Connection interface provides a channel through which the application and the database communicate.
* JDBC supports two classes for querying and updating: Statement and Resultset.
* A Statement is a SQL statement that can be used to communicate a SQL statement to the connected database and receive results from the database. There are three types of Statements:
  + Statement: Sends a SQL statement to the database without any parameters
  + PreparedStatement: Represents a precompiled SQL statement that can be customized using IN parameters
  + CallableStatement: Executes stored procedures; can handle IN as well as OUT

and INOUT parameters

* A resultset is a table with column heading and associated values requested by the query.

Submit queries and read results from the database including creating statements, returning result sets, iterating through the results, and properly closing result sets, statements, and connections

* A ResultSet object maintains a cursor pointing to the current row. Initially, the cursor is set to just before the first row; calling the next() method advances the

cursor position by one row.

* The column index in the ResultSet object starts from 1 (*not* from 0).
* You need to call updateRow() after modifying the row contents in a resultset; otherwise, changes made to the ResultSet object are lost.
* You can use a try-with-resources statement to close resources (Connection,

ResultSet, and Statement) automatically.

**QUeStION tIMe**

1. which one of the given options is *not* correct with respect to the driver manager belonging to the JdBC architecture?
   1. a driver manager maintains a list of available data sources and their drivers.
2. a driver manager chooses an appropriate driver to communicate to the respective dBMs.
3. a driver manager ensures the atomic properties of a transaction.

d. a driver manager manages multiple concurrent drivers connected to their respective data sources.
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* 1. Consider the following code segment. assume that the connection object is valid and the statement.executeQuery() method successfully returns a ResultSet object with a few rows in it:

Statement statement = connection.createStatement();

ResultSet resultSet = statement.executeQuery("SELECT \* FROM contact"));

int numOfColumns = resultSet.getMetaData().getColumnCount(); while (resultSet.next()) {

// traverse the columns by index values

for(int i = 0; i < numOfColumns; i++) {

// since we do not know the data type of the column, we use getObject() System.out.print(resultSet.getObject(i) + "\t");

}

System.out.println("");

}

which of the following statements is true regarding this code segment?

* + 1. the code segment will successfully print the contents of the rows in the

ResultSet object.

* 1. the looping header is wrong. to traverse all the columns, it should be

for(int i = 0; i <= numOfColumns; i++) {

* 1. the looping header is wrong. to traverse all the columns, it should be

for(int i = 1; i <= numOfColumns; i++) {

d. the looping header is wrong. to traverse all the columns, it should be

for(int i = 1; i < numOfColumns; i++) {

* 1. Consider this program, and choose the best option describing its behavior (assume that the connection is valid):

try (Statement statement = connection.createStatement();

ResultSet resultSet = statement.executeQuery("SELECT \* FROM contact")){ System.out.println(resultSet.getInt("id") + "\t"

+ resultSet.getString("firstName") + "\t"

+ resultSet.getString("lastName") + "\t"

+ resultSet.getString("email") + "\t"

+ resultSet.getString("phoneNo"));

}

catch (SQLException sqle) { System.out.println("SQLException");

}
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a. this program will print the following: SQLException.

1. this program will print the first row from contact.
2. this program will print all the rows from contact.

d. this program will report compiler errors.

* 1. which *two* of the following statements are *true* regarding Statement and its derived types?
     1. Statement can handle sQl queries with IN, OUT, and INOUT parameters.

1. PreparedStatement is used to execute stored procedures.
2. You can get an instance of PreparedStatement by calling the

preparedStatement() method in the Connection interface.

1. CallableStatement extends the PreparedStatement class;

PreparedStatement in turn extends the Statement class.

1. the Statement interface and its derived interfaces implement the AutoCloseable interface, hence Statement objects can be used with the try- with-resources statement.
   1. which one of the following statements is a correct way to instantiate a Statement

object?

* + 1. Statement statement = connection.getStatement();

1. Statement statement = connection.createStatement();
2. Statement statement = connection.newStatement();

d. Statement statement = connection.getStatementInstance();

* 1. Consider the following code snippet:

try(ResultSet resultSet = statement.executeQuery("SELECT \* FROM contact")) {

// Stmt #1

resultSet.updateString("firstName", "John"); resultSet.updateString("lastName", "K."); [resultSet.updateString("email", "john@abc.com");](mailto:john@abc.com) resultSet.updateString("phoneNo", "+19753186420");

// Stmt #2

// rest of the code elided

}

assume that resultSet and statement are legitimate instances of the ResultSet and Statement interfaces, respectively. which one of the following statements is correct with respect to stmt #1 and stmt #2 for successfully inserting a new row?
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a. replacing stmt #1 with resultSet.moveToInsertRow() will make the program work.

* 1. replacing stmt #1 with resultSet.insertRow() will make the program work.
  2. replacing stmt #1 with resultSet.moveToInsertRow() and stmt #2 with

resultSet.insertRow() will make the program work.

d. replacing stmt #1 with resultSet.insertRow() and stmt #2 with

resultSet.moveToInsertRow() will make the program work.

* 1. which one of the following statements is *true* with respect to ResultSet?
     1. Calling absolute(1) on a ResultSet instance is equivalent to calling

first(), and calling absolute(-1) is equivalent to calling last().

1. Calling absolute(0) on a ResultSet instance is equivalent to calling

first(), and calling absolute(-1) is equivalent to calling last().

1. Calling absolute(-1) on a ResultSet instance is equivalent to calling

first(), and calling absolute(0) is equivalent to calling last().

d. Calling absolute(1) on a ResultSet instance is equivalent to calling

first(), and calling absolute(0) is equivalent to calling last().

* 1. Consider the following code snippet. assume that DbConnector.connectToDb() returns a valid Connection object and that the contact table has an entry with the value “Michael” in the firstName column:

ResultSet resultSet = null;

try (Connection connection = DbConnector.connectToDb()) { Statement statement = connection.createStatement();

resultSet = statement.executeQuery("SELECT \* FROM contact WHERE firstName LIKE 'M%'"); // #LINE1

}

while (resultSet.next()){ //#LINE2

// print the names by calling resultSet.getString("firstName"));

}

* + 1. this program results in a compiler error in the statement marked with comment #LINE1.

1. this program results in a compiler error in the statement marked with comment #LINE2.
2. this program crashes by throwing an SQLException.
3. this program crashes by throwing a NullPointerException.
4. this program prints firstName column values that start with the character “M”.
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**Answers**:

1. C. a driver manager ensures the atomic properties of a transaction.

the other three options a, B, and d are true. a driver manager maintains a list of available data sources and their drivers. given a database url, the driver manager chooses an appropriate driver to communicate with the respective dBMs. Further, a driver manager manages multiple concurrent drivers connected to their respective data sources. however, it is not responsible for maintaining atomicity properties when performing transactions.

1. C. the looping header is wrong. to traverse all the columns, it should be

for(int i = 1; i <= numOfColumns; i++) {

given *N* columns in a table, the valid column indexes are from 1 to *N*, not 0 to *N* - 1.

1. a. this program will print the following: SQLException. the statement while (resultSet.next()) is missing.
2. the correct options are C and e.

You can get an instance of PreparedStatement by calling the preparedStatement() method in the Connection interface. the Statement interface and its derived interfaces implement the AutoCloseable interface, so Statement objects can be used with the try-with-resources statement.

the other three options a, B, and d are incorrect for the following reasons:

a: Statement objects can be used for sQl queries that have no parameters. only a

CallableStatement can handle IN, OUT, and INOUT parameters.

B: PreparedStatement is used for precompiled sQl statements. the

CallableStatement type is used for stored procedures.

d: CallableStatement implements the PreparedStatement interface. PreparedStatement in turn implements the Statement interface. Further, these three types are interfaces, not classes.

1. B. Statement statement = connection.createStatement();
2. C. replacing stmt #1 with resultSet.moveToInsertRow(); and stmt #2 with

resultSet.insertRow(); will make the program work.

You need to call the moveToInsertRow() method in order to insert a new row: this method prepares the resultset for creating a new row. once the row is updated, you need to call insertRow() to insert the row into the resultset and the database.
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1. a. Calling absolute(1) on a ResultSet instance is equivalent to calling first(), and calling absolute(-1) is equivalent to calling last().
2. C. this program crashes by throwing a SQLException.

the try-with-resources block is closed before the while statement executes. Calling resultSet.next() results in making a call on the closed ResultSet object. hence, this program results in throwing a SQLException (“operation not allowed

after resultset closed”).
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**Localization**

**Certification Objectives**

Read and set the locale by using the Locale object Create and read a Properties file

**Build a resource bundle for each locale and load a resource bundle in an application**

Computers and software have become so prevalent today that they are used everywhere in the world for human activities. For any software to be relevant and useful to these users, it needs to be localized. The process in which we adapt the software to the local language and customs is known as *localization*.

Localization is all about making the software relevant and usable for the users from different cultures— in other words, customizing software for people from different countries or languages. How do you localize a software application? Two important guidelines should be heeded when you localize a software application:

* Do not hardcode text (such as messages to the users, textual elements in GUIs, etc.) and separate them into external files or dedicated classes. With this accomplished there is usually minimal effort to add support for a new locale in your software.
* Handle cultural-specific aspects such as date, time, currency, and formatting numbers with localization in mind. Instead of assuming a default locale, design in such a way that the current locale is fetched and customized.

In this chapter, you’ll learn how to localize your software. Localization mainly involves creating *resource bundles* for different locales, as well as making the software culture-aware by adapting it for use in different locales. You will also learn how to create and use these resource bundles in this chapter.

# Locales

###### Certification Objective

Read and set the locale by using the Locale object

A locale is “a place representing a country, language, or culture.” Consider the Canada-French locale.

French is spoken in many parts of Canada, and this could be a locale. In other words, if you want to sell software that is customized for Canadians who speak French, then you need to facilitate your software for this locale. In Java, this locale is represented by the code fr\_CA where fr is short for French and CA is short for Canada; we’ll discuss the naming scheme for locales in more detail later in this section.
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The Locale Class

In Java, the java.util.Locale class provides programming support for locales. Table 13-1 lists important methods in this class.

***Table 13-1.*** *Important Methods in the Locale Class*

###### Method Short Description

static Locale[] getAvailableLocales() Returns a list of available locales (i.e., installed locales)

supported by the JVM.

static Locale getDefault() Returns the default locale of the JVM.

static void setDefault(Locale newLocale) Sets the default locale of the JVM.

String getCountry() Returns the country *code* for the locale object.

String getDisplayCountry() Returns the country *name* for the locale object.

String getLanguage() Returns the language *code* for the locale object. String getDisplayLanguage() Returns the language *name* for the locale object. String getVariant() Returns the variant *code* for the locale object.

String getDisplayVariant() Returns the *name* of the variant code for the locale object.

String toString() Returns a String composed of the codes for the locale’s language, country, variant, etc.

The code in Listing 13-1 detects the default locale and checks the available locales in the JVM.

***Listing 13-1.*** AvailableLocales.java

import java.util.Locale; import java.util.Arrays ;

class AvailableLocales {

public static void main(String []args) {

System.out.println("The default locale is: " + Locale.getDefault()); Locale [] locales = Locale.getAvailableLocales();

System.out.printf("No. of other available locales is: %d, and they are: %n", locales.length);

Arrays.stream(locales).forEach(

locale -> System.out.printf("Locale code: %s and it stands for %s %n", locale, locale.getDisplayName()));

}

}
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It prints the following:

The default locale is: en\_US

No. of other available locales is: 160, and they are: Locale code: ms\_MY and it stands for Malay (Malaysia) Locale code: ar\_QA and it stands for Arabic (Qatar) Locale code: is\_IS and it stands for Icelandic (Iceland)

Locale code: sr\_RS\_#Latn and it stands for Serbian (Latin,Serbia) Locale code: no\_NO\_NY and it stands for Norwegian (Norway,Nynorsk) Locale code: th\_TH\_TH\_#u-nu-thai and it stands for Thai (Thailand,TH) Locale code: fr\_FR and it stands for French (France)

Locale code: tr and it stands for Turkish

Locale code: es\_CO and it stands for Spanish (Colombia) Locale code: en\_PH and it stands for English (Philippines) Locale code: et\_EE and it stands for Estonian (Estonia) Locale code: el\_CY and it stands for Greek (Cyprus)

Locale code: hu and it stands for Hungarian [...rest of the output elided...]

Let’s look at the methods in the program before analyzing the output. You use the method getDefault() in Locale to get the code of the default locale. After that you use getAvailableLocales() in the Locale class to get the list of locales supported by the JVM. Now, for each locale you print the code for the locale and also print the descriptive name using the getDisplayName() method of Locale.

The program prints the default locale as en\_US for this JVM, which means the default is the English language spoken in US. Then it prints a very long list of available locales; to save space, we’ve shown only small part of the output. From this program, you know that there are many locales available and supported, and there is a default locale associated with every JVM.

There are four different kinds of locale codes in this output:

* “hu and it stands for Hungarian”: just one code where hu stands for Hungarian
* “ms\_MY and it stands for Malay (Malaysia)”: two codes separated by underscore where ms stands for Malay and MY stands for Malaysia
* “no\_NO\_NY and it stands for Norwegian (Norway,Nynorsk)”: three codes separated by underscores, as in no\_NO\_NY where no stands for Norwegian, NO for Norway, and NY for Nynorsk
* “th\_TH\_TH\_#u-nu-thai and it stands for Thai (Thailand,TH)”: two or three initial codes separated by underscores and the final one by # or \_#, as in th\_TH\_TH\_#u-nu-thai, which we’ll discuss now.

Here is how these locale names are encoded:

language + "\_" + country + "\_" + (variant + "\_#" | "#") + script + "-" + extensions

This locale coding scheme allows combining different variations to create a locale. For the locale code of “th\_TH\_TH\_#u-nu-thai”,

* The language code is "th" (Thai) and it is always written in lowercase
* The country code is "TH" (Thailand) and it is always written in uppercase
* The variant name is "TH"; here it repeats the country code, but it could be any string
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* The script name is an empty string here; if given, it will be a four-letter string with the first letter in uppercase and the rest in lowercase (e.g., Latn)
* The extension follows the # or \_# character (since script is an empty string); it is “u-nu-thai” in this example

To give another example, consider the locale code "sr\_RS\_#Latn",

* The language code is "sr" (Serbian)
* The country code is "RS" (Serbia)
* The variant name is empty here
* The script name is "Latn" (Latin) which is a four-letter string with the first letter in uppercase and the rest in lowercase
* The extension is empty here

Consider English, which is spoken in many countries. There are variations in English based on the country in which the language is spoken. We all know that American English is different from British English, but there are many such versions. Here is the code (Listing 13-2) that filters only English locales from all the available locales:

***Listing 13-2.*** AvailableLocalesEnglish.java

import java.util.Locale; import java.util.Arrays;

class AvailableLocalesEnglish {

public static void main(String []args) { Arrays.stream(Locale.getAvailableLocales())

.filter(locale -> locale.getLanguage().equals("en"))

.forEach(locale ->

System.out.printf("Locale code: %s and it stands for %s %n", locale, locale.getDisplayName()));

}

}

It prints the following (the output and order may change in your machine):

Locale code: en\_MT and it stands for English (Malta)

Locale code: en\_GB and it stands for English (United Kingdom) Locale code: en\_CA and it stands for English (Canada)

Locale code: en\_US and it stands for English (United States) Locale code: en\_ZA and it stands for English (South Africa) Locale code: en and it stands for English

Locale code: en\_SG and it stands for English (Singapore) Locale code: en\_IE and it stands for English (Ireland) Locale code: en\_IN and it stands for English (India) Locale code: en\_AU and it stands for English (Australia) Locale code: en\_NZ and it stands for English (New Zealand) Locale code: en\_PH and it stands for English (Philippines)

The output refers to different locales in English and makes use of only language code and the country code. We used the getLanguage() method in Locale, which returns the locale code. What are other such methods? Let’s explore the methods available in the Locale class now.
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The getter methods in the Locale class such as getLanguage(), getCountry(), and getVariant() return *codes*, whereas the similar methods getDisplayCountry(), getDisplayLanguage(), and getDisplayVariant() return *names*. Listing 13-3 illustrates how to use these methods for the locale Locale.CANADA\_FRENCH.

***Listing 13-3.*** LocaleDetails.java

import java.util.Locale;

public class LocaleDetails {

public static void main(String args[]) { Locale.setDefault(Locale.CANADA\_FRENCH); Locale defaultLocale = Locale.getDefault();

System.out.printf("The default locale is %s %n", defaultLocale); System.out.printf("The default language code is %s and the name is %s %n",

defaultLocale.getLanguage(), defaultLocale.getDisplayLanguage()); System.out.printf("The default country code is %s and the name is %s %n",

defaultLocale.getCountry(), defaultLocale.getDisplayCountry()); System.out.printf("The default variant code is %s and the name is %s %n",

defaultLocale.getVariant(), defaultLocale.getDisplayVariant());

}

}

It prints the following:

The default locale is fr\_CA

The default language code is fr and the name is français The default country code is CA and the name is Canada The default variant code is and the name is

Let’s understand the program. The setDefault() method takes a Locale object as argument. In this program, you set the default locale as Locale.CANADA\_FRENCH with this statement:

Locale.setDefault(Locale.CANADA\_FRENCH);

The Locale class has many static Locale objects representing common locales so that you don’t have to instantiate them and use them directly in your programs. In this case, Locale.CANADA\_FRENCH is a static Locale object.

Instead of using this static Locale object, you can choose to instantiate a Locale object. Here is an alternative way to set the default locale by creating a new Canada (French) locale object:

Locale.setDefault(new Locale("fr", "CA", ""));

The getDefault() method in Locale returns the default locale object set in the JVM. The next statement uses methods to get information related to the country. The difference between the getCountry() and getDisplayCountry() methods is that the former method returns the country code (which is not very readable for us), and the latter returns the country name, which is human readable. The country code is a two or three letter code (this code comes from an international standard: ISO 3166).

The behavior of getLanguage() and getDisplayLanguage() is similar to getting country details. The language code consists of two or three letters (this code comes from another international standard: ISO 639).
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There was no variant in this locale, so nothing got printed when you used the getVariant() and getDisplayVariant() methods. However, for some other locale, there could be variant values, and those values would get printed for that locale. The variant could be any extra details such as operating environments (like MAC for Macintosh machine) or name of the company (such as Sun or Oracle).

Other than these, you also have less widely used methods such as getScript() and

getDisplayCountry() that returns the script code and the country name for the locale.

instead of calling Locale’s getDisplayCountry() method, which takes no arguments, you can choose the overloaded version of getDisplayCountry(Locale), which takes a Locale object as an argument.

this will print the name of the country *as in the passed locale*. For example, for the call Locale.GERMANY. getDisplayCountry(), you’ll get the output “Deutschland” (that’s how Germans refer to their country); however, for the call Locale.GERMANY.getDisplayCountry(Locale.ENGLISH), you’ll get the output “Germany” (that’s how British refer to the country name Germany)

**DIFFereNt WaYS tO Create a LOCaLe OBJeCt**

there are many ways to get or create a Locale object. We list four options here for creating an instance of italian locale that corresponds to the language code of it.

**Option 1:** Use the constructor of the Locale class: Locale(String language, String country, String variant):

Locale locale1 = new Locale("it", "", "");

**Option 2:** Use the forLanguageTag(String languageTag) method in the Locale class:

Locale locale2 = Locale.forLanguageTag("it");

**Option 3:** Build a Locale object by instantiating Locale.Builder and then call setLanguageTag()

from that object:

Locale locale3 = new Locale.Builder().setLanguageTag("it").build(); **Option 4:** Use the predefined static final constants for locales in the Locale class: Locale locale4 = Locale.ITALIAN;

You can choose the way to create a Locale object based on your need. For example, the Locale class has only a few predefined constants for locales. if you want a Locale object from one of the predefined ones, you can straightaway use it, or you’ll have to check which other option to use.

Resource Bundles

**Certification Objective**

Build a resource bundle for each locale and load a resource bundle in an application
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In the last section, we discussed the Locale class and the way to get details of the default locale and the list of available locales. How do you *use* this locale information to customize the behavior of your programs? Let’s take a simple example of greeting someone: in English, you say “Hello,” but if the locale is different, how do you change this greeting to say, for example, “Ciao” if the locale is Italian (Italy)?

One obvious solution is to get the default locale, check if the locale is Italy and print “Ciao.” It will work, but this approach is neither flexible nor extensible. How about customizing to other locales like Saudi Arabia (Arabic) or Thailand (Thai)? You have to find and replace all the locale specific strings for customizing for each locale. This task will be a nightmare if your application consists of thousands of such strings spread over a million lines of code and there are many locales to support.

In Java, resource bundles provide a solution to this problem of how to customize the application to locale-specific needs. So, what is a resource bundle? A resource bundle is a set of classes or property files that help define a set of keys and map those keys to locale specific values.

The abstract class java.util.ResourceBundle provides an abstraction of resource bundles in Java. It has two derived classes: java.util.PropertyResourceBundle and java.util.ListResourceBundle (see Figure 13-1).

The two derived classes provide support for resource bundles using two different mechanisms:

* **The PropertyResourceBundle Class:** This concrete class provides support for multiple locales in the form of property files. For each locale, you specify the keys and values in a property file for that locale. For a given locale, if you use the ResourceBundle.getBundle() method, the relevant property file will be

automatically loaded. Of course, there is no magic in it; you have to follow certain naming conventions for creating the property files, which we’ll discuss in the section dedicated to discussing property files. You can use only Strings as keys and values when you use property files.

* **The ListResourceBundle Class:** For adding support to a locale, you can extend this abstract class. In your derived class, you have to override the getContents() method, which returns an Object [][]. This array must have the list of keys and values. The keys must be Strings. Typically the values are also Strings, but values can be anything: sound clips, video clips, URLs, or pictures.
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***Figure 13-1.*** *ResourceBundle and its two derived classes*
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Let’s take a quick look at the methods supported by the ResourceBundle abstract class. Table 13-2 summarizes the important methods of this class. We’ll now discuss localization support using these two derived classes of ResourceBundle.

***Table 13-2.*** *Important Methods in the ResourceBundle Abstract Class*

###### Method Short Description

Object getObject(String key) Returns the value mapped to the given key. Throws a

MissingResourceException if no object for a given key is found.

static ResourceBundle getBundle (String baseName),

static final ResourceBundle getBundle (String baseName, Locale locale)

final ResourceBundle getBundle

(String baseName, Locale targetLocale, Control control)

Returns the ResourceBundle for the given

baseName, locale, and control; throws a MissingResourceException if no matching resource bundle is found. The Control parameter is meant for controlling or obtaining info about the resource bundle loading process

String getString(String key) Returns the value mapped to the given key; equivalent

to casting the return value from getObject() to String. Throws a MissingResourceException if no object for a given key is found. Throws ClassCastException if the object returned is not a String.

### Using PropertyResourceBundle

###### Certification Objective

Create and read a Properties file

If you design your application with localization in mind using property files, you can add support for new locales to the application *without changing anything in the code*!

We’ll now look at an example using resource files and it will become clear to you. Let’s start with a very simple program that prints “Hello” to the user. This program has three property file resource bundles:

1. The default resource bundle that assumes the English (US) locale.
2. A resource bundle for the Arabic locale.
3. A resource bundle for the Italian locale.

As discussed above, property files define strings as key value pairs in a file. Here is an example of a classpath that can be mapped to an actual path in your machine: classpath=C:\Program Files\Java\jre8. Property files will usually contain numerous such key value pairs, with each such pair in separate lines, as in the following:

classpath=C:\Program Files\Java\jre8 temp=C:\Windows\Temp windir=C:\Windows
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In the case of localization, you use property files to map the same key strings to different value strings. In the program, you’ll refer the key strings, and by loading the matching property file for

the locale, the corresponding values for the keys will be fetched from the property files for use in the program.

The naming of these property files is important (you’ll see why soon) and below is the content of these bundles. To keep this example simple, there is only one key-value pair in these property files;

in real-world programs, there could be a few hundred or even thousands of pairs present in each property file.

D:\> type ResourceBundle.properties Greeting=Hello

D:\> type ResourceBundle\_ar.properties Greeting=As-Salamu Alaykum

D:\> type ResourceBundle\_it.properties Greeting=Ciao

As you can see, the default bundle is named ResourceBundle.properties. The resource bundle for Arabic is named ResourceBundle\_ar.properties. Note the suffix “\_ar”, indicating Arabic as a local language. Similarly, the resource bundle for Italian is named ResourceBundle\_it.properties, which makes use of the "\_it" suffix to indicate the Italian as the associated language with this property file. Listing 13-4 makes use of these resource bundles.

***Listing 13-4.*** LocalizedHello.java

import java.util.Locale;

import java.util.ResourceBundle;

public class LocalizedHello {

public static void main(String args[]) {

Locale currentLocale = Locale.getDefault(); ResourceBundle resBundle =

ResourceBundle.getBundle("ResourceBundle", currentLocale); System.out.printf(resBundle.getString("Greeting"));

}

}
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***Figure 13-2.*** *Getting relevant strings from ResourceBundles based on the locale*

There are two options to run this program in the desired way:

* **Option I:** Change the default locale in the program by calling the

setDefault() method:

Locale.setDefault(Locale.ITALY);

This option is not recommended since it will require changing the program to set the locale.

* **Option II:** Change the default locale when invoking the JVM from the command line (if you’re invoking the JVM from an IDE, provide the command line arguments to the JVM in the IDE settings):

D:\> java -Duser.language=it -Duser.region=IT LocalizedHello

Let’s try the program by setting the locale with Option II (passing arguments to the command line when invoking the JVM).

D:\> java LocalizedHello Hello

D:\> java -Duser.language=it LocalizedHello Ciao

D:\> java -Duser.language=ar LocalizedHello As-Salamu Alaykum

As you can see, depending on the locale that you explicitly set (Italian or Arabic in this example), or the default locale (US English in this example), the corresponding property file is loaded and the message string is resolved.
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if you forget to create property files or they are not in the path, you will get a MissingResourceException.

In the program, first you get the current locale in the statement.

Locale currentLocale = Locale.getDefault();

After that, you load the resource bundle that starts with the name ResourceBundle and pass the locale for loading the resource bundle.

ResourceBundle resBundle = ResourceBundle.getBundle("ResourceBundle", currentLocale);

Finally, from the resource bundle, you look for the key “Greeting” and use the value of that key based on the loaded resource bundle.

System.out.printf(resBundle.getString("Greeting"));

### Using ListResourceBundle

Support for a new locale can be added using ListResourceBundle by extending it. While extending the ListResourceBundle, you need to override the abstract method getContents(); the signature of this method is:

protected Object[][] getContents();

Note that the keys are Strings, but values can be of any type, hence the array type is Object; further, the method returns a list of key and value pairs. As a result, the getContents() method returns a

two-dimensional array of Objects.

You create resource bundles by extending the ListResourceBundle class, whereas with PropertyResourceBundle, you create the resource bundle as property files. Furthermore, when extending ListResourceBundle, you can have any type of objects as values, whereas values in a properties file can only

be Strings.

Listing 13-5 shows an example of extending the ListResourceBundle, which returns the largest box-office movie hit for that particular locale. It defines a resource bundle named ResBundle. Since the

name of the class does not have any suffix (such as "\_it" or "\_en\_US"), it is the default implementation of the resource bundle. When looking for a matching ResBundle for any locale, this default implementation will be used in case no match is found.
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***Listing 13-5.*** ResBundle.java

import java.util.ListResourceBundle;

// default US English version

public class ResBundle extends ListResourceBundle { public Object[][] getContents() {

return contents;

}

static final Object[][] contents = {

{ "MovieName", "Avatar" },

{ "GrossRevenue", (Long) 2782275172L }, // in US dollars

{ "Year", (Integer)2009 }

};

}

Now, let’s define a ResBundle for the Italian locale. You give the class the suffix "\_it\_IT". The language

code "it" stands for Italian and the country code "IT" stands for Italy (Listing 13-6).

***Listing 13-6.*** ResBundle\_it\_IT.java

import java.util.ListResourceBundle;

// Italian version

public class ResBundle\_it\_IT extends ListResourceBundle { public Object[][] getContents() {

return contents;

}

static final Object[][] contents = {

{ "MovieName", "Che Bella Giornata" },

{ "GrossRevenue", (Long) 43000000L }, // in euros

{ "Year", (Integer)2011 }

};

}

As you can see, the implementations for ResBundle and ResBundle\_it\_IT are similar except for the

values mapped to the keys. Now how do you know if your resource bundles are working or not? Listing 13-7 loads ResBundle for both default and Italian locales.

***Listing 13-7.*** LocalizedBoxOfficeHits.java

import java.util.ResourceBundle; import java.util.Locale;

public class LocalizedBoxOfficeHits {

public void printMovieDetails(ResourceBundle resBundle) { String movieName = resBundle.getString("MovieName");

Long revenue = (Long)(resBundle.getObject("GrossRevenue")); Integer year = (Integer) resBundle.getObject("Year");

System.out.println("Movie " + movieName + "(" + year + ")" + " grossed "

+ revenue );

}
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public static void main(String args[]) {

LocalizedBoxOfficeHits localizedHits = new LocalizedBoxOfficeHits();

// print the largest box-office hit movie for default (US) locale Locale locale = Locale.getDefault();

localizedHits.printMovieDetails(ResourceBundle.getBundle("ResBundle", locale));

// print the largest box-office hit movie for Italian locale locale = new Locale("it", "IT", "");

localizedHits.printMovieDetails(ResourceBundle.getBundle("ResBundle", locale));

}

}

It prints the following:

Movie Avatar (2009) grossed 2782275172

Movie Che Bella Giornata (2011) grossed 43000000

It loaded the default and Italian resource bundles successfully. However, there are problems with this output. The value 2782275172 is a US dollar value and the value 43000000 is in Euros. Moreover, the

numbers are printed without commas, so it is difficult to make sense of these figures. It is possible to localize formatting these currency values. But handling number format, decimal format and currency difference between locales is not covered as part of the OCPJP 8 exam, so we are not discussing it further in this book.

Now, consider the following statement from this program:

Long revenue = (Long)(resBundle.getObject("GrossRevenue"));

This statement returns the value mapping to the key named GrossRevenue in the resource bundle. You have defined it as a Long object in the classes ResBundle and ResBundle\_it\_IT—so it worked. If you cast the types incorrectly, for example, as an Integer, you’ll get a ClassCastException, as in:

Integer revenue = (Integer)(resBundle.getObject("GrossRevenue"));

// This code change will result in throwing this exception:

// Exception in thread "main" java.lang.ClassCastException:

// java.lang.Long cannot be cast to java.lang.Integer

Here is another situation: if you mistype GrossRevenu instead of GrossRevenue as the key name, the program will crash with this exception, as in:

Long revenue = (Long)(resBundle.getObject("GrossRevenu"));

// This code will crash with this exception:

// Exception in the thread "main" java.util.MissingResourceException:

// Can't find resources for bundle ResBundle, key GrossRevenu

You need to be careful in providing the keyname to get an object from a resource bundle: the keyname is case sensitive and the key name should exactly match—or else you'll get a Missingresourceexception.
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# Loading a Resource Bundle

###### Certification Objective

Build a resource bundle for each locale and load a resource bundle in an application

You’ve already loaded resource bundles in the programs you’ve written using ResourceBundle or its two derived classes. From the exam perspective, you need to understand this loading process thoroughly, so we’ll cover it in more detail in this section.

The process of finding a matching resource bundle is same for classes extended from

ListResourceBundles as for property files defined for PropertyResourceBundles.

For the resource bundles implemented as classes extended from ListResourceBundles, Java uses the reflection mechanism to find and load the class. You need to make sure that the class is public so that the

reflection mechanism will find the class.

Naming Convention for Resource Bundles

Java enforces a predefined naming convention to be followed for creating resource bundles. Only through the names of the property bundles does the Java library load the relevant locales. Hence, it is important

to understand and follow this naming convention when creating the property bundles for localizing Java applications.

You already saw how a locale name is encoded. Understanding this locale name encoding is important for naming the resource bundles because it makes use of the same encoding scheme. A fully qualified resource bundle has the following form:

packagequalifier.bundlename + "\_" + language + "\_" + country + "\_" + (variant + "\_#" | "#") + script + "-" + extensions

Here is the description of the elements in this fully qualified name:

* **packagequalifier**: The name of the package (or the subpackages) in which the resource bundle is provided.
* **bundlename**: The name of the resource bundle that you’ll use in the program to refer and load it.
* **language**: A two-letter abbreviation typically given in lowercase for the locale’s language (in rare cases, it could be three letters as well).
* **country**: A two-letter abbreviation typically given in uppercase for the locale’s country (in rare cases, it could be three letters as well).
* **variant**: An arbitrary list of variants (in lowercase or uppercase) to differentiate locales when you need more than one locale for a language and country combination.

We’ve omitted describing script and extension since they are rarely used.
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For example, consider this fully qualified name:

localization.examples.AppBundle\_ en\_US\_Oracle\_exam

In this case, localization.examples is the package, AppBundle is the name of the resource bundle, en

is language (which stands for English), US is the country, and Oracle\_exam is the variant.

The two (or sometimes three) letter abbreviations for the locale’s language and country are predefined since they are based on international standards. We don’t provide the detailed list and there is also no need to know or remember all of them from the exam. You can look at the documentation of the Locale class to understand that.

on the oCpJp 8 exam, you’re not expected to memorize language codes or country codes that are used for naming resource bundles. however, you are expected to *remember the naming convention* and recognize the constituents of a fully qualified resource bundle name.

Given that there could be many resource bundles for a bundle name, what is the search sequence to determine the resource bundle to be loaded? To clarify, we present the sequence as a series of steps. The search starts from Step 1. If at any step the search finds a match, the resource bundle is loaded. Otherwise, the search proceeds to the next step (see Figure 13-3).
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***Figure 13-3.*** *Seach sequence for ResourceBundles*
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The search starts with the given locale details and if not found, proceeds with checking for default locale, as in:

BundleName + "\_" + language + "\_" + country + "\_" + variant BundleName + "\_" + language + "\_" + country

BundleName + "\_" + language

BundleName + "\_" + defaultLanguage + "\_" + defaultCountry BundleName + "\_" + defaultLanguage

Consider an example to find out how the matching resource bundle is found, and it will become clear to you. Assume that you have the following five entries in the search path, and your default locale is US English.

ResourceBundle.properties -- Global bundle ResourceBundle\_ar.properties -- Arabic language bundle

ResourceBundle\_en.properties -- English bundle (assuming en\_US is the default locale) ResourceBundle\_it.properties -- Italian language bundle ResourceBundle\_it\_IT\_Rome.properties -- Italian (Italy, Rome) bundle

the getBundle() method takes a ResourceBundle.Control object as an additional parameter.

By extending this ResourceBundle.Control class and passing the instance of that extended class to the getBundle() method, you can change the default resource bundle search process or read from non-standard resource bundle formats (such as XML files).

How can we find out what is the sequence of locales that Java is searching for? For that, let us extend the ResourceBundle.Control class and override the getCandidateLocales() method: this is to

programmatically access and print the list of candidate locales and finally display the matching locale. Note that “candidate locale” refers to locales being considered by Java during the search process. Assume that property files named ResourceBundle\_it\_IT\_Rome.properties and ResourceBundle\_en.properties are available. The program is given in Listing 13-8.

***Listing 13-8.*** CandidateLocales.java

import java.util.ResourceBundle; import java.util.List;

import java.util.Locale;

// Extend ResourceBundle.Control and override getCandidateLocales method

// to get the list of candidate locales that Java searches for

class TalkativeResourceBundleControl extends ResourceBundle.Control {

// override the default getCandidateLocales method to print

// the candidate locales first

public List<Locale> getCandidateLocales(String baseName, Locale locale) { List<Locale> candidateLocales = super.getCandidateLocales(baseName, locale); System.out.printf("Candidate locales for base bundle name %s and locale %s %n",

baseName, locale.getDisplayName()); candidateLocales.forEach(System.out::println);

return candidateLocales;

}

}
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// Use a helper method loadResourceBundle to load a bundle given the bundle name and locale class CandidateLocales {

public static void loadResourceBundle(String resourceBundleName, Locale locale) {

// Pass an instance of TalkativeResourceBundleControl

// to print candidate locales

ResourceBundle resourceBundle = ResourceBundle.getBundle(resourceBundleName, locale, new TalkativeResourceBundleControl());

String rbLocaleName = resourceBundle.getLocale().toString();

// if the resource bundle locale name is empty,

// it means default property file if(rbLocaleName.equals("")) {

System.out.println("Loaded the default property file with name: "

+ resourceBundleName);

} else {

System.out.println("Loaded the resource bundle for the locale: "

+ resourceBundleName + "." + rbLocaleName);

}

}

public static void main(String[] args) {

// trace how ResourceBundle\_it\_IT\_Rome.properties is resolved loadResourceBundle("ResourceBundle", new Locale("it", "IT", "Rome"));

}

}

It prints the following:

Candidate locales for base bundle name ResourceBundle and locale Italian (Italy, Rome) it\_IT\_Rome

it\_IT it

Loaded the resource bundle for the locale: ResourceBundle.it\_IT\_Rome

Now, before trying with other locales, consider how the program works. To trace how Java resolves the resource bundle to be finally loaded, you need to get the list of candidate locales. With the ResourceBundle.getBundle() method, you can pass an additional argument that is an instance of the ResourceBundle.Control class. For this reason, you define the TalkativeResourceBundleControl class.

The TalkativeResourceBundleControl class extends the ResourceBundle.Control class and overrides the getCandidateLocales() method. This getCandidateLocales() method returns a List<Locale> instance that contains the list of candidate locales for the given locale. You invoke super.getCandidateLocales() and traverse the resulting List<Locale> object to print the candidate locales so that you can examine the output later. From this overridden getCandidateLocales() method, you simply return this List<Locale> object. So, the behavior of TalkativeResourceBundleControl

is identical to ResourceBundle.Control except that the overridden getCandidateLocales() in

TalkativeResourceBundleControl prints the candidate locales.
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The CandidateLocales class makes use of the TalkativeResourceBundleControl. It has a helper method called loadResourceBundle() that takes the resource bundle name and the name of the locale as arguments. This method simply passes these argument values to the ResourceBundle.getBundle()

method; additionally it instantiates TalkativeResourceBundleControl and passes that object as the third argument to this method. The getBundle() method returns a ResourceBundle object. If the locale of

the ResourceBundle.getLocale() name is empty, it means Java has loaded the global resource bundle. (Remember that the global resource bundle for that bundle name does not have any associated locale details.) If the name of the locale is not empty, it means Java has resolved to that particular locale.

Now, consider the code in the main() method. It calls loadResourceBundle() for the locale it\_IT\_Rome.

There are three candidate locales and of that it correctly loaded the matching property file for the locale

it\_IT\_Rome. So you know that it loaded the property file ResourceBundle\_it\_IT\_Rome.properties correctly. To continue this experiment, let’s change the code inside the main() method of Listing 13-8 to this code:

loadResourceBundle("ResourceBundle", new Locale("fr", "CA", ""));

Now the program prints the following:

Candidate locales for base bundle name ResourceBundle and locale French (Canada) fr\_CA

fr

Candidate locales for base bundle name ResourceBundle and locale English (United States) en\_US

en

Loaded the resource bundle for the locale: ResourceBundle.en

Why does the program print the above output? Note that there is no corresponding property file for the fr\_CA locale in the list of property files. So, the search continues to check the property files for the default locale. In this case, the default locale is en\_US, and there is a property file for the en (English) locale. So, from the candidate locales, Java resolves to load the property file ResourceBundle\_en.properties correctly.

Here is the final example. Replace the code in the main() method with this statement:

loadResourceBundle("ResBundl", Locale.getDefault());

The program prints the following:

Candidate locales for base bundle name ResBundl and locale English (United States) en\_US

en

The exception in thread "main" java.util.MissingResourceException: Can't find bundle for base name ResBundl, locale en\_US

[... thrown stack trace elided ...]

You don’t have any resource bundle named ResBundl and you’ve given the default locale (en\_US in this case). Java searches for the bundle for this locale, and you know that you have not provided any bundle with name ResBundl. So, the program crashes after throwing a MissingResourceException.
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Let us briefly review the key points from each certification objective in this chapter. Please read it before appearing for the exam.

Read and set the locale by using the Locale object

* A *locale* represents a language, culture, or country; the Locale class in Java provides an abstraction for this concept.
* Each locale can have three entries: the language, country, and variant. You can use standard codes available for language and country to form locale tags. There are no standard tags for variants; you can provide variant strings based on your need.
* The getter methods in the Locale class—such as getLanguage(), getCountry(), and getVariant()—return *codes*; whereas the similar methods of getDisplayCountry(), getDisplayLanguage(), and getDisplayVariant() return *names*.
* The getDefault() method in Locale returns the default locale set in the JVM. You can change this default locale to another locale by using the setDefault() method.
* There are many ways to create or get a Locale object corresponding to a locale:
  + Use the constructor of the Locale class.
  + Use the forLanguageTag(String languageTag) method in the Locale class.
  + Build a Locale object by instantiating Locale.Builder and then call

setLanguageTag() from that object.

* + Use the predefined static final constants for locales in the Locale class.

Create and read a Properties file

* A resource bundle is a set of classes or property files that help define a set of keys and map those keys to locale-specific values.
* The class ResourceBundle has two derived classes: PropertyResourceBundle and ListResourceBundle. You can use ResourceBundle.getBundle() to get the bundle for a given locale.
* The PropertyResourceBundle class provides support for multiple locales in the form of property files. For each locale, you specify the keys and values in a property file for that locale. You can use only Strings as keys and values.
* To add support for a new locale, you can extend the ListResourceBundle class. In this derived class, you have to override the Object [][] getContents() method. The returned array must have the list of keys and values. The keys must be Strings, and values can be any objects.
* When passing the key string to the getObject() method to fetch the matching value in the resource bundle, make sure that the passed keys and the key in the resource bundle exactly match (the keyname is case sensitive). If they don’t match, you'll get a MissingResourceException.
* The naming convention for a fully qualified resource bundle name is packagequalifier.bundlename + "\_" + language + "\_" + country + "\_" + (variant + "\_#" | "#") + script + "-" + extensions.
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Build a resource bundle for each locale and load a resource bundle in an application

* The process of finding a matching resource bundle is same for classes extended from

ListResourceBundles as for property files defined for PropertyResourceBundles.

* Here is the search sequence to look for a matching resource bundle. Search starts from Step 1. If at any step the search finds a match, the resource bundle is loaded. Otherwise, the search proceeds to the next step.
  + **Step 1:** The search starts by looking for an exact match for the resource bundle with the full name.
  + **Step 2:** The last component (the part separated by \_) is dropped and the search is repeated with the resulting shorter name. *This process is repeated till the last locale modifier is left*.
  + **Step 3:** The search is continued using the full name of the bundle for the default locale.
  + **Step 4:** Search for the resource bundle with just the name of the bundle.
  + **Step 5:** The search fails, throwing a MissingBundleException.
* The getBundle() method takes a ResourceBundle.Control object as an additional parameter. By extending this ResourceBundle.Control class and passing that object, you can control or customize the resource bundle searching and loading process.

**QUeStION tIMe**

1. Which one of the following statements makes use of a factory method?
   1. Locale locale1 = new Locale("it", "", "");
2. NumberFormat.getInstance(Locale.GERMANY);
3. Locale locale3 = new Locale.Builder().setLanguageTag("it").build();
4. Date today = new Date();

e. Locale locale4 = Locale.ITALIAN;

1. Consider the following program and choose the correct option:

import java.util.Locale; class Test {

public static void main(String []args) {

Locale locale1 = new Locale("en"); //#1 Locale locale2 = new Locale("en", "in"); //#2 Locale locale3 = new Locale("th", "TH", "TH"); //#3 Locale locale4 = new Locale(locale3); //#4

System.out.println(locale1 + " " + locale2 + " " + locale3 + " " + locale4);

}

}
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a. this program will print the following: en en\_in th\_th\_th\_#u-nu-thai th\_th\_ th\_#u-nu-thai.

* 1. this program will print the following: en en\_in th\_th\_th\_#u-nu-thai (followed by a runtime exception).
  2. this program results in a compiler error at statement #1.
  3. this program results in a compiler error at statement #2.

e. this program results in a compiler error at statement #3.

F. this program results in a compiler error at statement #4.

1. Choose the best option based on this program:

import java.util.Locale; class LocaleTest {

public static void main(String []args) {

Locale locale = new Locale("navi", "pandora"); //#1 System.out.println(locale);

}

}

* 1. the program results in a compiler error at statement #1.

1. the program results in a runtime exception of NoSuchLocaleException.
2. the program results in a runtime exception of MissingResourceException.
3. the program results in a runtime exception of IllegalArgumentException.

e. the program prints the following: navi\_panDora.

1. For localization, resource bundle property files are created that consist of key-value pairs. Which one of the following is a valid key value pair as provided in a resource bundle property file for some strings mapped to German language?

A.

<pair> <key>from</key> <value>von</value> </pair>

<pair> <key>subject</key> <value> betreff </value> </pair> B.

from=von

subject=betreff

C.

key=from; value=von key=subject; value=betreff

D.

pair<from,von> pair<subject,betreff>
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1. assume that you’ve the following resource bundles in your classpath:

ResourceBundle.properties ResourceBundle\_ar.properties ResourceBundle\_en.properties ResourceBundle\_it.properties ResourceBundle\_it\_IT\_Rome.properties

also assume that the default locale is english (US), where the language code is en and

country code is US. Which one of these five bundles will be loaded for the call

loadResourceBundle("ResourceBundle", new Locale("fr", "CA", ""));?

a. ResourceBundle.properties

1. ResourceBundle\_ar.properties
2. ResourceBundle\_en.properties
3. ResourceBundle\_it.properties

e. ResourceBundle\_it\_IT\_Rome.properties

1. Which of the following is a correct override for extending the ListResourceBundle class?
2. public HashMap<String, String> getContents() { Map<String, String> contents = new HashMap<>(); contents.add("MovieName", "Avatar");

return contents;

}

1. public Object[] getContents() {

return new Object[] { { "MovieName" } , { "Avatar" } };

}

1. public Object[][] getContents() {

return new Object[][] { { "MovieName", "Avatar" } };

}

1. public String[] getKeysAndValues() {

return new String[] { { "MovieName" } , { "Avatar" } };

}

1. public String[] getProperties() {

return new String[] { { "MovieName" }, { "Avatar" } };

}
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###### Answers:

1. B. NumberFormat.getInstance(Locale.GERMANY);

a factory method creates an instance and returns back. Using a constructor directly to create an object is not related to a factory method, so a) and D) are not correct. C)

builds a locale and is an example for using the Builder pattern. e) merely accesses the predefined Locale object; so it’s not a method.

1. F. this program results in a compiler error at #4.

the Locale class supports three constructors that are used in statements #1, #2, and #3; however, there is no constructor in the Locale class that takes another Locale object as argument, so the compiler gives an error for statement #4.

1. e. the program prints the following: navi\_panDora.

to create a Locale object using the constructor Locale(String language, String country), any String values can be passed. Just attempting to create a Locale object will not result in throwing exceptions other than a NullPointerException, which could be raised for passing null Strings.

the toString() method of Locale class returns a string representation of the Locale

object consisting of language, country, variant, etc.)

1. B.

from=von subject=betreff

in the resource bundle property files, the key values are separated using the = symbol,

with each line in the resource file separated by a newline character.

1. C. resourceBundle\_en.properties

Java looks for candidate locales for a base bundle named ResourceBundle and locale French (Canada), and checks for the presence of the following property files:

ResourceBundle\_fr\_CA.properties ResourceBundle\_fr.properties

Since both of them are not there, Java searches for candidate locales for the base

bundle named ResourceBundle and a default locale (english - United States):

ResourceBundle\_en\_US.properties ResourceBundle\_en.properties

Java finds that there is a matching resource bundle, ResourceBundle\_en.properties. Hence it loads this resource bundle.
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6. C.

public Object[][] getContents() {

return new Object[][] { { "MovieName", "Avatar" } };

}

the return type of the getContents() method is Object[][]. Further, the method should return a new object of type Object [][] from the method body. hence, option C) is the correct answer.
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**Mock Exam**

The prospect of taking the OCPJP 8 exam raises many questions in your mind.

* “What types of questions are asked in the exam?”
* “What is the format of the questions?”
* “How hard are the questions?”
* “How do I know if I’m ready to take the exam?”

This chapter presents a *mock exam* that helps answer these questions. Use this mock exam as a mental dipstick to gauge how prepared you are to pass the OCPJP 8 exam.

The questions in this mock exam closely mimic the actual questions you will encounter on your OCPJP 8 exam. For instance, you will find these aspects in the actual OCPJP 8 exam: the questions will assume that necessary import statements are included; most questions will contain only relevant code segments (and not complete programs); and questions will appear in random order (and not according to the sequence of exam topics given in the exam syllabus). In this mock exam, we have adopted a similar approach to make this mock exam closely mimic the question format in the actual OCPJP 8 exam.

Before you get started, take a print out of the answer sheet given at the end of this exam. Take this exam as if it were your real OCPJP 8 exam by simulating real test conditions. Find a quiet place where you can take this mock exam without interruption or distraction. Mark your start and finish times, and stop if you

cross the exam time limit (2.5 hours). Observe closed-book rules: do not consult the answer key or any other any print, human, or web resources during this mock exam. Check the answers only after you complete the exam. Out of 85 questions, you need to answer at least 55 questions correctly to pass this exam (the passing score is 65%).

Best of luck!

413

Chapter 14  MoCk exaM

***Time*: 2 hours 30 minutes *No. of quesTioNs:* 85**

###### What will be the result of executing this code segment?

Stream.of("ace ", "jack ", "queen ", "king ", "joker ")

.mapToInt(card -> card.length())

.filter(len -> len > 3)

.peek(System.out::print)

.limit(2);

* 1. this code segment prints: jack queen king joker
  2. this code segment prints: jack queen
  3. this code segment prints: king joker
  4. this code segment does not print anything on the console

1. **Consider the following snippet:**

int ch = 0;

try (FileReader inputFile = new FileReader(file)) {

// #1

System.out.print( (char)ch );

}

}

###### Which one of the following statements can be replaced with statement #1 so that the contents of the file are correctly printed on the console and the program terminates.

* 1. while( (ch = inputFile.read()) != null) {
  2. while( (ch = inputFile.read()) != -1) {
  3. while( (ch = inputFile.read()) != 0) {
  4. while( (ch = inputFile.read()) != EOF) {

###### What will be the output of the following program?

class Base {

public Base() { System.out.println("Base");

}

}

class Derived extends Base { public Derived() {

System.out.println("Derived");

}

}
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class DeriDerived extends Derived { public DeriDerived() {

System.out.println("DeriDerived");

}

}

class Test {

public static void main(String []args) { Derived b = new DeriDerived();

}

}

1. Base Derived DeriDerived
2. Derived DeriDerived
3. DeriDerived Derived Base
4. DeriDerived Derived
5. DeriDerived
6. **Given this code segment:**

final CyclicBarrier barrier =

new CyclicBarrier(3, () -> System.out.println("Let's play"));

// LINE\_ONE

Runnable r = () -> { // LINE\_TWO System.out.println("Awaiting");

try {

barrier.await();

} catch(Exception e) { /\* ignore \*/ }

};

Thread t1 = new Thread(r); Thread t2 = new Thread(r); Thread t3 = new Thread(r);

t1.start();

t2.start();

t3.start();
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###### Choose the correct option based on this code segment.

1. this code segment results in a compiler error in line marked with the comment LINE\_ONE
2. this code segment results in a compiler error in line marked with the comment LINE\_TWO
3. this code prints:

Let's play

1. this code prints:

Awaiting Awaiting Awaiting Let's play

1. this code segment does not print anything on the console
2. **Given this class definition:**

class Point {

private int x = 0, y;

public Point(int x, int y) { this.x = x;

this.y = y;

}

// DEFAULT\_CTOR

}

###### Which one of the following definitions of the Point constructor can be replaced without compiler errors in place of the comment DEFAULT\_CTOR?

* 1. public Point() {

this(0, 0);

super();

}

* 1. public Point() {

super();

this(0, 0);

}

* 1. private Point() {

this(0, 0);

}

* 1. public Point() {

this();

}
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* 1. public Point() {

this(x, 0);

}

###### Consider the following program:

class Base {

public Base() { System.out.print("Base ");

}

public Base(String s) { System.out.print("Base: " + s);

}

}

class Derived extends Base { public Derived(String s) {

super(); // Stmt-1

super(s); // Stmt-2 System.out.print("Derived ");

}

}

class Test {

public static void main(String []args) { Base a = new Derived("Hello ");

}

}

###### Select three correct options from the following list:

* 1. removing only Stmt-1 will make the program compilable and it will print the following: Base Derived
  2. removing only Stmt-1 will make the program compilable and it will print the following: Base: Hello Derived
  3. removing only Stmt-2 will make the program compilable and it will print the following: Base Derived
  4. removing both Stmt-1 and Stmt-2 will make the program compilable and it will print the following: Base Derived
  5. removing both Stmt-1 and Stmt-2 will make the program compilable and it will print the following: Base: Hello Derived

###### Consider the following program and choose the right option from the given list:

class Base {

public void test() {

protected int a = 10; // #1

}

}
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class Test extends Base { // #2 public static void main(String[] args) { System.out.printf(null); // #3

}

}

1. the compiler will report an error at statement marked with the comment #1
2. the compiler will report an error at statement marked with the comment #2
3. the compiler will report errors at statement marked with the comment #3
4. the program will compile without any error
5. **Given this code segment:**

LocalDate joiningDate = LocalDate.of(2014, Month.SEPTEMBER, 20); LocalDate now = LocalDate.of(2015, Month.OCTOBER, 20);

// GET\_YEARS

System.out.println(years);

###### Which one of the following statements when replaced by the comment GET\_YEARS will print 1 on the console?

* 1. Period years = Period.between(joiningDate, now).getYears();
  2. Duration years = Period.between(joiningDate, now).getYears();
  3. int years = Period.between(joiningDate, now).getYears();
  4. Instant years = Period.between(joiningDate, now).getYears();

###### Consider the following program:

class Outer {

class Inner {

public void print() { System.out.println("Inner: print");

}

}

}

class Test {

public static void main(String []args) {

// Stmt#1 inner.print();

}

}

###### Which one of the following statements will you replace with // Stmt#1 to make the program compile and run successfully to print “Inner: print” in

**console?**
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1. Outer.Inner inner = new Outer.Inner();
2. Inner inner = new Outer.Inner();
3. Outer.Inner inner = new Outer().Inner();
4. Outer.Inner inner = new Outer().new Inner();

###### Consider the following program:

public class Outer { private int mem = 10; class Inner {

private int imem = new Outer().mem; // ACCESS1

}

public static void main(String []s) {

System.out.println(new Outer().new Inner().imem); // ACCESS2

}

}

###### Which one of the following options is correct?

* 1. When compiled, this program will result in a compiler error in line marked with comment ACCESS1
  2. When compiled, this program will result in a compiler error in line marked with comment ACCESS2
  3. When executed, this program prints 10
  4. When executed, this program prints 0

1. **Consider the following program:**

interface EnumBase { }

enumAnEnum implements EnumBase { // IMPLEMENTS\_INTERFACE ONLY\_MEM;

}

class EnumCheck {

public static void main(String []args) { if(AnEnum.ONLY\_MEM instanceof AnEnum) {

System.out.println("yes, instance of AnEnum");

}

if(AnEnum.ONLY\_MEM instanceof EnumBase) { System.out.println("yes, instance of EnumBase");

}

if(AnEnum.ONLY\_MEM instanceof Enum) { // THIRD\_CHECK System.out.println("yes, instance of Enum");

}

}

}
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###### Which one of the following options is correct?

1. this program results in a compiler error in the line marked with comment

IMPLEMENTS\_INTERFACE

1. this program results in a compiler in the line marked with comment

THIRD\_CHECK

1. When executed, this program prints the following:

yes, instance of AnEnum

1. When executed, this program prints the following:

yes, instance of AnEnum yes, instance of EnumBase

1. When executed, this program prints the following:

yes, instance of AnEnum yes, instance of EnumBase yes, instance of Enum

###### Which of the following statements are true with respect to enums? (Select all that apply.)

* 1. an enum can have private constructor
  2. an enum can have public constructor
  3. an enum can have public methods and fields
  4. an enum can implement an interface
  5. an enum can extend a class

1. **Choose the correct option based on this program:**

class base1 {

protected int var;

}

interface base2 {

int var = 0; // #1

}

class Test extends base1 implements base2 { // #2 public static void main(String args[]) {

System.out.println("var:" + var); // #3

}

}
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1. the program will report a compilation error at statement marked with the comment #1
2. the program will report a compilation error at statement marked with the comment #2
3. the program will report a compilation error at statement marked with the comment #3
4. the program will compile without any errors
5. **Consider the following program:**

class WildCard { interface BI {}

interface DI extends BI {} interface DDI extends DI {}

static class C<T> {}

static void foo(C<? super DI> arg) {}

public static void main(String []args) {

|  |  |  |
| --- | --- | --- |
|  | foo(new C<BI>()); | // ONE |
| foo(new C<DI>()); | // TWO |
| foo(new C<DDI>()); | // THREE |
| foo(new C()); | // FOUR |
| } |  |  |
| } |  |  |

###### Which of the following options are correct?

* 1. Line marked with comment ONE will result in a compiler error
  2. Line marked with comment TWO will result in a compiler error
  3. Line marked with comment THREE will result in a compiler error
  4. Line marked with comment FOUR will result in a compiler error

1. **Consider the following definitions:**

interface BI {}

interface DI extends BI {}

###### The following options provide definitions of a template class X. Which one of the options specifies class X with a type parameter whose upper bound declares DI to be the super type from which all type arguments must be derived?

* 1. class X <T super DI> { }
  2. class X <T implements DI> { }
  3. class X <T extends DI> { }
  4. class X <T extends ? & DI> { }
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###### In the context of Singleton pattern, which one of the following statements is true?

* 1. a Singleton class must not have any static members
  2. a Singleton class has a public constructor
  3. a Factory class may use Singleton pattern
  4. all methods of the Singleton class must be private

1. **Consider the following program:**

class ClassA {} interface InterfaceB {} class ClassC {}

class Test extends ClassA implements InterfaceB { String msg;

ClassC classC;

}

###### Which one of the following statements is true?

* 1. Class Test is related with ClassA with a haS-a relationship.
  2. Class Test is related to ClassC with a composition relationship.
  3. Class Test is related with String with an IS-a relationship.
  4. Class ClassA is related with InterfaceB with an IS-a relationship.

###### Choose the correct option based on the following code segment:

Comparator<String> comparer = (country1, country2) ->

country2.compareTo(country2); // COMPARE\_TO

String[] brics = {"Brazil", "Russia", "India", "China"}; Arrays.sort(brics, null);

Arrays.stream(brics).forEach(country -> System.out.print(country + " "));

* 1. the program results in a compiler error in the line marked with the comment

COMPARE\_TO

* 1. the program prints the following: Brazil russia India China
  2. the program prints the following: Brazil China India russia
  3. the program prints the following: russia India China Brazil
  4. the program throws the exception InvalidComparatorException
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* 1. the program throws the exception InvalidCompareException
  2. the program throws the exception NullPointerException

###### Which one of the following class definitions will compile without any errors?

* 1. class P<T> {

static T s\_mem;

}

* 1. class Q<T> {

T mem;

public Q(T arg) { mem = arg;

}

}

* 1. class R<T> {

T mem; public R() {

mem = new T();

}

}

* 1. class S<T> {

T []arr; public S() {

arr = new T[10];

}

}

1. **In a class that extends ListResourceBundle, which one of the following method definitions correctly overrides the getContents() method of the base class?**
   1. public String[][] getContents() {

return new Object[][] { { "1", "Uno" }, { "2", "Duo" }, { "3", "Trie" }};

}

* 1. public Object[][] getContents() {

return new Object[][] { { "1", "Uno" }, { "2", "Duo" }, { "3", "Trie" }};

}

* 1. private List<String> getContents() {

return new ArrayList (Arrays.AsList({ { "1", "Uno" }, { "2", "Duo" },

{ "3", "Trie" }});

}

* 1. protected Object[] getContents(){

return new String[] { "Uno", "Duo", "Trie" };

}
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###### Which one of the following interfaces declares a single abstract method named iterator()? (Note: Implementing this interface allows an object to be the target of the for-each statement.)

* 1. Iterable<T>
  2. Iterator<T>
  3. Enumeration<E>
  4. ForEach<T>

###### Choose the correct option based on this program:

import java.util.stream.Stream; public class Reduce {

public static void main(String []args) {

Stream<String> words = Stream.of("one", "two", "three");

int len = words.mapToInt(String::length).reduce(0, (len1, len2) -> len1 + len2);

System.out.println(len);

}

}

* 1. this program does not compile and results in compiler error(s)
  2. this program prints: onetwothree
  3. this program prints: 11
  4. this program throws an IllegalArgumentException

###### Which one of the following options is best suited for generating random numbers in a multi-threaded application?

* 1. Using java.lang.Math.random()
  2. Using java.util.concurrent.ThreadLocalRandom
  3. Using java.util.RandomAccess
  4. Using java.lang.ThreadLocal<T>

###### Given this code segment:

DateTimeFormatter fromDateFormat = DateTimeFormatter.ofPattern("MM/dd/yyyy");

// PARSE\_DATE

DateTimeFormatter toDateFormat = DateTimeFormatter.ofPattern("dd/MMM/YY"); System.out.println(firstOct2015.format(toDateFormat));
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###### Which one of the following statements when replaced with the comment PARSE\_DATE will result in the code to print “10/Jan/15”?

1. DateTimeFormatter firstOct2015 = DateTimeFormatter. parse("01/10/2015", fromDateFormat);
2. LocalTime firstOct2015 = LocalTime.parse("01/10/2015", fromDateFormat);
3. Period firstOct2015 = Period.parse("01/10/2015", fromDateFormat);
4. LocalDate firstOct2015 = LocalDate.parse("01/10/2015", fromDateFormat);

###### Consider the following program:

import java.util.\*; class ListFromVarargs {

public static <T> List<T> asList1(T... elements) {

ArrayList<T> temp = new ArrayList<>(); for(T element : elements) {

temp.add(element);

}

return temp;

}

public static <T> List<?> asList2(T... elements) { ArrayList<?> temp = new ArrayList<>();

for(T element : elements) { temp.add(element);

}

return temp;

}

public static <T> List<?> asList3(T... elements) { ArrayList<T> temp = new ArrayList<>();

for(T element : elements) { temp.add(element);

}

return temp;

}

public static <T> List<?> asList4(T... elements) { List<T> temp = new ArrayList<T>();

for(T element : elements) { temp.add(element);

}

return temp;

}

}
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###### Which of the asList definitions in this program will result in a compiler error?

1. the definition of asList1 will result in a compiler error
2. the definition of asList2 will result in a compiler error
3. the definition of asList3 will result in a compiler error
4. the definition of asList4 will result in a compiler error
5. None of the definitions (asList1, asList2, asList3, asList4) will result in a compiler error

###### Given this code segment:

IntFunction<UnaryOperator<Integer>> func = i -> j -> i \* j;

// LINE System.out.println(apply);

###### Which one of these statements when replaced by the comment marked with LINE will print 200?

* 1. Integer apply = func.apply(10).apply(20);
  2. Integer apply = func.apply(10, 20);
  3. Integer apply = func(10 , 20);
  4. Integer apply = func(10, 20).apply();

###### Given this code segment:

List<Map<List<Integer>, List<String>>> list = new ArrayList<>(); // ADD\_MAP Map<List<Integer>, List<String>> map = new HashMap<>();

list.add(null); // ADD\_NULL

list.add(map);

list.add(new HashMap<List<Integer>, List<String>>()); // ADD\_HASHMAP list.forEach(e -> System.*out*.print(e + " ")); // ITERATE

###### Which one of the following options is correct?

* 1. this program will result in a compiler error in line marked with comment

ADD\_MAP

* 1. this program will result in a compiler error in line marked with comment

ADD\_HASHMAP

* 1. this program will result in a compiler error in line marked with comment

ITERATE

* 1. When run, this program will crash, throwing a NullPointerException in line marked with comment ADD\_NULL
  2. When run, this program will print the following: null {} {}
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###### Given this code snippet:

LocalDate dateOfBirth = LocalDate.of(1988, Month.NOVEMBER, 4); MonthDay monthDay =

MonthDay.of(dateOfBirth.getMonth(), dateOfBirth.getDayOfMonth()); boolean ifTodayBirthday =

monthDay.equals(MonthDay.from(LocalDate.now())); // COMPARE System.out.println(ifTodayBirthday ? "Happy birthday!" : "Yet another day!");

###### Assume that today’s date is 4th November 2015. Choose the correct answer based on this code segment.

* 1. this code will result in a compiler error in the line marked with the comment COMPARE
  2. When executed, this code will throw DateTimeException
  3. this code will print: Happy birthday!
  4. this code will print: Yet another day!

###### Consider the following program:

class Base<T> { } class Derived<T> { } class Test {

public static void main(String []args) {

// Stmt #1

}

}

###### Which statements can be replaced with // Stmt#1 and the program remains compilable (choose two):

* 1. Base<Number> b = new Base<Number>();
  2. Base<Number> b = new Derived<Number>();
  3. Base<Number> b = new Derived<Integer>();
  4. Derived<Number> b = new Derived<Integer>();
  5. Base<Integer> b = new Derived<Integer>();
  6. Derived<Integer> b = new Derived<Integer>();

1. **Which of the following classes in the java.util.concurrent.atomic package inherit from java.lang.Number? (Select all that apply.)**
   1. AtomicBoolean
   2. AtomicInteger
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* 1. AtomicLong
  2. AtomicFloat
  3. AtomicDouble

###### Given the class definition:

class Student{

public Student(int r) {

rollNo = r;

}

int rollNo;

}

###### Choose the correct option based on this code segment:

HashSet<Student> students = new HashSet<>(); students.add(new Student(5)); students.add(new Student(10));

System.out.println(students.contains(new Student(10)));

* 1. this program prints the following: true
  2. this program prints the following: false
  3. this program results in compiler error(s)
  4. this program throws NoSuchElementException

###### Which of the following statements are true regarding resource bundles in the context of localization? (Select ALL that apply.)

* 1. java.util.ResourceBundle is the base class and is an abstraction of resource bundles that contain locale-specific objects
  2. java.util.PropertyResourceBundle is a concrete subclass of java.util. ResourceBundle that manages resources for a locale using strings provided in the form of a property file
  3. Classes extending java.util.PropertyResourceBundle must override the

getContents() method which has the return type Object [][]

* 1. java.util.ListResourceBundle defines the getKeys() method that returns enumeration of keys contained in the resource bundle

###### Which of the following statements is true regarding the classes or interfaces defined in the java.util.concurrent package? (Select ALL that apply.)

* 1. the Executor interface declares a single method execute(Runnable command) that executes the given command at sometime in the future
  2. the Callable interface declares a single method call() that computes a result
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* 1. the CopyOnWriteArrayList class is not thread-safe unlike ArrayList that is thread-safe
  2. the CyclicBarrier class allows threads to wait for each other to reach a common barrier point

1. **Given these two class declarations:**

class CloseableImpl implements Closeable { public void close() throws IOException {

System.out.println("In CloseableImpl.close()");

}

}

class AutoCloseableImpl implements AutoCloseable { public void close() throws Exception {

System.out.println("In AutoCloseableImpl.close()");

}

}

###### Choose the correct option based on this code segment:

try (Closeable closeableImpl = new CloseableImpl();

AutoCloseable autoCloseableImpl = new AutoCloseableImpl()) {

} catch (Exception ignore) {

// do nothing

}

finally {

// do nothing

}

* 1. this code segment does not print any output in console
  2. this code segment prints the following output:

In AutoCloseableImpl.close()

* 1. this code segment prints the following output:

In AutoCloseableImpl.close() In CloseableImpl.close()

* 1. this code segment prints the following output:

In CloseableImpl.close()

In AutoCloseableImpl.close()

###### Choose the correct option based on this code segment:

List<Integer> ints = Arrays.asList(1, 2, 3, 4, 5); ints.replaceAll(i -> i \* i); // LINE System.out.println(ints);
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1. this code segment prints: [1, 2, 3, 4, 5]
2. this program prints: [1, 4, 9, 16, 25]
3. this code segment throws java.lang.UnsupportedOperationException
4. this code segment results in a compiler error in the line marked with the comment LINE
5. **Choose the correct option for this code snippet:**

public static void main(String []files) {

try (FileReader inputFile = new FileReader(new File(files[0]))) { // #1 inputFile.close(); // #2

}

catch (FileNotFoundException | IOException e) { // #3 e.printStackTrace();

}

}

* 1. the code snippet will compile without any errors
  2. the compiler will report an error at statement marked with the comment #1
  3. the compiler will report an error at statement marked with the comment #2
  4. the compiler will report an error at statement marked with the comment #3

1. **Given this program:**

import java.time.\*;

import java.time.temporal.ChronoUnit;

class DecadeCheck {

public static void main(String []args) {

Duration tenYears = ChronoUnit.YEARS.getDuration().multipliedBy(10); Duration aDecade = ChronoUnit.DECADES.getDuration();

assert tenYears.equals(aDecade) : "10 years is not a decade!";

}

}

###### Assume that this program is invoked as follows:

java DecadeCheck

###### Choose the correct option based on this program:

* 1. this program does not compile and results in compiler error(s)
  2. When executed, this program prints: 10 years is not a decade!
  3. When executed, this program throws an AssertionError with the message “10 years is not a decade!”
  4. When executed, this program does not print any output and terminates normally
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###### Consider the following code segment:

while( (ch = inputFile.read()) != VALUE) { outputFile.write( (char)ch );

}

**Assume that inputFile is of type FileReader, and outputFile is of type FileWriter, and ch is of type int. The method read() returns the character if successful, or VALUE if the end of the stream has been reached. What is the correct value of this VALUE checked in the while loop for end-of-stream?**

* 1. -1
  2. 0

c) 255

1. Integer.MAX\_VALUE
2. Integer.MIN\_VALUE

###### Consider the following code snippet.

String srcFile = "Hello.txt"; String dstFile = "World.txt";

try (BufferedReader inputFile = new BufferedReader(new FileReader(srcFile)); BufferedWriter outputFile = new BufferedWriter(new FileWriter(dstFile))) { int ch = 0;

inputFile.skip(6);

while( (ch = inputFile.read()) != -1) { outputFile.write( (char)ch );

}

outputFile.flush();

} catch (IOException exception) { System.err.println("Error " + exception.getMessage());

}

###### Assume that you have a file named Hello.txt in the current directory with the following contents:

Hello World!

###### Which one of the following options correctly describes the behavior of this code segment (assuming that both srcFile and dstFile are opened successfully)?

* 1. the program will throw an IOException because skip() is called before calling read()
  2. the program will result in creating the file World.txt with the contents “World!” in it
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* 1. this program will result in throwing CannotSkipException
  2. this program will result in throwing IllegalArgumentException

###### Consider the following code segment:

try (BufferedReader inputFile = new BufferedReader(new FileReader(srcFile)); BufferedWriter outputFile

= new BufferedWriter(new FileWriter(dstFile))) { // TRY-BLOCK int ch = 0;

while( (ch = inputFile.read()) != -1) { // COND-CHECK outputFile.write( (char)ch );

}

} catch (Exception exception) {

System.err.println("Error in opening or processing file "

+ exception.getMessage());

}

**Assume that srcFile and dstFile are Strings. Choose the correct option.**

* 1. this program will get into an infinite loop because the condition check for end-of-stream (checking != -1) is incorrect
  2. this program will get into an infinite loop because the variable ch is declared as int instead of char
  3. this program will result in a compiler error in line marked with comment trY-BLoCk because you need to use , (comma) instead of ; (semi-colon) as separator for opening multiple resources
  4. this program works fine and copies srcFile to dstFile

###### Given the following definitions:

interface InterfaceOne<T> { void foo();

}

interface InterfaceTwo<T> { T foo();

}

interface InterfaceThree<T> { void foo(T arg);

}

interface InterfaceFour<T> { T foo(T arg);

}
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public class DateLambda {

public static void main(String []args) {

// STATEMENT

System.out.println(val.foo());

}

}

###### Which one of the following statements can be replaced with the line marked with the comment STATEMENT that the program will print the result that is same as the call LocalDateTime.now()?

1. InterfaceOne<LocalDateTime> val = LocalDateTime::now;
2. InterfaceTwo<LocalDateTime> val = LocalDateTime::now;
3. InterfaceThree<LocalDateTime> val = LocalDateTime::now;
4. InterfaceFour<LocalDateTime> val = LocalDateTime::now;

###### Which one of the following statements will compile without errors?

* 1. Locale locale1 = new Locale.US;
  2. Locale locale2 = Locale.US;
  3. Locale locale3 = new US.Locale();
  4. Locale locale4 = Locale("US");
  5. Locale locale5 = new Locale(Locale.US);

###### Choose the correct option based on this code segment:

String []exams = { "OCAJP 8", "OCPJP 8", "Upgrade to OCPJP 8" };

Predicate isOCPExam = exam -> exam.contains("OCP"); // LINE-1 List<String> ocpExams = Arrays.stream(exams)

.filter(exam -> exam.contains("OCP"))

.collect(Collectors.toList()); // LINE-2

boolean result =

ocpExams.stream().anyMatch(exam -> exam.contains("OCA")); // LINE-3 System.out.println(result);

* 1. this code results in a compiler error in line marked with the comment LINE-1
  2. this code results in a compiler error in line marked with the comment LINE-2
  3. this code results in a compiler error in line marked with the comment LINE-3
  4. this program prints: true
  5. this program prints: false
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###### Which one of the following code snippets shows the correct usage of try-with-resources statement?

* 1. public static void main(String []files) { try (FileReader inputFile

= new FileReader(new File(files[0]))) {

//...

}

catch(IOException ioe) {}

}

* 1. public static void main(String []files) { try (FileReader inputFile

= new FileReader(new File(files[0]))) {

//...

}

finally { } catch(IOException ioe) {}

}

* 1. public static void main(String []files) { try (FileReader inputFile

= new FileReader(new File(files[0]))) {

//...

}

catch(IOException ioe) {} finally { inputFile.close(); }

}

* 1. public static void main(String []files) { try (FileReader inputFile

= new FileReader(new File(files[0]))) {

//...

}

}

###### Two friends are waiting for some more friends to come so that they can go to a restaurant for dinner together. Which synchronization construct could be used here to programmatically simulate this situation?

* 1. java.util.concurrent.RecursiveTask
  2. java.util.concurrent.locks.Lock
  3. java.util.concurrent.CyclicBarrier
  4. java.util.concurrent.RecursiveAction

434

Chapter 14  MoCk exaM

###### Choose the correct option based on this program:

import java.util.\*;

public class ResourceBundle\_it\_IT extends ListResourceBundle { public Object[][] getContents() {

return contents;

}

static final Object[][] contents = {

{ "1", "Uno" },

{ "2", "Duo" },

{ "3", "Trie" },

};

public static void main(String args[]) { ResourceBundle resBundle =

ResourceBundle.getBundle("ResourceBundle", new Locale("it", "IT", ""));

System.out.println(resBundle.getObject(new Integer(1).toString()));

}

}

* 1. this program prints the following: Uno
  2. this program prints the following: 1
  3. this program will throw a MissingResourceException
  4. this program will throw a ClassCastException

###### Given this code segment:

Set<String> set = new CopyOnWriteArraySet<String>(); // #1 set.add("2");

set.add("1");

Iterator<String> iter = set.iterator(); set.add("3");

set.add("-1"); while(iter.hasNext()) {

System.out.print(iter.next() + " ");

}

###### Choose the correct option based on this code segment.

* 1. this code segment prints the following: 2 1
  2. this code segment the following: 1 2
  3. this code segment prints the following: -1 1 2 3
  4. this code segment prints the following: 2 1 3 -1
  5. this code segment throws a ConcurrentModificationException
  6. this code segment results in a compiler error in statement #1
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###### Choose the correct option based on this code segment:

Stream<Integer> ints = Stream.of(1, 2, 3, 4);

boolean result = ints.parallel().map(Function.identity()).isParallel(); System.out.println(result);

* 1. this code segment results in compiler error(s)
  2. this code segment throws InvalidParallelizationException for the call parallel()
  3. this code segment prints: false
  4. this code segment prints: true

1. **Choose the correct option based on this code segment:**

Path currPath = Paths.get(".");

try (DirectoryStream<Path> javaFiles = Files.newDirectoryStream(currPath, "\*.{java}")) {

for(Path javaFile : javaFiles) { System.out.println(javaFile);

}

} catch (IOException ioe) { System.err.println("IO Error occurred"); System.exit(-1);

}

* 1. this code segment throws a PatternSyntaxException
  2. this code segment throws an UnsupportedOperationException
  3. this code segment throws an InvalidArgumentException
  4. this code segment lists the files ending with suffix .java in the current directory

1. **Given this code segment:**

Path aFilePath = Paths.get("D:\\dir\\file.txt"); Iterator<Path> paths = aFilePath.iterator(); while(paths.hasNext()) {

System.out.print(paths.next() + " ");

}

Choose the correct option assuming that you are using a Windows machine and the file D:\dir\file.txt does not exist in the underlying file system.

* 1. the program throws a FileNotFoundException
  2. the program throws an InvalidPathException
  3. the program throws an UnsupportedOperationException
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* 1. the program gets into an infinite loop and keeps printing: path element: dir
  2. the program prints the following: dir file.txt

###### Which of the following is NOT a problem associated with thread synchronization using mutexes?

* 1. Deadlock
  2. Lock starvation
  3. type erasure
  4. Livelock

1. **Assume that a thread acquires a lock on an object obj; the same thread again attempts to acquire the lock on the same object obj. What will happen?**
   1. If a thread attempts to acquire a lock again, it will result in throwing an

IllegalMonitorStateException

* 1. If a thread attempts to acquire a lock again, it will result in throwing an

AlreadyLockAcquiredException

* 1. It is okay for a thread to acquire lock on obj again, and such an attempt will succeed
  2. If a thread attempts to acquire a lock again, it will result in a deadlock

1. **Which one of the following interfaces is empty (i.e., an interface that does not declare any methods)?**
   1. java.lang.AutoCloseable interface
   2. java.util.concurrent.Callable<T> interface
   3. java.lang.Cloneable interface
   4. java.lang.Comparator<T> interface

###### Consider the following program and choose the correct option that describes its output:

import java.util.concurrent.atomic.AtomicInteger; class Increment {

public static void main(String []args) {

AtomicInteger i = new AtomicInteger(0); increment(i);

System.out.println(i);

}

static void increment(AtomicInteger atomicInt){ atomicInt.incrementAndGet();

}

}
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1. 0
2. 1
3. this program throws an UnsafeIncrementException
4. this program throws a NonThreadContextException

###### What is the output of the following program?

class EnumTest {

enum Directions { North, East, West, South }; enum Cards { Spade, Hearts, Club, Diamond }; public static void main(String []args) {

System.out.println("equals: " + Directions.East.equals(Cards.Hearts)); System.out.println("ordinals: " +

(Directions.East.ordinal() == Cards.Hearts.ordinal()));

}

}

a)

equals: false ordinals: false

b)

equals: true ordinals: false

c)

equals: false ordinals: true

d)

equals: true ordinals: true

###### Consider the following program and choose the correct option:

import java.util.concurrent.atomic.AtomicInteger; class AtomicVariableTest {

private static AtomicInteger counter = new AtomicInteger(0);

static class Decrementer extends Thread { public void run() {

counter.decrementAndGet(); // #1

}

}
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static class Incrementer extends Thread { public void run() {

counter.incrementAndGet(); // #2

}

}

public static void main(String []args) { for(int i = 0; i < 5; i++) {

new Incrementer().start(); new Decrementer().start();

}

System.out.println(counter);

}

}

1. this program will always print 0
2. this program will print any value between -5 to 5
3. If you make the run() methods in the Incrementer and Decrementer classes synchronized, this program will always print 0
4. the program will report compilation errors at statements #1 and #2
5. **Which one of the following statements will compile without any errors?**
   1. Supplier<LocalDate> now = LocalDate::now();
   2. Supplier<LocalDate> now = () -> LocalDate::now;
   3. String now = LocalDate::now::toString;
   4. Supplier<LocalDate> now = LocalDate::now;

###### For the following enumeration definition, which one of the following prints the value 2 in the console?

enum Pets { Cat, Dog, Parrot, Chameleon };

* 1. System.out.print(Pets.Parrot.ordinal());
  2. System.out.print(Pets.Parrot);
  3. System.out.print(Pets.indexAt("Parrot"));
  4. System.out.print(Pets.Parrot.value());
  5. System.out.print(Pets.Parrot.getInteger());

###### Assume that the current directory is “D:\workspace\ch14-test”. Choose the correct option based on this code segment:

Path testFilePath = Paths.get(".\\Test"); System.out.println("file name:" + testFilePath.getFileName());

System.out.println("absolute path:" + testFilePath.toAbsolutePath()); System.out.println("Normalized path:" + testFilePath.normalize());
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1. file name:Test

absolute path:D:\workspace\ch14-test\.\Test Normalized path:Test

1. file name:Test

absolute path:D:\workspace\ch14-test\Test Normalized path:Test

1. file name:Test

absolute path:D:\workspace\ch14-test\.\Test Normalized path:D:\workspace\ch14-test\.\Test

1. file name:Test

absolute path:D:\workspace\ch14-test\.\Test Normalized path:D:\workspace\ch14-test\Test

###### Given this code segment:

BufferedReader br = new BufferedReader(new FileReader("names.txt")); System.out.println(br.readLine());

br.mark(100); // MARK System.out.println(br.readLine()); br.reset(); // RESET System.out.println(br.readLine());

###### Assume that names.txt exists in the current directory, and opening the file succeeds, and br points to a valid object. The content of the names.txt is the following:

olivea emma margaret emily

###### Choose the correct option.

* 1. this code segment prints the following:

olivea emma margaret

* 1. this code segment prints the following:

olivea emma olivea
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* 1. this code segment prints the following:

olivea emma emma

* 1. this code segment throws an IllegalArgumentException in the line MARK
  2. this code segment throws a CannotResetToMarkPositionException in the line RESET

###### Given this class definition:

abstract class Base {

public abstract Number getValue();

}

###### Which of the following two options are correct concrete classes extending

**Base class?**

a)

class Deri extends Base { protected Number getValue() {

return new Integer(10);

}

}

b)

class Deri extends Base { public Integer getValue() {

return new Integer(10);

}

}

c)

class Deri extends Base {

public Float getValue(float flt) { return new Float(flt);

}

}

d)

class Deri extends Base {

public java.util.concurrent.atomic.AtomicInteger getValue() { return new java.util.concurrent.atomic.AtomicInteger(10);

}

}
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###### Which TWO of the following classes are defined in the

**java.util.concurrent.atomic package?**

* 1. AtomicBoolean
  2. AtomicDouble
  3. AtomicReference<V>
  4. AtomicString
  5. AtomicObject<V>

###### Given the following class and interface definitions:

class CannotFlyException extends Exception {} interface Birdie {

public abstract void fly() throws CannotFlyException;

}

interface Biped { public void walk();

}

abstract class NonFlyer {

public void fly() { System.out.print("cannot fly "); } // LINE A

}

class Penguin extends NonFlyer implements Birdie, Biped { // LINE B public void walk() { System.out.print("walk "); }

}

Select the correct option for this code segment:

Penguin pingu = new Penguin(); pingu.walk();

pingu.fly();

* 1. Compiler error in line with comment LINe a because fly() does not declare to throw CannotFlyException
  2. Compiler error in line with comment LINe B because fly() is not defined and hence need to declare it abstract
  3. It crashes after throwing the exception CannotFlyException
  4. When executed, the program prints “walk cannot fly”

1. **Given this class definition:**

class Outer {

static class Inner {

public final String text = "Inner";

}

}
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###### Which one of the following expressions when replaced for the text in place of the comment /\*CODE HERE\*/ will print the output “Inner” in console?

class InnerClassAccess {

public static void main(String []args) { System.out.println(/\*CODE HERE\*/);

}

}

1. new Outer.Inner().text
2. Outer.new Inner().text
3. Outer.Inner.text
4. new Outer().Inner.text

###### Given this code snippet:

String[] fileList = { "/file1.txt", "/subdir/file2.txt", "/file3.txt" }; for (String file : fileList) {

try {

new File(file).mkdirs();

}

catch (Exception e) {

System.out.println("file creation failed"); System.exit(-1);

}

}

###### Assume that the underlying file system has the necessary permissions to create files, and that the program executed successfully without printing the message “file creation failed.” (In the answers, note that the term “current directory” means the directory from which you execute this program, and the term “root directory” in Windows OS means the root path of the current drive from which you execute this program.)

**Choose the correct option:**

* 1. this code segment will create file1.txt and file3.txt files in the current directory, and file2.txt file in the subdir directory of the current directory
  2. this code segment will create file1.txt and file3.txt directories in the current directory and the file2.txt directory in the “subdir” directory in the current directory
  3. this code segment will create file1.txt and file3.txt files in the root directory, and a file2.txt file in the “subdir” directory in the root directory
  4. this code segment will create file1.txt and file3.txt directories in the root directory, and a file2.txt directory in the “subdir” directory in the root directory
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###### Given these class definitions:

class Book {

public void read() { System.out.println("read!");

}

}

public class BookUse {

// DEFINE READBOOK HERE

public static void main(String []args) { new BookUse().readBook(Book::new);

}

}

###### Which one of the following code segments when replaced with the comment “DEFINE READBOOK HERE” inside the BookUse class will result in printing “read!” on the console?

a)

private void readBook(Supplier<? extends Book> book) { book.get().read();

}

b)

private static void readBook(Supplier<? extends Book> book) { Book::read;

}

c)

private void readBook(Consumer<? extends Book> book) { book.accept();

}

d)

private void readBook(Function<? extends Book> book) { book.apply(Book::read);

}

###### Given the class definition:

class Employee { String firstName; String lastName;

public Employee (String fName, String lName) { firstName = fName;

lastName = lName;

}
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public String toString() { return firstName + " " + lastName; } String getFirstName() { return firstName; }

String getLastName() { return lastName; }

}

here is a code segment:

Employee[] employees = { new Employee("Dan", "Abrams"),

new Employee("Steve", "Nash"), new Employee("John", "Nash"), new Employee("Dan", "Lennon"), new Employee("Steve", "Lennon")

};

Comparator<Employee> sortByFirstName =

((e1, e2) -> e1.getFirstName().compareTo(e2.getFirstName())); Comparator<Employee> sortByLastName =

((e1, e2) -> e1.getLastName().compareTo(e2.getLastName()));

// SORT

the sorting needs to be performed in descending order of the first names; when first names are the same, the names should then be sorted in ascending order of the last names. For that, which one of the following code segment will you replace

for the line marked by the comment SORT?

1. Stream.of(employees)

.sorted(sortByFirstName.thenComparing(sortByLastName))

.forEach(System.out::println);

1. Stream.of(employees)

.sorted(sortByFirstName.reversed().thenComparing(sortByLastName))

.forEach(System.out::println);

1. Stream.of(employees)

.sorted(sortByFirstName.thenComparing(sortByLastName).reversed())

.forEach(System.out::println);

1. Stream.of(employees)

.sorted(sortByFirstName.reversed().thenComparing(sortByLastName).reversed())

.forEach(System.out::println);

###### Given this code snippet:

Statement statement = connection.createStatement (ResultSet.TYPE\_SCROLL\_SENSITIVE, ResultSet.CONCUR\_UPDATABLE);

ResultSet resultSet = statement.executeQuery

("SELECT \* FROM EMPLOYEE WHERE EMPNAME = \"John\"");

resultSet.updateString("EMPNAME", "Jonathan");

// UPDATE
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###### Assume that the variable connection points to a valid Connection object and there exists an employee record with EMPNAME value “John”. The resultSet is updated by changing the value of EMPNAME column with the value “Jonathan” instead of “John”. For this change to be reflected in the underlying database, which one of the following statements will you replace with the comment UPDATE?

1. connection.updateAllResultSets();
2. resultSet.updateRow();
3. statement.updateDB();
4. connection.updateDatabase();

###### Given these class definitions:

class ReadDevice implements AutoCloseable { public void read() throws Exception { System.out.print("read; ");

throw new Exception();

}

public void close() throws Exception { System.out.print("closing ReadDevice; ");

}

}

class WriteDevice implements AutoCloseable { public void write() {

System.out.print("write; ");

}

public void close() throws Exception { System.out.print("closing WriteDevice; ");

}

}

###### What will this code segment print?

try(ReadDevice rd = new ReadDevice(); WriteDevice wd = new WriteDevice()) { rd.read();

wd.write();

} catch(Exception e) { System.out.print("Caught exception; ");

}

* 1. read; closing WriteDevice; closing ReadDevice; Caught exception;
  2. read; write; closing WriteDevice; closing ReadDevice; Caught exception;
  3. read; write; closing ReadDevice; closing WriteDevice; Caught exception;
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* 1. read; write; Caught exception; closing ReadDevice; closing WriteDevice;
  2. read; Caught exception; closing ReadDevice; closing WriteDevice;

###### Select all the statements that are true about streams (supported in

**java.util.stream.Stream interface)?**

* 1. Computation on source data is performed in a stream only when the terminal operation is initiated, i.e., streams are “lazy”
  2. once a terminal operation is invoked on a stream, it is considered consumed and cannot be used again
  3. once a stream is created as a sequential stream, its execution mode cannot be changed to parallel stream (and vice versa)
  4. If the stream source is modified when the computation in the stream is being performed, then it may result in unpredictable or erroneous results

1. **Given the code segment:**

List<Integer> integers = Arrays.asList(15, 5, 10, 20, 25, 0);

// GETMAX

###### Which of the code segments can be replaced for the comment marked with GETMAX to return the maximum value?

* 1. Integer max = integers.stream().max((i, j) -> i - j).get();
  2. Integer max = integers.stream().max().get();
  3. Integer max = integers.max();
  4. Integer max = integers.stream().mapToInt(i -> i).max();

###### Given the class definition:

class NullableBook { Optional<String> bookName;

public NullableBook(Optional<String> name) { bookName = name;

}

public Optional<String> getName() { return bookName;

}

}

###### Choose the correct option based on this code segment:

NullableBook nullBook = new NullableBook(Optional.ofNullable(null)); Optional<String> name = nullBook.getName(); name.ifPresent(System.out::println).orElse("Empty"); // NULL
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1. this code segment will crash by throwing NullPointerException
2. this code segment will print: Empty
3. this code segment will print: null
4. this code segment will result in a compiler error in line marked with NULL
5. **Choose the correct option for this code segment:**

List<String> lines = Arrays.asList("foo;bar;baz", "", "qux;norf"); lines.stream()

.flatMap(line -> Arrays.stream(line.split(";"))) // FLAT

.forEach(str -> System.out.print(str + ":"));

* 1. this code will result in a compiler error in line marked with the comment FLAT
  2. this code will throw a java.lang.NullPointerException
  3. this code will throw a java.util.regex.PatternSyntaxException
  4. this code will print foo:bar:baz::qux:norf:

###### Choose the correct option based on this code segment:

LocalDate feb28th = LocalDate.of(2015, Month.FEBRUARY, 28); System.out.println(feb28th.plusDays(1));

* 1. this program prints: 2015-02-29
  2. this program prints: 2015-03-01
  3. this program throws a java.time.DateTimeException
  4. this program throws a java.time.temporal. UnsupportedTemporalTypeException

###### Choose the correct option based on this code segment:

List<Integer> ints = Arrays.asList(1, 2, 3, 4, 5); ints.removeIf(i -> (i % 2 ==0)); // LINE System.out.println(ints);

* 1. this code segment prints: [1, 3, 5]
  2. this code segment prints: [2, 4]
  3. this code segment prints: [1, 2, 3, 4, 5]
  4. this code segment throws java.lang.UnsupportedOperationException
  5. this code segment results in a compiler error in the line marked with the comment LINE
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1. Given the class definition:

class Point {

public int x, y;

public Point(int x, int y) { this.x = x;

this.y = y;

}

public int getX() { return x; } public int getY() { return y; }

// other methods elided

}

###### Which one of the following enforces encapsulation? (Select all that apply.)

* 1. Make data members x and y private
  2. Make the Point class public
  3. Make the constructor of the Point class private
  4. remove the getter methods getX() and getY() methods from the Point class
  5. Make the Point class static

###### Given the definition:

class Sum implements Callable<Long> { // LINE\_DEF long n;

public Sum(long n) { this.n = n;

}

public Long call() throws Exception { long sum = 0;

for(long longVal = 1; longVal <= n; longVal++) { sum += longVal;

}

return sum;

}

}

Given that the sum of 1 to 5 is 15, select the correct option for this code segment:

Callable<Long> task = new Sum(5);

ExecutorService es = Executors.newSingleThreadExecutor(); // LINE\_FACTORY Future<Long> future = es.submit(task); // LINE\_CALL System.out.printf("sum of 1 to 5 is %d", future.get());

es.shutdown();

449

Chapter 14  MoCk exaM

1. this code results in a compiler error in the line marked with the comment

LINE\_DEF

1. this code results in a compiler error in the line marked with the comment

LINE\_FACTORY

1. this code results in a compiler error in the line marked with the comment

LINE\_CALL

1. this code prints: sum of 1 to 5 is 15

###### Given this class definition:

public class AssertCheck {

public static void main(String[] args) { int score = 0;

int num = 0;

assert ++num > 0 : "failed"; int res = score / num; System.out.println(res);

}

}

###### Choose the correct option assuming that this program is invoked as follows:

java –ea AssertCheck

* 1. this program crashes by throwing java.lang.AssertionError with the message “failed”
  2. this program crashes by throwing java.lang.ArithmeticException with the message “/ by zero”
  3. this program prints: 0
  4. this program prints “failed” and terminates normally

1. **Given this code segment:**

BufferedReader br = new BufferedReader(new InputStreamReader(System.in)); String integer = br.readLine();

// CODE System.out.println(val);

###### Which one of the following statements when replaced by the comment CODE will successfully read an integer value from console?

* 1. int val = integer.getInteger();
  2. int val = Integer.parseInt(integer);
  3. int val = String.parseInt(integer);
  4. int val = Number.parseInteger(integer);
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###### Which one of the following definitions of the AResource class implementation is correct so that it can be used with try-with-resources statement?

* 1. classAResource implements Closeable {

protected void close() /\* throws IOException \*/ {

// body of close to release the resource

}

}

* 1. classAResource implements Closeable {

public void autoClose() /\* throws IOException \*/ {

// body of close to release the resource

}

}

* 1. class AResource implements AutoCloseable { void close() /\* throws IOException \*/ {

// body of close to release the resource

}

}

* 1. class AResource implements AutoCloseable { public void close() throws IOException {

// body of close to release the resource

}

}

###### Which of the following are functional interfaces? (Select all that apply.)

* 1. @FunctionalInterface interface Foo {

void execute();

}

* 1. @FunctionalInterface interface Foo {

void execute();

boolean equals(Object arg0);

}

* 1. @FunctionalInterface interface Foo {

boolean equals(Object arg0);

}

* 1. interface Foo{}
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###### Choose the correct option based on this code segment:

Stream<String> words = Stream.of("eeny", "meeny", "miny", "mo");

// LINE\_ONE

String boxedString = words.collect(Collectors.joining(", ", "[", "]"));

// LINE\_TWO System.out.println(boxedString);

* 1. this code results in a compiler error in line marked with the comment LINE\_ONE
  2. this code results in a compiler error in line marked with the comment LINE\_TWO
  3. this program prints: [eeny, meeny, miny, mo]
  4. this program prints: [eeny], [meeny], [miny], [mo]

1. **Choose the correct option based on the following code snippet. Assume that DbConnector.connectToDb() returns a valid Connection object and that the EMPLOYEE table has a column named CUSTOMERID of type VARCHAR(3).**

ResultSet resultSet = null;

try (Connection connection = DbConnector.connectToDb()) {

// LINE\_ONE

Statement statement = connection.createStatement(); resultSet = statement.executeQuery

("SELECT \* FROM CUSTOMER WHERE CUSTOMERID = 1212"); // LINE\_TWO

}

while (resultSet.next()){ // LINE\_THREE resultSet.getString("CUSTOMERID");

}

* 1. this code results in a compiler error in line marked with the comment

LINE\_ONE

* 1. this code results in a compiler error in line marked with the comment

LINE\_TWO

* 1. this code results in a compiler error in line marked with the comment

LINE\_THREE

* 1. this code prints "1212" on the console and terminates
  2. this code gets into an infinite loop and keeps printing "1212" on the console
  3. this code throws SQLException
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###### Given this code snippet:

public static Connection connectToDb() throws SQLException { String url = "jdbc:mysql://localhost:3306/";

String database = "addressBook"; String userName = "root";

String password = "mysql123";

// CONNECT\_TO\_DB

}

###### Which one of the following statements will you replace with the comment

**CONNECT\_TO\_DB to create a Connection object?**

* 1. return DatabaseManager.getConnection(url, database, userName, password);
  2. return Connection.getConnection(url, database, userName, password);
  3. return DriverManager.getConnection(url + database, userName, password);
  4. return DatabaseDriver.getConnection(url + database, userName, password);

###### Choose the correct option based on this code segment:

Path path = Paths.get("file.txt");

// READ\_FILE

lines.forEach(System.out::println);

###### Assume that a file named “file.txt” exists in the directory in which this code segment is run and has the content “hello”. Which one of these options can be replaced by the text READ\_FILE that will successfully read the “file.txt” and print “hello” on the console?

* 1. List<String> lines = Files.lines(path);
  2. Stream<String> lines = Files.lines(path);
  3. Stream<String> lines = File.readLines(path);
  4. Stream<String> lines = Files.readAllLines(path);
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###### Answer Sheet

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Question No** | **Answer** | **Question No** | **Answer** | **Question No** | **Answer** |
| 1 |  | 31 |  | 61 |  |
| 2 |  | 32 |  | 62 |  |
| 3 |  | 33 |  | 63 |  |
| 4 |  | 34 |  | 64 |  |
| 5 |  | 35 |  | 65 |  |
| 6 |  | 36 |  | 66 |  |
| 7 |  | 37 |  | 67 |  |
| 8 |  | 38 |  | 68 |  |
| 9 |  | 39 |  | 69 |  |
| 10 |  | 40 |  | 70 |  |
| 11 |  | 41 |  | 71 |  |
| 12 |  | 42 |  | 72 |  |
| 13 |  | 43 |  | 73 |  |
| 14 |  | 44 |  | 74 |  |
| 15 |  | 45 |  | 75 |  |
| 16 |  | 46 |  | 76 |  |
| 17 |  | 47 |  | 77 |  |
| 18 |  | 48 |  | 78 |  |
| 19 |  | 49 |  | 79 |  |
| 20 |  | 50 |  | 80 |  |
| 21 |  | 51 |  | 81 |  |
| 22 |  | 52 |  | 82 |  |
| 23 |  | 53 |  | 83 |  |
| 24 |  | 54 |  | 84 |  |
| 25 |  | 55 |  | 85 |  |
| 26 |  | 56 |  |  |  |
| 27 |  | 57 |  |  |  |
| 28 |  | 58 |  |  |  |
| 29 |  | 59 |  |  |  |
| 30 |  | 60 |  |  |  |
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###### Answers and Explanations

1.

d) this code segment does not print anything on the console

the limit() method is an intermediate operation and not a terminal operation. Since there is no terminal operation in this code segment, elements are not

processed in the stream and hence it does not print anything on the console.

2.

b) while( (ch = inputFile.read()) != -1) {

the read() method returns -1 when the file reaches the end. Why other options are wrong:

option a) Since ch is of type int, it cannot be compared with null.

option c) With the check != 0, the program will never terminate since inputFile. read() returns -1 when it reaches end of the file.

option d) Using the identifier EOF will result in a compiler error.

3.

1. Base

Derived DeriDerived

Whenever a class gets instantiated, the constructor of its base classes (the constructor of the root of the hierarchy gets executed first) gets invoked before the constructor of the instantiated class.

4.

d) this code prints:

Awaiting Awaiting Awaiting Let's play

there are three threads expected in the CyclicBarrier because of the value 3 given as the first argument to the CyclicBarrier constructor. When a thread

executes, it prints “Awaiting” and awaits for the other threads (if any) to join. once all three threads join, they cross the barrier and the message “Let's play” gets

printed on the console.

5.

c) private Point() {

this(0, 0);

}
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options a) and b) Both the calls super() and this() cannot be provided in a constructor

option d) the call this(); will result in a recursive constructor invocation for

Point() constructor (and hence the compiler will issue an error)

option e) You cannot refer to an instance field x while explicitly invoking a constructor using this keyword

6.

1. removing Stmt-1 will make the program compilable and it will print the following: Base: hello Derived.
2. removing Stmt-2 will make the program compilable and it will print the following: Base Derived
3. removing both Stmt-1 and Stmt-2 will make the program compilable and it will print the following: Base Derived

Why other options are wrong:

option a) If you remove Stmt-1, a call to super(s) will result in printing Base: Hello, and then constructor of the Derived class invocation will print Derived. hence it does not print: Base Derived.

option e) If you remove Stmt-1 and Stmt-2, you will get a compilable program but it will result in printing: Base Derived and not Base: Hello Derived.

7.

a) the compiler will report an error at statement line marked with the comment #1

Statement #1 will result in a compiler error since the keyword protected is not allowed inside a method body. You cannot provide access specifiers (public, protected, or private) inside a method body.

Why other options are wrong:

option b) It is acceptable to extend a base class and hence there is no compiler error in line marked with comment #2.

option c) It is acceptable to pass null to printf function hence there is no compiler error in line marked with comment #2.

option d) this program will not compile cleanly and hence this option is wrong.

8.

1. int years = Period.between(joiningDate, now).getYears();

the between() method in Period returns a Period object. the getYears() method called on the returned Period returns an int. hence, option c) that declares years as int is the correct option.

Using the other three options will result in compiler errors because the getYears()

method of Period return an int.
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9.

1. Outer.Inner inner = new Outer().new Inner();

option d) uses the correct syntax for instantiating outer and Inner classes. the other three options will result in compiler error(s).

10.

c) this program runs and prints 10

an inner class can access even the private members of the outer class. Similarly, the private variable belonging to the inner class can be accessed in the outer class.

Why other options are wrong:

options a) and b) are wrong because this program compiles without any errors. the variable mem is initialized to value 10 and that gets printed by the program (and not 0) and hence option d) is wrong.

11.

e) When executed, this program prints the following:

yes, instance of AnEnum yes, instance of EnumBase yes, instance of Enum

an enumeration can implement an interface (but cannot extend a class, or cannot be a base class). each enumeration constant is an object of its enumeration type.

an enumeration automatically extends the abstract class java.util.Enum. hence, all the three instanceof checks succeed.

Why other options are wrong:

this program compiles cleanly and hence options a) and b) are wrong. options c) and d) do not provide the complete output of the program and hence they are also incorrect.

12.

a) an enum can have private constructor

1. an enum can have public methods and fields
2. an enum can implement an interface Why other options are wrong:

option b) an enum cannot have public constructor(s)

option e) an enum cannot extend a class
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13.

c) the program will report a compilation error at statement marked with the comment #3

Statements marked with the comment #1 and #2 will not result in any compiler errors; only access to the variable var will generate a compiler error since the access is ambiguous (since the variable is declared in both base1 and base2).

14.

c) the line marked with comment THREE will result in a compiler error

options a) and b) For the substitution to succeed, the type substituted for the wildcard ? should be DI or one of its super types.

option c) the type DDI is not a super type of DI, so it results in a compiler error.

option d) the type argument is not provided, meaning that C is a raw type in the expression new C(). hence, this will elicit a compiler warning, but not an error.

15.

c) class X <T extends DI> { }

the keyword extends is used to specify the upper bound for type T; with this, only the classes or interfaces implementing the interface DI can be used as a replacement for T. Note that the extends keyword is used for any base type—

irrespective of whether the base type is a class or an interface.

16.

c) a Factory class may use Singleton pattern

a Factory class generates the desired type of objects on demand. hence, it might be required that only one Factory object exists; in this case, Singleton can be employed in a Factory class.

Why other options are wrong:

1. a Singleton class needs to have a static member to return a singleton instance
2. a Singleton class must declare its constructor(s) private to ensure that they are not instantiated

d) a static method (typically named getInstance()) with public access may need to be provided to get the instance of the Singleton class.

17.

1. Class Test is related with ClassC with a composition relationship.

When a class inherits from another class, they share an IS-a relationship. on the other hand, if a class uses another class (by declaring an instance of another class), then the first class has a haS-a relationship with the used class.
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18.

1. the program prints the following: Brazil China India russia.

For the sort() method, null value is passed as the second argument, which indicates that the elements’ “natural ordering” should be used. In this case, natural

ordering for Strings results in the strings sorted in ascending order. Note that passing null to the sort() method does not result in a NullPointerException.

the statement marked with COMPARE\_TO will compile without errors. Note that the variable comparer is unused in this code segment.

19.

b) class Q<T> {

T mem;

public Q(T arg) { mem = arg;

}

}

option a) You cannot make a static reference of type T in a generic class. option c) and d) You cannot instantiate the type T or T[] using new operator in a generic class.

20.

* + 1. public Object[][] getContents() {

return new Object[][] { { "1", "Uno" }, { "2", "Duo" }, { "3", "Trie" }};

}

the getContents() method is declared in ListResourceBundle as follows:

protected abstract Object[][] getContents()

the other three definitions are incorrect overrides and will result in compiler error(s).

21.

a) Iterable<T>

the interface Iterable<T> declares this single method:

Iterator<T> iterator();

this iterator() method returns an object of type Iterator<t>. a class must implement Iterable<t> for using its object in a for-each loop. though Iterable interface (in Java 8) defines forEach() and spliterator() methods, they are

default methods and not static methods.
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Why other options are wrong:

option b) the Iterator<T> interface declares abstract methods hasNext() and

next(), and defines default methods remove() and forEachRemaining().

option c) the Enumeration<T> interface declares hasMoreelements() and

nextElement() methods.

option d) there is no interface named ForEach<T> in the Java core library.

22.

* + 1. this program prints: 11

this program compiles without any errors. the variable words point to a stream of Strings. the call mapToInt(String::length) results in a stream of Integers with the length of the strings. one of the overloaded versions of reduce() method

takes two arguments:

T reduce(T identity, BinaryOperator<T> accumulator);

the first argument is the identity value, which is given as the value 0 here. the second operand is a BinaryOperator match for the lambda expression

(len1, len2) -> len1 + len2. the reduce() method thus adds the length of all

the three strings in the stream, which results in the value 11.

23.

b) Using java.util.concurrent.ThreadLocalRandom java.lang.Math.random() is not efficient for concurrent programs. Using

ThreadLocalRandom results in less overhead and contention when compared to

using Random objects in concurrent programs (and hence using this class type is

the best option in this case).

java.util.RandomAccess is unrelated to random number generation. this interface is the base interface for random access data structures and

is implemented by classes such as Vector and ArrayList. java.lang. ThreadLocal<T> class provides support for creating thread-local variables.

24.

d) LocalDate firstOct2015 = LocalDate.parse("01/10/2015", fromDateFormat);

You need to use LocalDate for parsing the date string given in the DateTimeFormatter variable fromDateFormat (with the format string MM/dd/yyyy”). other options will not compile.

25.

b) the definition of asList2 will result in a compiler error.

In the asList2 method definition, temp is declared as ArrayList<?>. Since the template type is a wild-card, you cannot put any element (or modify the container). hence, the method call temp.add(element); will result in a compiler error.
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26.

a) Integer apply = func.apply(10).apply(20);

the IntFunction<R> takes an argument of type int and returns a value of type R.

the UnaryOperator<T> takes an argument of type T and returns a value of type T.

the correct way to invoke func is to call func.apply(10).apply(10) (the other three options do not compile). the first call apply(10) results in an Integer object that is passed to the lambda expression; calling apply(20) results in executing the expression (i \* j) that evaluates to 200.

the other three options will result in compiler error(s).

27.

e) When run, this program will print the following: null {} {}

the lines marked with comments ADD\_MAP and ADD\_HASHMAP are valid uses of the diamond operator to infer type arguments. Calling the add() method passing null does not result in a NullPointerException. the program, when run, will successfully print the output null {} {} (null output indicates a null value was added to the list, and the {} output indicates that Map is empty).

28.

c) this code will print: Happy birthday!

this code gets the month-and-day components from the given LocalDate and creates a MonthDay object. another way to create a MonthDay object is to call the from() method and pass a LocalDate object. the equals() method compares if

the month and date components are equal and if so returns true. Since the month

and day components are equal in this code (assuming that the today’s date is 4th November 2015 as given in the question), it results in printing “Happy birthday!”.

29.

1. Base<Number> b = new Base<Number>();

f) Derived<Integer> b = new Derived<Integer>();

Note that Base and Derived are not related by an inheritance relationship. Further, for generic type parameters, subtyping doesn’t work: you cannot assign a derived

generic type parameter to a base type parameter.

30.

1. AtomicInteger
2. AtomicLong

Classes AtomicInteger and AtomicLong extend Number class.
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Why other options are wrong:

option a) AtomicBoolean does not extend java.lang.Number.

options d) and e) Classes named as AtomicFloat or AtomicDouble do not exist in the java.util.concurrent.atomic package.

31.

1. this program prints the following: false

Since methods equals() and hashcode() methods are not overridden in the

Student class, the contains() method will not work as intended and prints false.

32.

1. ResourceBundle is the base class and is an abstraction of resource bundles that contain locale-specific objects
2. java.util.PropertyResourceBundle is a concrete subclass of java.util. ResourceBundle that manages resources for a locale using strings provided in the form of a property file

d) java.util.ListResourceBundle defines the getKeys() method that returns enumeration of keys contained in the resource bundle

the option c) is not to be selected. there is no such method named getContents()

method that has the return type Object [][]. It has the method getKeys()

that returns an enumeration of keys contained in the resource bundle. It is classes that extend java.util.ListResourceBundle (and not java.util. PropertyResourceBundle as given in this option) that must override the getContents() method that has the return type Object [][].

33.

1. the Executor interface declares a single method execute(Runnable command)

that executes the given command at some time in the future

1. the Callable interface declares a single method call() that computes a result

d) the CyclicBarrier class allows threads to wait for each other to reach a common barrier point

these three options are true.

option c) is incorrect because the CopyOnWriteArrayList class is thread-safe whereas ArrayList class is not thread-safe.

34.

1. this code segment prints the following output:

In AutoCloseableImpl.close() In CloseableImpl.close()
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the types implementing AutoCloseable can be used with a try-with-resources statement. the Closeable interface extends AutoCloseable, so classes implementing Closeable can also be used with a try-with-resources statement.

the close() methods are called in the opposite order when compared to the order of resources acquired in the try-with-resources statement. So, this program calls the close() method of AutoCloseableImpl first, and after that calls the close()

method on the CloseableImpl object.

35.

b) this program prints: [1, 4, 9, 16, 25]

the replaceAll() method (added in Java 8 to the List interface) takes an UnaryOperator as the argument. In this case, the unary operator squares the integer values. hence, the program prints [1, 4, 9, 16, 25]. the underlying

List object returned by Arrays.asList() method can be modified using the replaceAll() method and it does not result in throwing java.lang. UnsupportedOperationException.

36.

d) the compiler will report an error at the statement marked with the comment #3

Both of the specified exceptions belong to the same hierarchy (FileNotFoundException derives from an IOException), so you cannot specify both exceptions together in the multi-catch handler block.

It is not a compiler error to explicitly call close() method for a FileReader object inside a try-with-resources block.

37.

d) When executed, this program does not print any output and terminates normally

the program compiles cleanly without any errors. assertions are disabled by default. Since assertions are not enabled when invoking this program, it does not

evaluate the assert expression. hence, the program terminates normally without

printing any output on the console.

38.

a) -1

the read() method returns the value -1 if end-of-stream (eoS) is reached, which is checked in this while loop.

39.

b) the program will result in creating the file World.txt with the contents “World!” in it.

the method call skip(n) skips n bytes (i.e., moves the buffer pointer by n bytes). In this case, 6 bytes need to be skipped, so the string “hello” is not copied in the while loop while reading and writing the file contents.
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Why other options are wrong:

option a) the skip() method can be called before the read() method. option c) No exception named CannotSkipException exists.

option d) the skip() method will throw an IllegalArgumentException only if a negative value is passed.

40.

1. this program works fine and copies srcFile to dstFile

Why other options are wrong:

options a) and b) this program does not get into an infinite loop because the condition check for end-of-stream (checking != -1) is correct and the variable ch needs to be declared as int (and not char).

option c) You can use ; (semi-colon) as separator for opening multiple resources in try-with-resources statement.

41.

b) InterfaceTwo<LocalDateTime> val = LocalDateTime::now; the method now() in LocalDateTime is declared with the signature: LocalDateTime now()

the matching functional interface should also have an abstract method that takes no argument and returns a value of type T. Since InterfaceTwo has the abstract method declared as T foo(), the statement InterfaceTwo<LocalDateTime> val = LocalDateTime::now; succeeds. From the interface, the method can

be invoked with val.foo(); since val refers to LocalDateTime::now, and it is equivalent to making the call LocalDateTime.now().

42.

b) Locale locale2 = Locale.US;

the static public final Locale US member in the Locale class is accessed using the expression Locale.US, as in option b).

the other options will result in compiler error(s).

43.

1. this code results in a compiler error in line marked with the comment LINE-1

the functional interface Predicate<T> takes type T as the generic parameter that is not specified in LINE-1. this results in a compiler error because the lambda expression uses the method contains() in the call exam.contains(“OCP”).

If Predicate<String> were specified (as in Predicate isOCPExam = exam -> exam.contains("OCP")), this code segment would compile without errors, and when executed will print “false”.
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44.

a) public static void main(String []files) {

try (FileReader inputFile

= new FileReader(new File(files[0]))) {

//...

}

catch(IOException ioe) {}

}

Why other options are wrong:

* + option b) provides finally before the catch block, it will result in a compiler error.
  + option c) uses the variable inputFile in the statement inputFile.close() that is not accessible in the finally block and hence results in a compiler error. option

d) the required catch block in this context is missing in the code (because the try block code may throw IOException), and hence it is incorrect usage.

45.

c) java.util.concurrent.CyclicBarrier

CyclicBarrier is used when threads may need to wait at a predefined execution point until all other threads reach that point. this construct matches the given requirements.

Why other options are wrong:

46.

47.

* options a) and d) java.util.concurrent.RecursiveTask and java.util.concurrent.RecursiveAction are used in the context of executing tasks in fork-join framework.
* option b) the java.util.concurrent.locks.Lock class provides better abstraction for locking and unlocking than using the synchronized keyword.

a) this program prints the following: Uno

this program correctly extends ListResourceBundle and defines a resource bundle for the locale it\_IT.

the getObject() method takes String as an argument; this method returns the value of the matching key. the expression new Integer(1).toString() is equivalent of providing the key “1”, so the program prints Uno in the console.

1. this code segment prints the following: 2 1

this code segment modifies the underlying CopyOnWriteArrayList container object using the add() method. after adding the elements “2” and “1”, the iterator object is created. after creating this iterator object, two more elements are added,

so internally a copy of the underlying container is created due to this modification to the container. But the iterator still refers to the original container that had two elements. So, this program results in printing 2 and 1. If a new iterator is created after adding these four elements, it will iterate over all those four elements.
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48.

d) this code segment prints: true

the stream pointed by ints is a sequential stream because sequential is the default execution mode. the call to parallel() method changes the execution mode

to parallel stream. the isParallel() method returns true because the current

execution mode of the stream is parallel.

Why other options are wrong:

option a) this code compiles without errors. the call to map(Function. identity()) is acceptable because the argument Function.identity() just returns the same stream element it is passed with.

option b) It is possible to change the execution mode of a stream after it is created, and it does not result in throwing any exceptions.

option c) the isParallel() method returns the current execution mode and not the execution mode when the stream was created. So the isParallel() method returns true in this code (and not false as given in this option).

49.

d) this code segment lists the files ending with suffix .java in the current directory

the path “.” specifies the current directory. the pattern “\*.{java}" matches file names with suffix .java.

50.

e) this code segment prints the following: dir file.txt

the name elements in a path object are identified based on the separators. Note: to iterate name elements of the Path object does not actually require that the corresponding files/directories must exist, so it will not result in throwing any

exceptions.

51.

c) type erasure

Deadlocks, lock starvation, and livelocks are problems that arise when using mutexes for thread synchronization. type erasure is a concept related to generics where the generic type information is lost once the generic type is compiled.

52.

1. It is okay for a thread to acquire lock on obj again, and such an attempt will succeed

Java locks are reentrant: a Java thread, if it has already acquired a lock, can acquire it again, and such an attempt will succeed. No exception is thrown and no deadlock occurs for this case.
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53.

c) java.lang.Cloneable interface

From the documentation of clone() method: “By *convention*, classes that implement this interface should override the Object.clone() method. Note that this interface does *not* contain the clone method.”

Why other options are wrong:

* + option a) the AutoCloseable interface declares the close() method.
  + option b) Callable declares call() method.
  + option d) the Comparator<T> interface declares compare() and equals()

methods.

54.

b) 1

the call atomicInt.incrementAndGet(); mutates the integer value passed through the reference variable atomicInt, so the changed value is printed in the main() method. Note that AtomicInteger can be used in thread or non-

thread context though it is not of any practical use when used in single-threaded

programs.

55.

c)

equals: false ordinals: true

the equals() method returns true only if the enumeration constants are the same. In this case, the enumeration constants belong to different enumerations, so the equals() method returns false. however, the ordinal values of the enumeration constants are equal since both are second elements in their respective

enumerations.

56.

b) this program will print any value between −5 to 5

You have employed AtomicInteger, which provides a set of atomic methods such as incrementAndGet() and decrementAndGet(). hence, you will always get 0 as the final value of counter. however, depending on thread scheduling, the

intermediate counter values may be anywhere between −5 to +5, hence the output of the program can range between −5 and +5.
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57.

1. Supplier<LocalDate> now = LocalDate::now;

the now() method defined in LocalDate does not take any arguments and returns a LocalDate object. hence, the signature of now() method matches that of the only abstract method in the Supplier interface: T get(). hence, the method reference Local::now can be assigned to Supplier<LocalDate> and the statement

compiles without any errors.

other options show improper use of method reference and they will result in compiler error(s).

58.

a) System.out.print(Pets.Parrot.ordinal());

the ordinal() method prints the position of the enumeration constant within an enumeration and hence it prints 2 for this program.

Why other options are wrong:

* + option b) the call print(Pets.Parrot); prints the string “parrot” to console
  + options c), d) and e) there are no methods named indexAt(), value(), or

getInteger() in Enum

59.

a)

file name:Test

absolute path:D:\workspace\ch14-test\.\Test Normalized path:Test

the absolute path adds the path from the root directory; however, it does not normalize the path. hence, “.\” will be retained in the resultant path. on the other hand, the normalize() method normalizes the path but does not make it absolute.

60.

c) this code segment prints the following:

olivea emma emma

the method void mark(int limit) in BufferedReader marks the current position for resetting the stream to the marked position. the argument limit

specifies the number of characters that may be read while still preserving the mark. this code segment marks the position after “olivea” is read, so after reading “emma,” when the marker is reset and the line is read again, it reads “emma”

once again.
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61.

b)

class Deri extends Base { public Integer getValue() {

return new Integer(10);

}

}

d)

class Deri extends Base {

public java.util.concurrent.atomic.AtomicInteger getValue() { return new java.util.concurrent.atomic.AtomicInteger(10);

}

}

option b) makes use of a co-variant return type (note that Integer extends

Number), and defines the overriding method correctly.

option d) makes use of co-variant return type (note that AtomicInteger extends

Number), and defines the overriding method correctly.

Why the other two options are wrong:

* option a) attempts to assign a weaker access privilege by declaring the method protected when the base method is public, and thus is incorrect (results in a compiler error).
* In option c) the method Float getValue(float flt) does not override the getValue() method in Base since the signature does not match, so it is incorrect (results in a compiler error).

62.

a) AtomicBoolean and c) AtomicReference<V>

the class AtomicBoolean supports atomically updatable Boolean values. the class AtomicReference<V> supports atomically updatable references of type V. Classes AtomicDouble, AtomicString, and AtomicObject are not part of the java.util. concurrent.atomic package.

63.

d) When executed, the program prints “walk cannot fly”

In order to override a method, it is not necessary for the overridden method to specify an exception. however, if the exception is specified, then the specified exception must be the same or a subclass of the specified exception in the method defined in the super class (or interface).
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64.

a) new Outer.Inner().text

the correct way to access fields of the static inner class is to use the inner class instance along with the outer class, so new Outer.Inner().text will do the job.

65.

d) this code segment will create file1.txt and file3.txt directories in the root directory, and a file2.txt directory in the “subdir” directory in the root directory.

the mkdirs() method creates a directory for the given name. Since the file names have / in them, the method creates directories in the root directory (or root path for

the Windows drive based on the path in which you execute this program).

66.

a)

private void readBook(Supplier<? extends Book> book) { book.get().read();

}

the Supplier<T> interface declares the abstract method get(). the get() method does not take any arguments and returns an object of type T. hence, the call book.get().read() succeeds and prints “read!” on the console.

Why other options are wrong:

* option b) Method references can be used in places where lambda expressions can be used. hence, this code segment will result in a compiler error.
* option c) the accept() method in the Consumer<T> interface requires an argument to be passed – since it is missing here, it will result in a compiler error.
* option d) the Function<T, R> interface takes two type parameters and hence this method definition will result in a compiler error.

67.

b)

Stream.of(employees)

.sorted(sortByFirstName.reversed().thenComparing(sortByLastName))

.forEach(System.out::println);

the sortByFirstName is a Comparator that sorts names by the Employee’s first name. Because we need to sort the names in descending order, we need to call the reversed() method. after that, we need to sort the last names in ascending order,

and hence we can call thenComparing(sortByLastName).
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68.

b) resultSet.updateRow();

the call updateRow() on the ResultSet object updates the database. other options will not compile.

69.

a) read; closing WriteDevice; closing ReadDevice; Caught exception;

the read() method of ReadDevice throws an exception, and hence the write() method of WriteDevice is not called. the try-with-resources statement releases the resources in the reverse order from which they were acquired. hence, the

close() for WriteDevice is called first, followed by the call to the close() method for ReadDevice. Finally, the catch block prints “Caught exception;” to the console.

70.

1. Computation on source data is performed in a stream only when the terminal operation is initiated, i.e., streams are “lazy”
2. once a terminal operation is invoked on a stream, it is considered consumed and cannot be used again

d) If the stream source is modified when the computation in the stream is being performed, then it may result in unpredictable or erroneous results

these three statements are true about streams.

option c) is not correct. once a stream is created as a sequential its execution mode can be changed to parallel stream by calling parallel() method. Similarly, once a parallel stream is created, you can make it a sequential stream by calling sequential() method.

71.

a) Integer max = integers.stream().max((i, j) -> i - j).get();

Calling stream() method on a List<Integer> object results in a stream of type Stream<Integer>. the max() method takes a Comparator as the argument that is provided by the lambda expression (i, j) -> i - j. the max() method returns an Optional<Integer> and the get() method returns an Integer value.

Why other options are wrong:

* + option b) the max() method in Stream requires a Comparator to be passed as the argument
  + option c) there is no max() method in List<Integer>
  + option d) the mapToInt() method returns an IntStream, but the max() method returns an OptionalInt and hence it cannot be assigned to Integer (as required in this context)
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72.

d) this program will result in a compiler error in line marked with NULL

the ifPresent() method for Optional takes a Consumer as the argument and returns void. hence, it is not possible to chain the orElse() method after calling the ifPresent() method.

73.

d) this code will print foo:bar:baz::qux:norf:

the flatMap() method flattens the streams by taking the elements in the stream. the elements in the given strings are split using the separator “;” and the elements from the resulting string stream are collected. the forEach() method prints the resulting strings.

Why other options are wrong:

* option a) this code does not issue any compiler errors
* option b) this Splitting an empty string does not result in a null, and hence this code does not throw NullPointerException.
* option c) the syntax of the given regular expression is correct and hence it does not result in PatternSyntaxException.

74.

b) this program prints: 2015-03-01

Since 2015 is not a leap year, there are only 28 days in February. hence adding a day from 28th February 2015 results in 1st March 2015 and that is printed.

75.

d) this code segment throws java.lang.UnsupportedOperationException

the underlying List object returned by Arrays.asList() method is a fixed-size list and hence we cannot remove elements from that list. hence calling removeIf() method on this list results in throwing an UnsupportedOperationException.

76.

a) Make data members x and y private

publicly visible data members violate encapsulation since any code can modify the x and y values of a Point object directly. It is important to make data members private to enforce encapsulation.

Why other options are wrong:

* options b), c), and d) Making the Point class public, making the constructor of the class private or removing the getter methods will not help enforce encapsulation.
* option e) You cannot declare a class static.
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77.

d) this code prints: sum of 1 to 5 is 15

this code correctly uses Callable<T>, ExecutorService, and Future<T>

interfaces and the Executors class to calculate the sum of numbers from 1 to 5.

78.

c) this program prints: 0

the condition within the assert statement ++num > 0 holds true because num’s value is 1 with the pre-increment expression ++num. the expression 0 / 1 results in the value 0 and hence the output.

Why other options are wrong:

* + options a) and d) the assertion condition holds true; hence neither java.lang. AssertionError is thrown nor the message “failed” get printed
  + Since the assertions are enabled by passing the option “-ea” this does not result in divide-by-zero. If the assertion were not disabled, it would have crashed by

throwing java.lang.ArithmeticException with the message “/ by zero”

79.

b) int val = Integer.parseInt(integer);

Using the method Integer.parseInt(String) is the correct way to get an int

value from a String object. the other three options will not compile.

80.

d)

class AResource implements AutoCloseable { public void close() throws IOException {

// body of close to release the resource

}

}

AutoCloseable is the base interface of the Closeable interface; AutoCloseable declares close as void close() throws Exception; In Closeable, it is declared as public void close() throws IOException;. For a class to be used with

try-with-resources, it should both implement Closeable or AutoCloseable and correctly override the close() method.

option a) declares close() protected; since the close() method is declared public in the base interface, you cannot reduce its visibility to protected, so this will result

in a compiler error.

option b) declares autoClose(); a correct implementation would define the

close() method.
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option c) declares close() with default access; since the close method is declared public in the base interface, you cannot reduce its visibility to default accesses, so it

will result in a compiler error.

option d) is a correct implementation of the AResource class that overrides the

close() method.

81.

1. @FunctionalInterface

interface Foo { void execute();

}

1. @FunctionalInterface

interface Foo { void execute();

boolean equals(Object arg0);

}

the interface in option a) declares exactly one abstract method and hence it is a functional interface. In option b) note that equals() method belongs to Object class, which is not counted as an abstract method required for a functional

interface. hence, the interface in option b) has only one abstract method and it qualifies as a functional interface.

Why other options are wrong:

* option c) the interface does not have an abstract method declared and hence it is not a functional interface.
* option d) the interface does not have any methods and hence it is not a functional interface.

82.

c) this program prints: [eeny, meeny, miny, mo]

Stream.of() method takes a variable length argument list of type T and it returns a Stream<T>. the joining() method in Collectors class takes delimiter, prefix, and suffix as arguments:

joining(CharSequence delimiter, CharSequence prefix, CharSequence suffix)

hence, the expression Collectors.joining(", ", "[", "]") joins the strings with commas and encloses the resulting string within ‘[‘ and ‘]’.
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83.

f) this code throws SQLException

the try-with-resources block is closed before the while statement executes. hence, call resultSet.next() results in making a call on the closed ResultSet object, thereby throwing an SQLException.

84.

c) return DriverManager.getConnection(url + database, userName, password);

the getConnection() method in DriverManager takes three String arguments and returns a Connection:

Connection getConnection(String url, String user, String password)

hence, option c) is the correct answer.

the other three options will result in compiler errors.

85.

b) Stream<String> lines = Files.lines(path);

the lines(Path) method in Files class takes a Path and returns

Stream<String>. hence option b) is the correct answer.

option a) the code segment results in a compiler error because the return type of

lines() method is Stream<String> and not List<String>.

option c) there is no such method named readLines(Path) in Files that returns a Stream<String> and hence it results in a compiler error.

option d) the readAllLines(Path) method returns a List<String> and not

Stream<String> and hence the given statement results in a compiler error.
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compiler error, [416,](#_bookmark310) [419,](#_bookmark313) [456,](#_bookmark347) [458](#_bookmark349)

concrete classes, [441](#_bookmark335)

concurrent.atomic package, [462](#_bookmark353)

CONNECT\_TO\_DB, [453](#_bookmark345)

constructor, classes, [455](#_bookmark346) co-variant return type, [469](#_bookmark360) CyclicBarrier barrier, [415](#_bookmark309)

DbConnector.connectToDb(), [452](#_bookmark344)

deadlocks, [437,](#_bookmark331) [466](#_bookmark357)

DEFAULT\_CTOR, [416](#_bookmark310)

“DEFINE READBOOK HERE” comment, [444](#_bookmark337)

dir file.txt, [466](#_bookmark357)

dstFile, [432](#_bookmark326)

end of stream (EOS), [463](#_bookmark354) enums, [420,](#_bookmark314) [457](#_bookmark348)

equals() method, [438,](#_bookmark332) [467](#_bookmark358)

error report, [417,](#_bookmark311) [458](#_bookmark349)

exam tests, [4](#_bookmark11)

executions, [462](#_bookmark353)

file creation failures, [470](#_bookmark361) flatMap() method, [472](#_bookmark363)

Fork/Join framework, [439](#_bookmark333)

functional interfaces, [451](#_bookmark343)

getObject() method, [423](#_bookmark317)

GET\_YEARS comment, [418](#_bookmark312)

inputFile, FileReader, [431](#_bookmark325)

Integer.parseInt(integer), [473](#_bookmark364)

interface EnumBase, [419](#_bookmark313)

interface operation, [458](#_bookmark349)

interface programming, [420](#_bookmark314)

iterator() method, [424,](#_bookmark318) [460](#_bookmark351)

Java [1,](#_bookmark4) [8](#_bookmark18)

Java programmer, [5](#_bookmark13)

java.util.concurrent.atomic package, [427](#_bookmark321)

java.util.concurrent package, [428](#_bookmark322)

ListResourceBundle, [423,](#_bookmark317) [435,](#_bookmark329) [459,](#_bookmark350) [465](#_bookmark356)

LocalDateTime.now(), [433](#_bookmark327)

Locales, [433,](#_bookmark327) [465](#_bookmark356)

mapping, [461](#_bookmark352)

multithreaded application, [424](#_bookmark318)

and OCPJP 8 certifications, [2–3](#_bookmark8)

ordinal method, [439,](#_bookmark333) [468](#_bookmark359)

outputFile, FileWriter, [431](#_bookmark325)

override method, [469](#_bookmark360)

parameter types, [461](#_bookmark352)

PARSE\_DATE comment, [425](#_bookmark319)

Point(), [456](#_bookmark347)

Point constructor, [416](#_bookmark310)

questions, [3](#_bookmark8)

read() method, [431,](#_bookmark325) [471](#_bookmark362)

reference types, [459](#_bookmark350)

registration options, [6](#_bookmark15)

relationship class, [422](#_bookmark316)

replacement methods, [442–445,](#_bookmark338) [470](#_bookmark361)

resource bundles, [428](#_bookmark322)

resultSet.updateRow(), [471](#_bookmark362)

Singleton pattern, [422,](#_bookmark316) [458](#_bookmark349)

skip() method, [463](#_bookmark354)

srcFile, [432](#_bookmark326)

stmt, compile, [427,](#_bookmark321) [456](#_bookmark347)

string operation, [459](#_bookmark350)

suffix .java, [436,](#_bookmark330) [466](#_bookmark357)

synchronization, [434,](#_bookmark328) [465](#_bookmark356)

TemplateType, [426](#_bookmark320)

thread, [437,](#_bookmark331) [467](#_bookmark358)

ThreadLocalRandom, [460](#_bookmark351)

TraversalRowSet, [442](#_bookmark336)

try-with-resources statement, [434,](#_bookmark328) [464,](#_bookmark355) [465](#_bookmark356)

type arguments, [421](#_bookmark315)

VAL, [431](#_bookmark325)

 **P, Q**

Parallel Fork/Join Framework compute() method, [342](#_bookmark251)

definition, [337](#_bookmark247)

Divide-and-Conquer, [338](#_bookmark248)

ForkJoinPool Class, [338,](#_bookmark248) [343](#_bookmark252)

ForkJoinTask<V>, [338](#_bookmark248)

ForkJoinTask Class, [339](#_bookmark249)

invokeAll() method, [343](#_bookmark252)

problem solving, [339](#_bookmark249)

pseudo-code, [337](#_bookmark247)

RecursiveAction, [339,](#_bookmark249) [343](#_bookmark252)

RecursiveTask, [343](#_bookmark252)

RecursiveTask<Long>, [342](#_bookmark251)

RecursiveTask<V>, [339](#_bookmark249)

SumOfNUsingForkJoin.java, [340](#_bookmark250)

threshold value, [342–343](#_bookmark252)

work-stealing algorithm, [337](#_bookmark247)
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Parallel streams CorrectStringSplitAndConcatenate.java, [347](#_bookmark256)

definition, [344](#_bookmark253)

example, [344](#_bookmark253)

isParallel() method, [345](#_bookmark254)

parallel() method, [345–346](#_bookmark255)

performance, [347](#_bookmark256)

PrimeNumbers.java, [344](#_bookmark253) race condition problem, [347](#_bookmark256) reduce() method, [347](#_bookmark256)

sequential() method, [346](#_bookmark255)

sequential stream, [345](#_bookmark254)

StringConcatenator::concatStr() method, [346](#_bookmark255)

StringSplitAndConcatenate.java, [346](#_bookmark255)

partitioningBy() method, [185](#_bookmark126)

peek() method, [168](#_bookmark113)

Phaser, [328](#_bookmark240)

prepareCall() method, [368](#_bookmark268)

preparedStatement() method, [368](#_bookmark268) Pretest

OCPJP 7 exam

classpath, [410–411](#_bookmark304)

ResourceBundle properties, [411](#_bookmark304)

ResourceBundle property, [409](#_bookmark302)

printf() method, [261,](#_bookmark181) [263](#_bookmark182)

printRow() method, [263](#_bookmark182)

putNextEntry() method, [215](#_bookmark149)

 **R**

read() method, [215,](#_bookmark149) [271](#_bookmark190)

readAttribute() method, [300](#_bookmark214)

readIntFromConsole() method, [220](#_bookmark154)

readIntFromFile() method, [208–209,](#_bookmark143) [210–211](#_bookmark145)

readInt() method, [277](#_bookmark196)

readLine() method, [260–261,](#_bookmark181) [265](#_bookmark184)

readObject() method, [281–282](#_bookmark200)

readPassword() method, [261,](#_bookmark181) [265–266](#_bookmark185)

resolve() method, [291](#_bookmark206)

ResultSet, [370](#_bookmark270)

 **S**

Scanner method, [208](#_bookmark142)

Scanner.nextInt() method, [201](#_bookmark135)

Semaphore controls, [328](#_bookmark240)

Serialization process, [281](#_bookmark199)

SortingCollection.java, [178](#_bookmark122)

splitAsStream() method, [177](#_bookmark121) Streams

binary files, [266](#_bookmark185) byte streams

data streams, [277](#_bookmark196) InputStream abstract cl, [275](#_bookmark194) object streams, [280](#_bookmark198)

OutputStream abstract class, [275](#_bookmark194) read, [276](#_bookmark195)

character (*see* Character streams) definition, [266](#_bookmark185)

input, [266](#_bookmark185)

iterate, [124](#_bookmark92)

method references, [125](#_bookmark93)

output, [266](#_bookmark185)

sources, [129](#_bookmark96)

standard streams, [257](#_bookmark177)

Stream interface, [126](#_bookmark94)

“stream pipeline”, [124](#_bookmark92)

Synchronizers, [328](#_bookmark240)

System.console() method, [259–260](#_bookmark180) S*ystem input stream*, [198](#_bookmark132) System.setErr method, [259](#_bookmark179)

 **T**

T*ype erasure*, [281](#_bookmark199) Thread synchronization

assign() method, [319](#_bookmark230)

equivalent assign() method, [320](#_bookmark231) increment() method, [320](#_bookmark231)

race conditions, [316](#_bookmark228)

static methods, [319](#_bookmark230)

synchronized blocks, [318](#_bookmark229) Throwable class

chaining exceptions, [212](#_bookmark146)

checked exceptions, [196,](#_bookmark130) [212](#_bookmark146)

definition, [195](#_bookmark128)

echo.java, [197](#_bookmark131)

error condition, [197](#_bookmark131)

error message, [197](#_bookmark131)

IllegalArgumentException, [198](#_bookmark132) Java’s exception hierarchy, [196](#_bookmark130) rethrowing exceptions, [212](#_bookmark146) throws clause

FileNotFoundException, [208](#_bookmark142)

integer.txt, [208](#_bookmark142)

main() method, [208](#_bookmark142)

overridable method, [209,](#_bookmark143) [212](#_bookmark146)

readIntFromFile() method, [208](#_bookmark142)

ThrowsClause1*.java*, [207](#_bookmark141) @throws JavaDoc tag, [211](#_bookmark145)

type Error, [196](#_bookmark130)

unchecked exceptions, [196](#_bookmark130) unhandled exceptions

consoleScanner.close(), [205](#_bookmark139)

error message, [199](#_bookmark133)

exactly matching catch handler, [200](#_bookmark134) finally block, [207](#_bookmark141)

general exception handler, [204](#_bookmark138) integer, [198](#_bookmark132)

matching handler, [200](#_bookmark134)
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Throwable class (*cont.*)

multi-catch blocks, [202](#_bookmark136) multiple catch blocks, [200](#_bookmark134) nextInt() method, [199](#_bookmark133)

resource leak, [204](#_bookmark138)

ScanInt1.java, [198](#_bookmark132)

ScanInt2.java, [199](#_bookmark133)

ScanInt6.java, [205](#_bookmark139)

stack trace, [199](#_bookmark133)

toAbsolutePath() method, [290–291](#_bookmark206)

toFile() method, [292](#_bookmark207)

toPath() method, [292](#_bookmark207)

toRealPath() method, [290,](#_bookmark205) [304](#_bookmark219)

toString() method, [220](#_bookmark154)

toUri() method, [290](#_bookmark205) Try-with-resources benefit, [214](#_bookmark148)

byte array, [215](#_bookmark149)

close() method, [217](#_bookmark151)

consoleScanner.close(), [213](#_bookmark147) explicit catch/finally blocks, [213](#_bookmark147) finally bloc, [217](#_bookmark151)

invalid input, [214](#_bookmark148)

java.lang.AutoCloseable interface, [214](#_bookmark148)

read() method, [215](#_bookmark149)

suppressed exceptions, [217](#_bookmark151)

try-finally block, [213](#_bookmark147)

write() method, [215](#_bookmark149)

zip file, [215](#_bookmark149)

ZipOutputStream, [215](#_bookmark149)

ZipTextFile.java, [216](#_bookmark150)

 **U, V**

UnaryOperator interface, [160](#_bookmark109)

updateRow() method, [374,](#_bookmark274) [376](#_bookmark276)

updateString() method, [375](#_bookmark275)

updateXXX() method, [376](#_bookmark276)

##  W, X, Y, Z

walk() method, [305](#_bookmark220)

write() method, [215](#_bookmark149)

writeObject() method, [282](#_bookmark200)
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